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Module – 41 

GCD State Machine in Verilog 

We are at module 41 now; module 41 is going to be on the GCD machine. So, we have 

not still decided or design the state machine we had the picture, but we have not written 

it to the Verilog here. So, in this module, we will go, we will look at how to write 

Verilog module for this state machine. So, let us look at the state machine, let us look at 

the picture here. 
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So, we have a state machine here, which has these 7 states, 8 states S naught, S 1, S 2, S 

3 up to S 7 and in this, what we have done is, you have said clock is never part of these 

state diagram itself. So, we do not have it and we said, this is the reset state. So, again 

just to quickly recap, so we will wait for a go signal from the external world, till them we 

will stay at S naught. If the go signal comes, then we are ready to load the inputs from 

the external world. 



So, to do that, we will set up all these signals to be 1, we will delay by one clock cycle, 

so that the results are ready in the register. Once the results are ready in the register at S 

2, at S 3 the comparative will be able to give a study output; we will check the 

comparative results. Based on the comparative results, we go will go to either S 4, S 5 or 

S 7. 

If you are in S 4 or S 5, GCB is not complete, so we will put the results from either the 

state, either the register a or the register b back in to the circuit itself through the data 

path and will come back to the S 3 and start comparing. So, S 6 is again a wait state, at S 

4 or S 5 we will… So, we at S 4 and S 5, we will set up in such a way that either a gets 

updated or b gets updated. If you are in S 7, we know the job is done and we can go and 

wait for new inputs. So, this is the state diagram that we had and in terms of a block 

diagram, we saw this. 
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So, we have clock reset, go, which are inputs, then there are 3 inputs from the data path, 

4 outputs with the data path, one more output called the output enable and the done 

signal, so this is what we want over all. So, what I want to do now is, connect it back to 

something that is familiar to you. So, remember we talked about the notion of a 

canonical state machine. So, the canonical state machine is something that we did in one 

of the earlier classes, so I want to connect it back to that. So, let us see how a canonical 

state machine was supposed to be. We said a canonical state machine must be of this 

form. 
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So, we had a state register and the output of the state register must be connected to, what 

is called the output forming logic and from where the outputs come through and there 

was something called the next state logic or the input forming logic that gives to the state 

register. So, the state registers also feats the input forming logic and there are primary 

inputs that are spread both to the output forming logic as well as the… So, these are the 

primary inputs, so this is the canonical picture of the state machine. 

Now, for our state machine we should figure out, what the various inputs and other 

things are. So, again let us look at this picture, if you notice go, then a greater than b, a 

less than b, a equal to b, these are all inputs coming into the state machine. So, we will 

mark them here, go and a greater than b, a equal to b, a less than b, these are the 

supposed to be inputs to the controller itself. The output of the controller could be done, 

the done signal itself comes from here. 

Then, we had things like a select, b select, a load and b load, these are all supposed to be 

outputs coming from the controller and besides this if you notice, there are two wires that 

are unnamed or two bunches of wires that are unnamed. So, this set of wires coming 

from the state register is unnamed and the set of wires coming into the state register is 

unnamed. So, we going to call this set the state, because if I read the state, from the state 

register, that is the state. So, there will be some binary encoding for the state itself, so I 

will be able to read this state. 



But, based on the current state and the current inputs, we will be ready to decide on the 

next state, so I am going to call this the n state. So, this state is the current state and n 

state is the next state, this is the thing that we want in our Verilog implementation. So, 

we will have primary inputs which are these, primary outputs which are these. So, when 

I show the Verilog modules in interface, we already have this decided when we put the 

Verilog module for the top level design. But, we need several other intermediate things, 

so I am going to put all of that in place now and start writing Verilog code. So, let us see 

how this is supposed to go about. 
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So, let us look at the design to begin with. So, at the design, we set a controller. So, the 

first of all, this state machine is going to be call the controller, so I am going to cut and 

paste that, like I did in the previous class. 
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So, I am going to call this the controller dot v. 
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And I am going to cut and paste that, so that I know what the description of the controller 

is supposed to be. So, I need a module called controller which has several things. So, this 

takes care of the interface description, I go ahead and put everything else in a little while. 

So, now, let us see we again if we look at the picture, we know that clock and reset are 

implicit inputs. So, they are separate, other than that we have all these inputs here and we 

have all these outputs here. 



So, I am going to first go and mark all of them, I am going to write code which shows all 

of them. So, I know that clock and reset are inputs, go is also a single bit input, so I am 

going to mark that. Then, we know that a greater than b, a equal to b are all again single 

bit inputs, so I am going to mark that. So, I have all of them and I have four lines, 

namely the loads and selects, so I have a select, b select, a load and b load and the done 

signal, so all these are outputs. 

So, one thing I need do is, since I am going to assign them from always block, I am 

going to put a reg in front all of the outputs. So, I mentioned this earlier, anything 

coming from always block will need a reg. So, in fact, I think I forgot that in the previous 

once, I will go and fix it now. So, if I go back and look at comparator, so the outputs 

seem to lack a reg. 
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So, I will put all of that now in all the outputs, because they are being assigned inside in 

always block. 
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I am going to put a reg in front of all of them. 
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Okay. 
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So, let us go back to the controller, so the controller has everything that is needed, except 

for these intermediate wires. So, there are two wires that we need, so the two sets of 

wires that we need are actually local and I said, we are not going to expose the state and 

the current state to the external world. So, they are going to be local, I am going to call 

them state and n state. So, may be an input capital letters, where so let me call it c state 

which is for current state and n state which is for next state, so I have c state and n state. 

So, this is something that we are ready with. Now, we have to go and describe the state 

machine. So, in describing the state machine the first thing we have to think about is, the 

hardware picture here shows us, there is some combinational logic, there is some 

sequential logic and there is some combinational logic. So, what we are going to do is, 

immediately what should brings to a mind is, we need three different always blocks. 

One always block for this combinational logic, one always block for this combinational 

logic and one always block for this, modeling this register. Remember, this is just a 

register, so we need to module this somehow, so we need to be able to take care of that 

and this register is the special register. So, this does not require a load, so as long as we 

have a clock that is coming in and a reset input that is given to it that is enough. 

It does not need a load enable, this is unlike our other registers. So, our state register is a 

regular register without a load enable. So, either it should be reset or it should be 

switching through these states. So, now, let us get back to the state machine for little a 



while. So, we have the state machine and we had these names S 1, S 2, S 3, S 4 and so 

on. So, if you have to do this in circuit, the first thing you could have done is, you could 

have done something called state assignment. 

So, you could have assigned some states to all of these. So, I am going to use this simple 

assumption that state S naught is going to be 0 0 0, state S 1 is going to be 0 0 1, so on up 

to S 7. So, one thing I want to do is, I want to… So, I am now going to model that, to do 

that I am going to call sub, I am going to use a keyword called parameter. 
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So, the parameter is a key word, you can see that it turn purple. So, parameter, I am 

going to declare eight parameters, the eight parameters will stand for the state encoding 

that I am going to use. So, parameter s naught is 3 tick b 0 0 0. So, the tick, the 

apostrophe there, that you see is called a tick and tick is usually just to the left of the 

keyboard. You have to press a shift and the key that is just to the left of keyboard that is 

called a tick. 

So, this is also the closing apostrophe mark, if you want and will need eight such 

parameters, I am going to make copies of this. So, I have eight such parameters, now I 

am going to name them s naught, s 1 to s 7. So, instead of referring, I have all the 8 states 

and I want to assign the appropriate vectors tool. So, I have all the different states is 

assigned. So, now, the interesting thing is this c state and n state, this c state and n state 

are supposed to be state register. 



So, there are 8 states, so I actually read only 3 flip flops for it, so I made a mistake. So, I 

need 3 flip flops for state and next state, so this states and next state can actually take 

only 3 bits. So, they will be from 0 0 0 to 1 1 1 and so on, so it is enough to have it as a 3 

bit value. So, I have declared c state and next state as a 3 bit registers. Now, let us go and 

write each one of these modules, so again let us go back and look at the picture. 

So, the picture says, I need a state register, I need an input forming logic and I need 

output forming logic. So, we need these three, let us see how to design that. So, I will 

start with the state register, because it is the easiest to do. 
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So, the state register is as simple as this, always at… If there is a reset or if there is 

positive edge of clock, then we want our state register to work, to take the new values. 

So, we want our state machine itself to be asynchronous. So, if reset is one, which means 

from the external world I cannot force the external world to synchronous the input with 

respect to clock. So, I should be able to take the input from the external world at any 

point of time, so if reset is 1, the picture says if reset is 1, I should be at state s naught. 

So, what I am going to do is, I am going to say that next state must be equal to s 0. So, 

what this does is, it is ensuring that the value that you get here, so we have, so let me 

look at this. So, if reset is 1, then we have, we are going to have the next state to be s 

naught. So, if we come back and look at this, so this is state and this is next state, so we 

want the state to be s naught. So, this should be the current state, the current state must 



be equal to s naught, in else we know that this is we came in because of not reset, the 

state machine is running. 

If the state machine is running, all I have to do is, this state should copy the next state in 

every cycle. So, I am going to put that, current state should just be equal to next state. So, 

when the clock comes, whatever you call as the next state, actually becomes the current 

state. So, in some sense you set up the next state, so when you are in the current state, 

you set up the next state and the next state when the clock cycle rolls over, that becomes 

the current state. 

So, that is what we have here and this is essentially the logic required for sequent this 

state register. So, it is a fairly simple thing, so it has either the current state is s naught or 

the current state is n state, so that is clear from the picture here. Either, the current 

state… So, I call this current state not next state, so I will strike it and write it down, this 

is current state. So, the current state is because of reset, current state can become s 

naught state or if there is no reset, every time the clock comes in, the next state value will 

reflect in the current state, so it is as simple as that. 

Now, let us look at the combinational logic. So, I am going to try and write this, so let us 

see what to write first. So, maybe we can write the next sate logic first and then, we will 

write the output logic, so let us look at the next state logic. So, for the next state logic, I 

need the state machine, so look at the state machine. So, every time based on the current 

set of inputs and so on, it is supposed to make transition. So, this is the crucial part of 

designing the state machine. 

So, I will write the next state state machine, the next state part of the state machine. This 

is remember first of all, it is combinational logic. So, it is not going to have reset or 

clock, I am going to put only the combinational inputs and again, if you look at the 

picture the input forming logic or the next state logic is taking, go all these three different 

inputs and this current state itself. So, these are the inputs to the next state logic. 

So, I am going to put that, so go is one of the inputs or these are inputs which are 

actually coming from the data path. So, we took care of inputs coming from the… So, 

this is coming from the external world, a greater than b, a less than b, a equal to b are 

coming from the data path and internally, we have the current state register itself. So, if 

any of these things change, then the next sate logic is supposed to react to that. 



So, again if you look at the picture, next state will change if any of these things changes. 

So, because it is a combinational circuit, I have put all the conditions here, I have put all 

the inputs, that is what s a good combinational circuit is. All the inputs that are supposed 

to be given to a combinational circuit should appear in the sensitivity list. I have put all 

of them in the sensitivity list, now I want to go and write, how this thing should look 

like. So, the most common way in which the next state logic and the output logic is 

written is using a case statement. 

So, I am going to make case on current state and the current state, if you go and look at 

it, the current state could be, so it is a 3 bit vector. So, it is a 3 bit vector, which means it 

can take values from 0 0 0 to 1 1 1 and I have actually named 0 0 0 to be s naught, 0 0 1 

to be s 1 and so on up to 1 1 1. So, I can instead of assigning them as vectors with the 

explicit bit values, I can start using the state names. So, in some sense, this parameter 

what it is doing is, it is taking the bit vector assignment it is state assignment and from 

now on, we can call them by the name s naught s 1 s 2 and so on, that is what we did 

here. 

So, the c state equal to s naught, it is technically c state equals 0 0 0. But, since we have 

declare this is a parameter, we can call the bit vector 0 0 0 as s naught. So, this current 

state now the case statement, so c state can be, the current state can be from s naught to s 

7. So, I am going to write one switch case for each one of them, so let us start with s 

naught. So, if it is s naught, let us go and look at the state machine. 

I I am at s naught, let us see the conditions for any transition. If it is G naught, you stay 

in s naught itself, if it is… So, if it is go, if it is not go, you stay in s naught itself 

otherwise, you go to s 1, so these are the only two input conditions to which you react. 

So, if go equals 0, then you are going to say the next state must be equal to s naught, else 

I am going to say that next state must be equal to s 1. So, it is fairly straight forward, if 

you think about it. 

All we are doing is, is go… So, based on the state diagram that we have, the state 

diagram in this particular state looks at only one input. Even though, there are several 

inputs coming in to the state machine, it looks at only one input namely go, all the other 

inputs do not matter for this state. So, s naught if go equals 0, then we go to s 0 itself, 

that is looking back otherwise, the assumption is the external input is already stable and 



the external world has given is go equal to 1. When go equal to 1, we are ready to go to 

the state called s 1. 

So, now, we have several other cases, so I am going to write one such case for each one 

of these states. So, now, if you go and look at s 1 state, s 1 state we just blindly move to s 

2 state. So, there are some outputs that we are driving, but these outputs are not for now, 

we are going to put it in the output forming logic. So, in terms of just the transition to the 

next state, if current state is s 1, you blindly move to the next state s 2. 

So, without any extra check, I am going to just say that next sate should be equal to s 2, 

nothing else. Similarly, if you are in s 2, let us look at this, if we are at s 2, we blindly go 

to s 3. We only go to s 3 and we actually turn these signals off, but turning those signals 

off is part of the output logic, from s 2 we blindly move to s 3. So, I am going to put that 

in, in state equals to s 3, s 3 is a slightly interesting state. So, if we look at s 3, then there 

is a greater than b, a less than b, a equal to b. 

Now we are going to check the other 3 inputs. If one of these conditions is true, we will 

go to the appropriate states namely s 4, s 5 and s 7. So, s 3 is slightly interesting state, I 

am going to write that now. Now, I have to check the conditions. If a is equal to b, so 

these are the three things, so let us look at the inputs. There is a greater than b, equal to b 

and less than b, so I can check them in any order, so let me start with a greater than b. If 

a greater than b is equal to 1, then the next state is supposed to be s 4. Else if, a equal to b 

is equal to 1, then next state equals s 7. 
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Else if, actually this is the last case, I can just leave it as else, next state equals s 6, s 5. 

So, what we have is, we have taken care of these three things, either it goes to s 4 or it 

goes to s 5 or it goes to s 7, so my be to reflect that I will write it in that form. So, if it is 

less then b, it should go to s 5, the else class will be if it is equal, in which case I will go 

to s 7. So, what we have so far is, for s 3 you have taken care of the fact that, it is going 

to be a multiple transactions are possible based on the inputs. 

Again let us comeback and look at s 4, s 5 and s 6, they do not have any conditions under 

which they are moving. S 4 blindly moves to s 6, s 5 blindly moves to s 6, s 6 blindly 

moves to s 3. So, there are no checks that you need to make and in fact, s 7 also blindly 

moves to s naught. So, we do not have to make any more checks, the only checks were at 

s 3, which is supposed to be the comparison state. 

If all the other states are only changing the outputs, there is nothing else that has to be 

check, so I am going to write all of them in one go. So, if we are in state s 4, this state 

diagram said go to s 6, if we are in state s 5, the state diagram says go to s 6 also. If you 

are in s 6, the state diagram dictated that you should go to s 3 and if we are in s 7, it 

supposed to go to s naught. So, you have taken care of all the different eight possible 

cases that we can encounter. 

In general, it is always a good practice to put, what is called a default statement, if we 

infer combinational logic. So, this is a general principle, so by default the reset state is 



what you want to be yet in general, so I am going to put that and this brings me to the 

end of this always block. So, this line number 27 to line number 46 here, this takes care 

of, the line number 27 to line number 46 here takes care of the input forming logic or the 

next state logic. 

So, I am going to write something very similar for the output forming logic, so the output 

forming logic in fact, it taking the same set of inputs. So, it is going to have go, it is 

going to have all these inputs a greater than b, a less than b, a equal to b and so on. It is 

also going to take the current state, in the output forming logic we will not write to the 

next state. We will not write to next state, but we will be writing to all the other signals. 

So, let us look at all the other signals that we are driving from the controller. From the 

controller, we are driving all these four lines and there is a output enable line and there is 

a done line, all of these are supposed to be driven from the controller. So, I am going to 

write a piece of Verilog to do exactly that. 
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So, the first thing I am going to do is, I am going to take the sensitivity list as it is. So, 

this sensitive list is for the combinational logic that is for the output forming logic, again 

here how are we doing, how are going to do things now. So, in this case there are 

multiple things that are possible, so we could either be in… So, there are several things 

that can happen here, but default I am supposed to be in… So, so I can be in state s 

naught, s 1, s 2, s 3, all the way up to s 7. 



So, what I am going to do is, I am going to assume that for each of these states, if I 

derive all of them to be zeros, so let us say I drive done equals zero, a select equal to 

zero, b select equal to zero, a load equals to zero and b load equals to zero. Let us say I 

drive these five things, there is also supposed to be an output enable, so which are 

forgotten here, there is also another line called output enable. So, all these lines, I am 

supposed to be driving from the combinational logic. 
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So, let me go back and look at it, maybe I have not declared output enable also here. So, 

I will that is also a reg, so it was part of my module description, I added that now, so all 

of those are ready. So, I need to be driving these six values. So, the safest value to drive 

for all of these six values is actually 0, because if a load is zero and b load is zero, you 

are not going to take anything from the external world. 

So, we said in state s naught, we will not do any work at all, we will wait for the go 

signal to come and only then, we start our work. So, that work of coping from the 

external world is actually at state s 1. So, what we will do is, we will assume that by 

default. We are going to assign values to each of all of these signals in all of the states. 

So, if you go and look at, how next state is assigned under every possible if then else 

condition and for all cases, we have an assignment for next state. So, that is how you 

infer a combinational circuit under all possible branches. We have something for the sum 

assignment to the next state. Similarly, under all possible cases we are going to assign 



values to the six signals. The six signals are going to be these six signals, a select, b 

select, a load, b load, done and output enable, for all of them I am going to assign values. 
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So, I am going to start with case of current state and so this one would require eight 

cases, so let us start with s naught. So, if I am in state s naught, I am supposed to be 

driving all these six values to zero, all the six. So, these six signals all of them have to be 

driven to zero, so I am going to do just that. If I am in state s naught, then I know that a 

select has to be 0, b select has to be 0, then I know that a load has to be 0, b load is 0, 

done is 0 and output enable. 
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So, this s naught is this reset state, so when it is reset state, there is nothing to do, so we 

set up all the different signals to be 0. So, there is nothing to do here, it is not any special 

state and for all the other places, for all the other states we are going to set up various 

signals one after the other, so let us put s 1. 
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So, since I am going to assign six values in each one of them, it is actually safer to do a 

cut and paste and go and change the values to whatever is required. 
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So, I am going to make seven such copies and I will go and change them later. In fact, 

eight such copies one for the default class, so let us try and change one after the other. 

So, let us start with s naught, so s naught is already ready. When it is in s 1, let us 

comeback and look at the state machine. So, look at this state machine, when it is at s 1, 

a select, b select, a load and b load should be 1 and done and output enable are by default 

assume to be zero. 

So, I am going to change only those values now, I change a select, b select, a load and b 

load, all of them to be 1 and done and output enable are set up at 0, so this is okay. Then, 

at s 2, at s 2 if you notice, so this a select, b select, a load, b load are supposed to be 

brought back to zero and done and output enable or still zero, because we are not done at 

this state anyway. So, whatever conditions we have here now, seem to be just right, so s 

2 whatever we have here seems to be okay. 
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Let us look at s 3, so s 3 again what we have is, when we are at s 3, we are not changing 

any of the… So, from the controllers point of view, so the data path is going to give us 

value a greater than b and so on. From the controllers point of view, there is really 

nothing to do in s 3, s 3 will just take you to the correct set of states, so that we can turn 

on either register a to copy or register b to copy and so on. 

So, again we will keep for s 3, all the outputs to be 0 itself, s 4 gets slightly interesting. 

So, at s 4 we know that, in terms of the state machine, the a register must have a load, so 

this a register must have a load and so I will change that to 1 and everything else is 

supposed to be a 0, so this is fine. So, what we have now is, we have a case where we 

have modified the load, so again if you want to go and look at the picture, let us look at 

the actual picture for this. 
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So, let us look at this case, so if we want this to be the loop back path, then the sub 

tractors output which is t 1 is going to come to the multiplexer and to a and if we change, 

if you put a load equal to 1, then we are essentially doing a equals a minus b. So, in order 

to do that, we only need this subtractor, so this a load should be 1 and by default, this a is 

anyway set to… So, if a select is set to 0, it will take it from the subtractor. It is not 

supposed to be take it from the external world, so which is fine. 
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So, that is the safest case and anyway we have that. So, at s 4 I want a load enable to 1, at 

s 5 I want b load enable to be 1. So, far things are very straight forward, at state s 6, so 



again if you go and look at s 6, there is nothing there, there is no change with respect to 

the outputs. We are not done yet, we are still calculating and so on, this is just a dummy 

state. So, in the dummy state we give all the signals to be 0. 

So, again the comparator and the subtractor all of that sequence with the data part will 

work, so everything is fine, at s 7 it gets interesting. So, at s 7 what we have is, we have 

we arrive at s 7 only when a is equal to b. So, at, when a is equal to b, what we are 

supposed to do is, you are supposed to turn on the output enable signal. So, that the 

output register can register values and we should also indicate to the external world that, 

done is equal to 1. 
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So, I am going to put that now, I am going to tell the external world that the GCD 

machine is done computing GCD of these inputs and I am also going to make the output 

enable to be 1, so that the output register can copy the value. So, these two are done 

finally, in the default state which I always put just for safety purposes. So, in this case 

there is s naught to s 7, so there are 8 states and I captured them using 3 bits. 

So, all the eight possible combinations are captured, but if I had only 6 states or so on, 

then it is possible that, your state machine can get into wrong state, when you start the 

power. So, when you power of the circuit, it is possible that it gets into one of these 

unknown states, so it is always safe to put at default class. So, in this default class, it 

takes care of various other signals and with this the state machine is actually done. 



So, let us take a look at this, what I did was, I designed one always block for the state 

register, one always block for the next state logic and we have this big always block for 

the output logic. So, the input logic is fairly straight forward, the output logic seems to 

have all these different bits, we need to be controlling them. So, we have all of them 

here, all of them are done, so let me go and save it. 

(Refer Slide Time: 37:38) 

 

And as before I am going to go to the design file and I am going to run it once, just to 

see, if there are any errors anywhere. 

(Refer Slide Time: 37:51) 

 



So, right now if I did not make any mistake in the controller, then I should not get any 

errors at all. 

(Refer Slide Time: 37:59) 

 

So, let me see, they still seems to be controller reference one time, so there is a problem 

there. So, to do that I have to go back and add the controller dot v as the… So, I add 

controller dot v, save it. 

(Refer Slide Time: 38:21) 

 

And hopefully there was no mistake in the state machine that I wrote, let us see the 

results. So, there are some errors, it says incomprehensible, case expression, there is 



some syntax error and it seems to be in line 52 down till line 100. So, let me see what it 

is. So, line 52 of controller dot v, let me see what it is. 

(Refer Slide Time: 38:52) 

 

So, line 51 is this, line 57 is this and so on, it looks like I actually did not put begin and 

end, because there are multiple assignments here for each one of them, I think I have 

forgotten to input begin and end here. So, that is all I am supposed to do now, I will do 

that, let me finish that, let me put it everywhere that I need. So, I am not going to worry 

about the formatting right now, let me just put it and I can come back and change the 

formatting later, so that will become readable. 

So, I should have anticipated that, so I should have done better than this by being careful 

about anything that goes inside in case statement. If there are multiple statements, I will 

need begin and ends in case, so I am going to put that. So, now, let me save this and try 

and run it once more. I go to design file and I run it once more, if there are no further 

mistakes, now I should have no errors at all, let me see. 



(Refer Slide Time: 40:33) 

 

So, there is one more error, unable to bind wire reg memory s 3 in GCD machine. So, let 

me go and look at GCD machine line number, so controller line number 42. Let me see 

what line number 42 is, So I think I put capital S 3 instead of small case, so I fixed it 

now. So, things like this you should get used to. So, that is why you have to read every 

single error and not just say that, there is something that is wrong. If you go and read, 

usually you will understand what the errors are about. In this case, it said some s 3 is not 

found and when I came back and looked at it, it looked like I put a capital letter there, 

wonderful. 

(Refer Slide Time: 41:24) 

 



So, now, there is no error at all, this no error means I have the complete design ready 

now. So, if you go back and think about it, I started with the design and in the design, I 

said I will plug in the controller and data path. I did not worry about, how to design the 

controller and data path, later I said, I will go and look at data path, so the data path 

again I said I will pick all these things, I know that I need to subtract it, 2 multiplexer, 3 

register and what not, I put all of that without worrying about, how to implement them. 

Then, I implemented one after the other and in doing so, I always check whether there 

are any mistakes or anything like that. Finally, the controller is something that I design 

last and for the controller I gave you some design principles that, if the state machine 

always has three different pieces, one called the state register, one called the next state 

logic and another called the output forming logic, for each one of them I have given the 

way to describe them. 

So, in this specific case the state machines seems to be a Mealy machine, because the 

outputs changed based on the inputs as well as the current state. So, if it is just the 

current state, then you would have only c state in the sensitivity list. If it is a moore 

machine, you will have only the current state in the sensitivity list, because we know that 

the outputs can be driven only based on the current state. 

So, once we have that, we are ready to now actually go and write a test bench for this. 

So, we are done with designing the whole circuit, now we are ready to go and write a test 

bench for this, which we will do in the next module. So, I suggest that you go back and 

look at the Verilog files that I have supplied along with this and you keep this side by 

side, when we go and watch the videos. So, that we will understand what the different 

details are and if you have any doubts in any of these things, go back and look at the 

Verilog file. 

I am sure that the Verilog file has captured everything that you need. You go back and 

look at it slowly and come and revisit the video, I am sure you will understand this. So, it 

is not rocket science, it is not very hard to understand, it is just that you have to pay a 

little attention to all the little details that is there. The key thing that I want you to take 

away from this specific module is that, designing a state machine is fairly straight 

forward. 



Once you have a state diagram with you, you go and assign some parameters, so that the 

state assignment is taken care of and you can use those parameter names as the state 

names. You design three always blocks, one for the next state logic, one for the output 

logic and one for the register itself. And this register should always have a reset, it 

should not be a… So no state machines should be designed without a reset, it should 

always have a reset. 

In general, we also make them as asynchronous reset, but even if you make it a 

synchronous reset, it is okay. As long as you have a reset, that is good for the state 

machine design. So, we will talk about some of these fundamental principles about, what 

is good and what is not good for a state machine in the next week’s lectures. But, so far 

what we have is, in this week we have only been looked at Verilog and we seem to have 

come to the end of designing the chip itself or the GCD. The only thing that we need to 

put in is the test bench and check whether the whole thing works. So this we will do in 

the next module. So, thank you and I am hoping you see back in the next module, see 

you soon. 


