Hello, hi all welcome you to the next session on the embedded software testing method, unit 2.
(Refer Slide Time: 01:00)

Black Box Testing

« Test selection criteria(technique)
— Equivalence Partitioning
— Boundary value analysis
— State or event transition

s
Today we study about equivalence and partitioning, in the last session we had gone through

different types of testing just a recap, of whatever methods to have done.
(Refer Slide Time: 01:18)

End of EST Unit1

* Recap of 10 sessions

— Session 1: Embedded software testing introduction,
Embedded system basics, embedded c intro,
definitions

— Session 2: Testing definitions, Role of testing, key
processes, test processes, Embedded system test
methods and levels, types of testing definitions of
Acceptance testing, System testing, Integration
testing and Component (unit) testing, what is white-
box, black-box testing, regression testing

— Session 3: Embedded system testing test case
design and procedures definition, test standards, test
philosophy, what is V&V, debugging, test planning,
example test plan

-
-

Last session we went through any recap, of unit: 1.
(Refer Slide Time: 01:26)



End of EST Unit1 contd.

+ Recap..

— Session 4: Test specification (test cases), example test
spec, test procedure example

— Session 5: Test standards e}-{amgle, example test cases
considering a sample set of SRS for EUI (Embedded Unit
Instrument) modes of operation, example test case
scenariolprocedural)

— Session 6: Levels of testing — unit, integration and system
depiction, test harness, EST test setup, host and target
based debugging and testing, Simulator, Emulator, target
monitor, EST tools set and example list

— Session 7: T-Emb method definition, Overview, LITO
principles, T-Emb lifecycle, techniques, Infrastructure,
Organization, commercial tools categorization and a

%

e

snapshot example

All the limitations we have gone through and also.

(Refer Slide Time: 01:29)

Verification) concepts

+ Verification:

We defined about.
(Refer Slide Time: 01:30)

“Are we building the protguct [Software)
right?*

The process of demonstrating that the
product built is right

Itis a process that is used to evaluate
wileiher or nat @ producl, service, or
systam complies with regulations,
specifications, or condilions imposed &l
the start of a development phase.
Yerification can be in devaloprmeant,
scale-up, or production which is often
an process based.

Examples of Vesfication |s Madule
Testing, Reguiremants Based Testing,
Irtegration Tesbng, ete.

Validation:

“are we building e righl product
(software)?

The process of demanstrating thet this is
the righl product.

Itis the process of establishing evidence
fhat provides a hagh degree of assurance
that & product. sarvice, or system
accomplishes ils inlended requirements
This offen irsalves acceplance of filness
for purpose with end users and ather
product based,

Example of validation is the system
teating camied out by the end user who (s
using the preduct.

Testing with Independence




IV&V (Independent Validation and
Verification) concepts

« Verification: « Validation:

= “Arewe building the product (Software) = “dre we buiding 1he righl product
right?" (software)?”

= The process of demenstrating that the = The process of demonstrating thet this s
product buill is right the right produst.

— |tis a process that is used to evaluate - ltis the process of establishing evidence
witeiher or not a product, serviee, or that provides a high degree of essurance
systam complies with reguiations, that a product. sarvice, or system
specifications, or conditions imposed at accomplishes its inlended requrements
the start of a development phase. = This often involves acceptance of fitness

— ‘erification can be in developrmant. for purpose with end wsers and ather
scale-up, ar production which i often produci based
an process based. — Example ofvalidation is the systam

- Examples of Verfisation is Madule testing carmed out by the end user who is
Testing, Requiremants Based Testing, using the product.

Irmtegration Testing, efc.

v
" Testing with Independence
b

IV & V validation and verification
(Refer Slide Time: 01:35)

Dynamic Testing

+ Definition 1: A process of evaluating a
system or component based on its
behavior during execution.

= Definition 2: Testing by executing the
program with real inputs.

« Other method in context: Static testing
which is Testing without executing the

program. This includes software
inspections and some forms of analysis.

-

And need to study about or dynamic testing, we have to find subtle definition software. Like in
to any report and understand it is function of evaluating system. When system is executing, we
do the testing. When we execute the program, another method to compare the dynamic cutting
user static testing, this is without the need to execute the embedded software system so okay, we
studied about dynamic testing, with them with a couple of definitions also, we know the other
method of testing, using the static, which do not need the program to execute. So this could be a

software analysis walk through inspections that is all.
(Refer Slide Time: 02:40)



Dynamic testing contd.

« |In Explicit dynamic testing, most of the
system’s functions are tested by means of
test cases specifically designed for that
purpose.

+ In Implicit dynamic testing, during the test
process and executions the metrics are
analyzed to conclude on the specific
testing scenario.

LR

Also we have gone through, two types of dynamic testing in a broader level, explain the dynamic
testing, and were most of the systems tested. So, specifically for the purpose implement dynamic
testing, we do the testing games on, what we have done using existing to the dynamic testing, the
process that we have done for dynamic testing will help us in understanding or analyze and

support cases all are tested.
(Refer Slide Time: 03:23)

Dynamic testing : Structured basis
testing

« Structured approach such as T-Emb
method. T-Emb method uses LITO
(Lifecycle, Infrastructure, Techniques and
Organization) principles.

« Similarly any other testing approaches to
align with the test process well defined in
the beginning of the EST.

And structured basis for dynamic testing, we had already gone through in the uniform that is T-
emb methods we can define different aspects. So, similar approaches which we have defined in

the beginning of the principles.
(Refer Slide Time: 03:46)



Static vs. Dynamic testing

» Two technigues complement each other

« Static analysis were explicitly used in
olden days embedded software testing
where tools availability and affordability
were on stake.

Then, we also studied that, both are required because of dynamic testing alone, they are due to
completely test the system, the static means of testing also is important, so both are the technical
complement. Static analysis were explicitly used in those days have much tools were expected.
So, that is why static analysis more compared to dynamic testing, nowadays dynamic testing in a
more used in automated a lot. Wherever it is not possible or way in to complement with the

coverage and all that so, there we will do the static testing.
(Refer Slide Time: 04:38)

Dynamic Testing

+ Further divided into two basic groups
— Black and white box testing
— Black box techniques
— White box technigues

_—

And also we know that, the techniques are always one two basic groups black box testing 1 white

box testing and the black box testing or to the techniques white box techniques.
(Refer Slide Time: 04:58)



Dynamic testing: Black box and
white box testing techniques

= Strategy
= The purpose of testing?
- The goal of testing?
- How to reach the goal?
= Test Case Selection Methods
— How to pickup the test cases per requirement/s
— Which test scenarios are to be grouped?
— Are they good representatives of all possible test cases?
= Coverage Criteria
— How much of sede (requirements, functionality) is covered?

-

-

So, we are going through, correctly three part of testing that, we need to understanding different

testing so, we detailed about we know that black box testing,
(Refer Slide Time: 05:11)

Black box and white box testing

Test Case Selection Methods
+ Black-box / Functional / Data driven

= Based on the requirements (functional specifications, interfaces,
system specification as needed)

— Black-box test design techniques are based on the functional
behavior of systems without having any explicit knowledge of the
implementation details. In black-box testing, the component is
subjected to input, and the resulting output is analyzed whether it
conforms to the expected behavior.

+ White-box / Structural / Logic driven

- Based on the implementation (structure of the code)

— White-box lest design techniques are based on the knowledge of a
component’s internal structure and uses all the information about
how the inside of a unil works, these information might be code and
design, White-box tests ensure that each implemented statementis
run at least once and are tested against correct behavior

-

e

Is basically driven from the data or functionality, the white box, we study detail at the

implementation on a logic anything a bit of pair.
(Refer Slide Time: 05:26)



Black Box and White Box testing

Component test Integration test System test  Acceplance test

Leave the depiction of a black box and white box you can see the top a black box coming

through, functionality white box for a compound testing, see in between certain, embedded

systems so, they form a white box with a mix of both white box and black box.
(Refer Slide Time: 05:46)

Black box and white box testing:
Coverage aspects

« White Box testing techniques measures the
code coverage
Code coverage =  Executed Code
Total Code
* Black Box testing techniques measures the
features/requirements coverage

Requirements coverage =  Tested requirements
.. Total # of requirements

-

And, coming to the coverage we had a CD formula how they do the code coverage, a total code
and a executed code both of them are used in coming up how much of the percentage, we are
covered so this, is simple a executed code, in terms of percentage is the code coverage, this for
the white box of similarly, for black box may be coverage with the requirement, total number of

requirements that we have listed, the total number of requirements that will give the coverage.
(Refer Slide Time: 06:27)



Black Box and White Box Testing

contd.
Black Box Testing: * White Box Testing:
. Alj&o c_alled _“inputfoulput- « Also called “logic-driven”
driven” testing or testing or “Implementation
“Specification Based Based Testing”

Testing”
« Software is viewed as a
black box without bothening

« Permits to analyze internal
behavior and structure of

about the internal behavior the program
and structure of the = Software is tested against
program its low-level specifications

« Software is tested against or design with knowledge of
its specifications Code

= Test data is derived solely + Test data is derived from the
from the specifications logic of the program

v

And also, we had an outlined as a difference between, black box testing and white box testing

also.
(Refer Slide Time: 06:35)

Black Box and White Box Testing
contd.
. Black Box Testing Advantages:

The black box tester has no "connections” with the code,
and a tester's view is very simple: code must have bugs

+ Test cases are designed as soon as the specifications are
complete

= There is need of having detailed functional knowledge of
systemn to the tester and its behavior. Tests will be done
from a end user's point of view. Because end user should
accept the systam. (This is reason, sometimes this tasting
technigue is also called as Acceptance testing)

* Helps to identify the ambiguity and contradictions in
functional specifications.

+ Efficient especially on Larger and complex systems

-

-

Black box testing advantages
(Refer Slide Time: 06:40)
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Black Box and White Box Testing

contd.

» Black Box Testing Disadvantages:

Testing with every possible inputs is unrealistic because it would
take a inordinate amount of time and tedious.

Doesn't care about structural and decision coverage, i.e not
related to Code

Exact point in the code, where the software malfunctioning is
being done cannot be detected (Code inspection is required to
detect the faulty code segment).

Reasons for intermittent failures of the code cannct be
determined (Also called point-to-point Testing, since it just
verifies, whether user required functionality s implemented
exactly or not ).

Some of the errors may not be able to discover until white box
testing is done.

Heavy dependency on the test environment and stable system.

Black box testing disadvantages

(Refer Slide Time: 06:43)

Black Box and White Box Testing

contd.

+ White Box Testing Advantages:

"

bt

— As the knowledge of internal coding structure is prerequisite, it
becomes very easy o find out which type of inputidata can help
in testing the application effectively.

Helps in removing the unwanted lines of code, which can bring in
hidden defects.

Helps in determining the faulty code segments (Ex: use of '=*
instead of==", variable value roll-out problem).

Discrepancies between the code and the Requirements can be
identified, accurately.

Mo much System dependency unless there are signals that are
derved from the external systems.

White box testing advantages

(Refer Slide Time: 06:47)




Black Box and White Box Testing
contd.

* White Box Testing Disadvantages:

— As knowledge of code and internal structure is a prerequisite, a
skilled tester is needed to carry out this type of testing, which
increases the cost in general.

= Itis time consuming as to test all the aspects of the code,
covering structure of code and its implementation as per preset
standards.

— Atfime, there is a need of system knowledge for the internal
details of implementation esp. the tolerances, states etc.

So
(Refer Slide Time: 06:48)

Black Box Testing

= Test selection criteria

— Equivalence Partitioning
Mormal &

— Boundary value analysis Robustness conditions
— State or event transition

This are some of the testing aspect now, going to the today session , elaborating, different black
box testing methods, so we will detail on this selection the technique called equivalence
partitioning what it is called partitioning.

(Refer Slide Time: 07:16)



Black Box Testing

+ Test selection criteria(technique)

— Equivalence Partitioning

— You have to select a relatively small number of
test cases to actually run

Okay.
(Refer Slide Time: 07:17)

Equivalence Partitioning

+ Background:

- Typically the universe of all possible test cases is
so large that you cannot try them all

— You have to select a relatively small number of
test cases to actually run

— Which test cases should you choose?

— Equivalence partitioning helps answer this
question

Ral stidants cs by ada

&
To understand what is equivalence partitioning, we need to have some background we all know
that you do embed systems, certainly with the help of, we have started to study, test planning
defining the test cases in given a requirement, or the acceptations, typically the universe of all
possible test cases so larger the proposal, we had gone through, example, they want ten so, we
know that that system can take from one to ten we know that we can define the inputs, in terms
of 1 to 10, but in other systems may have 1 to 10,000 or may be 1000 or whatever so, it bound to

happen such that, it may become very larger,
(Refer Slide Time: 08:33)



Equivalence Partitioning

+ Background:

— Typically the universe of all possible test cases is
so large that you cannot try them all

+ 110 10.. 1 to 10000, ..

— You have to select a relatively small number of
test cases to actually run

— Which test cases should you choose?

— Equivalende partitioning helps answer this
question

Ral shidants.cs by edu

=N

s0, it is possible to test all the need so, need to select only relatively small number of test cases,
because, we know that it is going to work for one is one two one four one two three ten and have
some cases require, so we need to understand what our inputs that basically take, so we need to
get them in small number of test cases, in order to be required, so that is what the two-

partitioning a number of test cases.
Is whatever defines so it is called impacts, equivalence classes? So, the next comes a question

which test cases, we should choose on, which the test case select so for all copies we come
across a concept called equivalence partitioning, this will help beginning this test case selection
okay, some more details of two test cases are, considered to be equivalent expect the program to

process them that means, do you know for a system.
If you feed 1 or 2 or 3, whatever it is, and we get the same result and we do not need to repeat

them, we call that as equivalent, similarly we group different equivalence test cases, they all can

be grouped how they can be grouped, we will study in the next session.
(Refer Slide Time: 10:21)



Equivalence partitioning

Most fundamental test case technique

Identify sets of inputs under the assumption that all values in a set are
treated exactly the same by the system under test

Make one test case for each identified set {equivalence class)

The partition of the input domain of a program such that a test of a
representative value of the class is equivalent to a test of other values of the
class. This technigue involves designing of test cases for testing classes of
errors instead of individual errars.

# If one test case in an equivalence class detects an errar, all the
other test cases in the eguivalence class are expected to find the
Same error.

#» Conversely, if one test case did not detect an error, all the other
test cases are not expected to find any error.

» 'Eauivalence partitioning helps to reduce the number of test cases
and ensure that software performs the way it i1s supposed to do for
different kinds of input

We analyze the specification and try wentify all ikely equ. Classes
A b e

—

Identifying the sets of a inputs and under the assumption that, all when losing are treated exactly
the same by the system under test, when you set, feed all these values the behavior is same, the
output is same, we are the table test with these facts, so equivalence partitioning of, the most
fundamental respect of, whatever mandatory testing technique, they adapt okay, so we are hitting

the, terms of inputs and result that.
All values or related to the behavior is same, the next one is make 1 test case for each identifiers,

that means we are indentify sets of inputs, out of that, you identify one testing, partition of the
input domain of a program that, is the test of input, the value of the class equivalent test of other
values of the classes it is said in detail, saying that the testing of 1, then, the class equal to the

other 1. This technique involves design of test cases.
For the testing classes of errors, in to the levels that means, technique basically identify, the

design of most appropriate test case, for a test classes which will build in pages or errors, in a
group a bit, system under the test, then of in to the errors, that means, if I feed 1, system is
behaving faulty way and they putting 2, 3, 4 different way, we are identify a appropriate failures

or errors, between 1 to 10.
Suppose, I know that it is going to say, then the most appropriate 1, so we give detail for them, if

1 test case in equivalence class, all other test case in the equivalence class, with that type of error
that it finds. Conversely if one test case did not detect an error, all the other tests case are not
expected, that means that group will not finding, other test case also, are not find any other, so

other definition that, equivalence partitioning helps to reduce.
The number of test cases, and ensures that software performs the way it is supposed to do for

different numbers of input, we can have but it is not realistic to have all the inputs. Especially the
larger systems where we found number of inputs, in thousands of values so this equivalence
partitioning will help, it is easy so equivalence partitioning is one of the black box testing

technique, they identify the idea is the input domain.
Can be divided in two number of equivalence, the characteristics of an equivalence class, that all

value belonging to the class or directly same in a program, it assume to select only 1, for each
equivalence classes because multiple test cases, of the same equivalence class would repeat right,



so this is initially repeated as well the coverage, measured by dividing the number of inputs, we

know how much is left that impossible,
So this basically, to the equivalence classes, the workflow when using equivalence partitioning

and, try to identify all lately equivalence classes like we do is we analyze the specification and
try to identify all likely equivalent classes, so, when doing this it is important to remember that
there may be dependencies between different input value, we feed variables, a, b, ¢ that could be
dependencies between B and C, etc, so, very possible input values belongs to that variation is

there, t we can divide them in to different class.
So the final next step is to check to choose a good representative out of all these equivalence

classes to form this case for that equal so that, is a aim of the equivalence partitioning
identification okay, in elaboration of that we probably go through a different example, you may

understand better.
(Refer Slide Time: 16:34)

Equivalence partitioning from
different views

— Equivalence partition theory as proposed by Glenford
Myers attempts to reduce the total number of test
cases necessary by partitioning the input conditions
into a finite number of equivalence classes.

= Ability to guide the tester using a sampling strategy to
reduce the combinatorial explesion of potentially
necessary tests

Ref
= httg:iepl eclipas orpiwikis/splxpdguidances guidelines/equivalznce_class_analy
- si5_E 1789430 himl

Okay, so different views up there, based on the differences that we have and put it in the bottom
also to have a clear understanding equivalence partition theory and proposed by older is attached
to reduce the total number of this test cases density by partitioning being independent entity

finite number of equivalence class which we know to reduce the combination.
Or combinatorial explosion of potentially respirators, that means as part of the strategy the next

thing is we do a sampling that means, there are 100 possible way to point a book test case or
finite so, what we do is? We may sampling like 10 percent 20 percent of that, which is nothing
might be atoms or the fables of the particular system, so that we will be done with the help of

equivalence partitioning, that is what it means okay.
(Refer Slide Time: 18:02)




Equivalence partitioning contd.

* It's a principle of Deriving the test cases, the input domain (all
possible input values) is partitioned into “equivalence
classes."

= For all inﬂut values in a particular equivalence class, the
system shows the same kind of behavior (performs the same
processing).

* The idea behind this principle is that all inputs from the same
equivalence class have an equal chance of finding a defect,
and that testing with more inputs from the same class hardly
increases the chance of finding defects.

= Instead of testing every possible input value, it is sufficient to
choose one input from each equivalence class. This greatly
reduces the number of test cases, while still achieving a good
coverage.

« Contd..

Py Ref. Testing Emb. Sw by Bart Brokeman and Edwin Naotenboom

Continuation of the equivalence partitioning, it is a principle of deriving the test cases, the input
domain all possible input values is partially equivalence class, for all input values in a
particularly that, shows the process is the same, output that expected of that, or the functionality
that execute that most set of equivalence classic input, the idea behind this principle is that all
inputs from same equivalent classes, having an equal chance of finding a detector and that testing

with more inputs not the same classes increase the chance of finding defects.
It would not defect any more design, finding a different effect, instead of testing every possible

input value, it is sufficient to choose one input from each equivalence class, this greatly reduces
the number of test cases, while still achieving a good coverage , so, what we understand from the
equivalence partitioning we divide the entire bunch of all test cases, based on the behaviors, that
inputs could provide will result and output will failed in out passes so we divide all of them in

equivalent classes.
(Refer Slide Time: 19:39)



Equivalence Partitioning forms

« First-level partitioning: Valid vs. Invalid test
cases

| mvalid
Usual behavior ;
" other behavior than
What is expected . . . . What is normally do

A

So, the equivalence partitioning feels basically on, it is called a two-level of, two partitioning one
is called valid other is invalid that means the one that are going to be tested with the help of the
team you can say normally or respectively, you will behavioral that is called valid test cases, or
very different class usually behavior or what is expected from the customer under the test, all this

comes under valid class.
The one that is not so usual or what is not expected, when the system is running normally it

should have each will be very ready other behavior, landmark what is normally done. So, it can
be classified as, so two groups of relevant , these are all coming under an equivalence
partitioning and the equivalence partitioning, we are going to have two types of partitioning valid

and invalid probably okay.
so let us see the equivalence partitioning or, what are the types of that we have equivalence

partitioning, so there are two basic methods top two basic curve partitioning that we have for
equal partitioning, that is why is called as partitioning one is valid partitioning and another is

multi-partitioning, so, what is valid partitioning when we have all the system learning normally.
That means executing normally here occurred in the field working as expected the test. That will

resulting normal behavior or usual those are all coming under the test cases, the inputs that with
the help of test cases will result as usual behavior, or the normal, suppose 1 to 10 is what is
system accepted in the, or 1 to 10, is what type? the system is expected to taking both and give us
a no concern will come at all valid term equivalence, so the other way of testing with the help of

negative values or outside the boundary.
We choose result in some sort of an, what is called? other behavior of the normal system, so

those all coming under invalid test case, so basically what we have trying to say, we may have,
see left side you can keep number of test cases, dots land dots are all in this test cases we can
group them something like one group is parties, other group could be for this, and one more

group can comprising, more 3, I will repeat.
So we have this rectangle box identified, the entire group that is what we do? In that we are

going to have a two-partition valid, valid, what we do all the valid inputs which you behaving the
same output, we are going to define 1 equivalence class, this lequivalence class, the first one this



could be, this one the next could be this one, 3 test case so we have four equivalent valid

equivalent class, similarly for invalid also.
We are going to have something similar this, something to this, we are having 4 invalid test

cases, we are having more actually, but what we do? It would be the behavior is that is why? The
equivalent comes under the picture. Equivalent have two things one is valid another one is

invalid so, these are the primary first level of partitioning.
(Refer Slide Time: 25:03)

Equivalence Partitioning forms
contd.

* Partition valid and invalid test cases into equivalence classes

/ Eq \
“Eavi]

B2 ]

» Create atest case for at least one value from each equivalence
~class
-

The same diagram, that we have seen in the previous slide here, what we have is we define or we
name each of them with a number equivalent 1, equivalent 2, equivalent 3, etc. so further maybe
you can change it as something like, equivalence valid 1, equivalence valid 2, equivalent valid 3,
similarly equivalent invalid 5, equivalent invalid 6, so we have three valid classes and three

invalid classes and we saw in the previous slide
we again we get the group, each of this we do not have it, which are resulting in same behavior,

so we have, we are to cover this, the program could be so we have valid 3 test cases, similarly we
have invalid test cases, all this test case can be valid or primary valid so, identify all the test
cases, and divide the test case in to two, lower level partitioning, what is valid and invalid? So,

then we group valid such way that.
The behavior is usual and similar bas going to come all, of these are grouped so there are four

here, the test case is 3, so we made it as equivalence valid to work, equivalent 2, equivalent 3,
similarly we can name it invalid it also with any kind to different so that is what high light here,
partitioning valid people created a test case, for at least 1 valid for each equivalence class, we

have to be 3, probably select an appropriate one.
Which is good enough to have the absolutely form, that particulars valid or in valid class. So,

valid and in valid test cases, equivalence class first and then create the test case but at least one

value of each equivalence class, check what is it?
(Refer Slide Time: 28:15)



Equivalence Partitioning -

examples
Input Valid Equivalence Classes Inevalid Equivalence Classes
A mileger N such that: [-99, -10] <99
99 =W ==99 [-9.-1] =00
0 Malformed numbsers
(.9 [12-, 1-2-3, ...}
[10, 949] Non-numeric strings
L {unk, 1E2, 513}
Empity value
Phone Number 333-5353 Invalid format 55553535,
Area code: [200, %49 (45518555554 (S55K33I)TI55, etc
Prefix: (200, 999] £58.885.5455 Area code < 200 or = 999
Suffix: Any 4 digits 200 == Area code <= 999 Area code with non-numeric
200 = Prefix <= 999 characters
Similar for Prefic and Sufic

5
- Ael_ siafents s byu edu

Let us take an example with the help of or the help of that, probably we are here okay, this is a

rectangular box identifies three columns.
(Refer Slide Time: 28:37)

Equivalence Partitioning -

Lt walid Equivalence Classes Invalid Equavalence Classes
A mieger M such that
50 =N ==59 ‘) ?
L .
Phone MNumber
Area code: [200, 594) ‘) ‘?
Prefix: (200, 995] L} o
Suffi: Any 4 digis

- Mal. shsfanis cs by s’

The first one is being a input, suppose you take this an input that means, this an requirement 2 or
there, EP here N, that N takes from - 99, so that is what the input it goes for a requirement , so
what are the valid equivalence classes, that we can arrive it, like what are the invalid equivalence
classes that.

We can arrive it for this particular input sector typically one more, will defer a phone number,
phone number will have area code 200 and the prefix is 200, 999, 1846 2014 can be there, test
case for the input and what are the valid equivalence classes, and what are the in valid
implements classes for this okay, first one we will take, we know that the N is not —the system
that respected to take the input — of 99 to +99).



So we can have number of test cases, -99, -98, -97 etc., -99,-98,-97, but all are within the range ,
then we can have 0, 1,2, 3 10 20 30 50 60 90,99, right so these are all it can take this, what we
have but do we need to have all this we know that this are all valid because the first thing is,
these are all valid, valid equivalence class, still is not equivalence class, it just a valid, that they

can take, -99 take -98 can take etc., up to 99.
So these are all test cases but we do not get to have, probably he can group, this again based on

the system what is going to be tested, it could be a unlock or system having a sensor or input,
taking different values, we need to understand the system and probably system perspective
probably to use that, in general we can choose a group of test cases whether it makes emphasis,

here we have 1,2,3,4,5, so all that need to have to be tested.
So this will comes under the equivalence class, this will also became a valid equivalence class,

so here about 5 are there -99 -10, so two negative set we want to have with the two digit number,
at some more we want to be feed because, the implementation could have the issues that difficult
to feed it, so that way we can divide it, second equivalent class -9,-1, where two digit negative
number, then that is a value is 0 so here also we should accept. Then similarly we have 1 to 9, 1
and 9 on the single digit set, and have to be 10 and 99, so this is the good example of equivalent

class.
Okay, the next one in valid equivalent class, so what could be the in valid equivalent class, we

know that valid equivalence class, we have define from test case 99, it is invalid for N, but
invalid test cases, but invalid test case could be anything, it can be -99, -98, it could be -100-
101,102 etc..It can grow, but better to identify few of them. Similarly, that side we have 99, it can

take 100, 101,200, 210, randomly we have to wait.
Those are all will be coming principle equivalence class test cases, but under the category of

invalid, why? Because as a normal case, this is not expect to take that, so this is will be coming
under invalid test cases, means, it falls on that side, not in usual manner that is why is called as
invalid test case, so what are the few example in invalid equivalence classes, -99, > 99, we can

test the values -100, < 99, then numbers are all equivalent.
Let us the system will accept the negative, at the usual value, instead of -12, similarly we are

giving the input as 12-2, so this required as a value, instead of numbers, so the system which
accepts the input, that we should provide this, 12-, similarly 1-2-3, likewise we can add, in terms
of numbers are normally but, similarly numeric sign that means instead of number, we are trying

to give a characters.
Like, which it should not except, alpha numeric is here, many characters so, maybe you would

have see in this, software all need a password right, so password it suppose to expect define input
on the, cannot change, so that is the few example of providing input, the input act as same
manner, what is specified requirement? It is the lengthy value it is a blank, so the blank has a

specific problem, so these are the two valid and invalid equivalent classes.
Similarly a phone number valid equivalent class, we know that area code 200,299, so we can

have (555), (555), then 55, 5555, with 5555, we have 55555, 55555, this is a another value phone
number, then we have 200, = area code, these are =96, between the value and identify 200 to 99



this is the last one suffixes, identify as 200 to 99, so this is similar to days for the end. Here we

have the phone number, which is specified?
So what are the invalid equivalent classes, invalid format is 555, 5555, together, so similarly the

next one two prefix all there, suppose if we want one prefix, area code >200, so the 100- value,
similarly it could be 999, then other invalid classes is, one itself invalid classes, so the entire
group has one invalid class, so we have four invalid classes. So area code with normal
characters, such as landline, all this can be invalid equivalent classes, so this is the example of

equivalent classes, so we will study more examples in a next class okay.
Now, having this is an example definitions we will again study the equivalence classes, two

types of equivalent classes, valid equivalent classes, such as valid inputs with the program, all
other inputs, which are not include that, valid class are called invalid equivalent class okay, a few
guide lines for identifying the equivalent classes, first if where input condition specifies the

values, 1 to 100.
The equivalent classes are, one valid equivalence class is count from 1 to 100, two invalid

equivalent class count<l and count> 100, okay, so the next guide lines, it explains the different
sort of techniques that is what is guidelines talks about if an inputs specifics set of values which
are handled differently like type of color like red, blue, green it is an input a set of input then the
equivalence class what are they valid equality class for each values. That means red and then we

have blue then we have green this is on valid equivalence.
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Equivalence Partitioning contd.

- Twotypes of equivalence classes are classified:
#  Walid equivalence class - the set of valid inputs to the program
#  Allotharinputs are includad inthe invalid equivalence class

-  Guidelines for identifying the equivalence classes:
1. i an input condition specifies a range of values (e.g., Count 1 to 100},
the equivalence classes are:
1. Onevalid equivalence class is count frem 1 to 100,
2. Twainvalid equivalence classes, count <1 and count > 100,
2. If an input specifies a set of values which are handled differently, lloe

type of color should be (RED BLUE, GREEMN], then the equivalence
classes ang:

1. Onevalid equivalence class for each value{Le., RED, BLUE and
GREEM).

2. Oneinvalid equivalence classes for any other value (e,
YELLOW).

3. i an input condition :E-Fm:”in:sﬂmuﬂ be value (eg., Thr character
must be a letter), the equivalence classes ane:
1. Onawvalid uquiwﬂnm;n class cunsi:linﬂ any lattar,
2. Omnainvalid equivalence class consisting a non-letter,
v Contd..

This is one valid equivalence class one more valid equivalence of this aspects may be it could be
white, or yellow it could be, if an input conditions specifies a must be value the character must
be a letter suppose the equivalence class are here basically depends on the type of implanting

requirements, the requirements talks about the count.
The count well have terms of number here is a character so we need to add with that invalid

character, invalid group of characters so that blue, green is a valid group other one is a invalid
equivalence class similarly we have must be a value in short of that in conduction in available
then what are the invalid equivalence classes talks about is any letter should conceder the ere



letter it has is nothing but a valid equivalence class other then ere litters or it is called a non-litter
it could be number that is nothing but invalid equivalence class.

So all this are charted here it very simple you can see where we have taken only the numbers as
an input and what are the non-numbers all this are part of the non-valid equivalence class and

valid numbers all is in the range are called valid equivalence class the fourth guideline.
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Equivalence Partitioning contd.

4. Everything finished 'Iong' before the task s done Is an
equivalence class, Everything done within some short time interval
before the program is finished is another class. Everything done just
before program starts another operation is another class.

§, Ifa program is specified to work with memory size from B4M to
26EM. Then this size range is an equivalence class. Any other
memory size, which is greater than 256M or less than 64M, can be
accepted.

&, The partition of output event lies In the inputs of the Emgram.
Even though different input equivalence classes could have same
type of cutput event, you should still treat the input equivalence
classes distinctly

Example:
If an analog variablefVar) need to operate within the range 1.0
to 6.0, Hhen eguivalence partition lesting can be performed
s
i= Input vafue for Var equal to 0.9 (< L.0Y
fi= Input valwe for Var equal to 4.0 (L0 < 40 > 8.0)
iii= Input value for Var equal to 6.1 > 6.0)
Everything finished the long before the task is done an equivalence class. Everything done
within a short time interval before the program is finished is another class everything done just
before the program starts another operation is another class that means we have a time based
requirements suppose in those cases how can define the equivalence class what is talks about so

everything finished long before task is done is a valid equivalence class.
Everything is done in some short time interval before the program is finished is anther valid class

we can say everything is done just before the program starts another way operation is another
class this three equivalence class has ante defined for the time that is one guideline that is the
first guideline fifth one it talks about the memory if a program is specified to work with memory

size suppose.
The memory can take from 64mp to 265mp so what is going take for equivalence then the size

range is an equivalence class because we know the size what is low size and what is the higher
size any other memory size is greater than or any other size is greater than 64m it can be
accepted those are called invalid equivalence class like ways we can define the equivalence

partitioning for this short of a requirements.
The last short of a guideline is the partition of output event lies in the inputs of the program. This

1s very important so it is not just the input based equivalence partitioning there are output based
partitioning also that is possible due the sudden state of inputs the outputs can be derived so
based on the outputs also we need to defined that is what it is means even though different

equivalence input class could be could have same type of output event,
We should still treat the input equivalence class distinctly what it means is we have two

equivalence class but it still it is result in the same output but it is based on the type of



equivalences class we need to categorized that. For example it may show an error for all this as a
one error so that means we have one output but still we want to test it because we know what

input it can take so that what it means?
So output event is based on that so one example we will take here if an un-log variable were we

to operate between the range 1.02 or 6.0 so is an un-log input which can take or it will operate in
the range of 1.02,6.0 so what are the equivalence class that can be performed first type of
equivalence class input value was variable =.9 that is 1.0 has an input value as a variable = 4.0

this 1s normal range this 4.0 is greater than 1 and less than 6.
Wrongly put here it is this way so 4.0 is grater then 1.0 and less than 6.0. So that way we can

have the second set of equivalence the third one will be input value for the variable = 6.1 which
is just outside the range this is also an invalid class so in the help of this guidelines we are

defining the invalid and valid class partitioning class okay one more example.
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Equivalence Partitioning contd.

*« Another example:
+ gystem behavior is subjected to the following condition
regarding the input temperature;
15 == femperature =< 40
- Thé number of possible values for the temperature is huge (in
fact it is infinite).
* However, this input domain can be partitioned into three
equivalence classes:
— temperature is lower than 15;
- temperature has a value in the range 15 through 40;
— termperature is higher than 40,
Three test cases are suficient to cover the equivalence classes.
Invalid - 10, 50
Valid : 35

=

System behavior is subjected to the following condition regarding the input temperature close

temperate lays within 15 to 40 here is very important is = in here it is including 15 and including
the 40 out of mothering so sometimes we have to be careful in doing it for test case selection
because the phase less than those are all prevail that it is not a good practice to have a

recruitment then it is less than so what will happen with equal.
So we just do not get confused so it is better to emanation is less or = similarly as a outer

boundary as greater then = or lesser then = whatever the way the = do have the greater then less
than operates are used the number of possible values for the temperature is huge this we can have
15.01.16.02, 15.1, 15.215.3 like this tell 39.999subject to the expect blitz of the embedded

system so it is in fainéant the value could be different.
We know that we are going to have equivalence protestation shake of producing all this so that is

what is that it means here three equivalence class can be defined for this tempOructure is lower
the 15 lower then or =40 temperature has a value sorry temperature is lower than 15 because = it
is also valid class temperature is only the range of 15 to 40 temperature is higher than 40 so three
equivalence class can be defined.



So three test cases can be sufficient to cover the equivalence classes we do not have divisions
because it is enough to test it is conduction so invalid two are there 10 and 50 valid we have one
it could be anything it could 15 to 40 that is 35 the processor of the particular value depending on
the volt exactly we are trying to testing if it temperature of the requirement it is 35 if you think

that the system could fail 35 point of a 39.5.
You can have study it. We will study about that go through value and other value in next slide

because that will come. Compliment further equal portioning that is also the important technique.
We will study about what value on this will be okay, equivalence partitioning continued one
more good example I will take it here let us considered the level for which I set an indicator as

per the below conditions.
So fuel level definition is the level of the fuel, fuel of the level it will indicate that is the

requirements the three requirements it the level goes below 10liters it will set the indicator to
yellow. If the level goes above 100 liters or below 1 liters it shall set indicator to red otherwise it
shall set the indicator to green so what it means from 10 to 100 liters we have the indicator set S

and the above the 100 or below 1 liters it shall set as 1 below 10.
And above red it will set as yellow so it is have the understanding of different values and this

should be see the requirement of the as follow itself. The one requirement for the which talks
about 10 to 100 liters the 1 talks about that which is less than 1 liters or above 100 liters the
indicator will ensure it the 1 that is showing will indicate an yellow so what are valued and what

are divided with the help of this below one.
We can identify invalid 0 and 1 the value which is in between or invalid who is indicate the value

between 9 and 10 are valid yellow indicator because that requirement talks about yellow. So it is
valid the next one the value between 100 or less than that is green because requirement tells that
between 10 and 100 should be green and 1 and 10 should be yellow and before 1 it is invalid
similarly the last one is select the indicator as the red defining the invalid input is there invalid
input could be greater than 100 it is 101 to 10 etc., so that is what it interrupt with the help of this

examples.
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Equivalence Partitioning example
contd.

W) <1h




So this is a table his is a good sort of input table which we called the truth table why because it in
defines all the combinations of input and which is good enough to identify and differentiate
between invalid and valid class so what we have see here truth table identifying on the left hand
side you see as I said yellow, green and indicator and it dependences is the different sort of class

so what are those class we have, we have class A, class B, class C class D.
Identifying for different indicators less than we have the indicator which is said to be truth table

as ticked similarly we have yellow indicated less than 10 may be we can add 1 also it is up to
you how you want to design the truth table similarly w have the end indicator coming in green
similarly we have greater 100 coming under red we can also add less than 100 greater than 10

some more we can take it as a 10.
So out of all this what are the valid equivalence what are the invalid differences so we have four

about groups here invalid 0 and -1 because the requirement dos not often 0 and 1-1 embedded
design it is a invalid. Similarly other extreme of the requirement is 101 to that terms are invalid
equivalence partition, so we have to write one volume 2 equivalence partitioning 1234 up to 9 10
11 12 13 up to 100. So in this valid equivalence we can choose something like158 and 9 or it
could be 1 is not similarly for the valid group of equivalence class you can have a 20, 100

likewise.
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Equivalence Partitioning contd.

» Output equivalence:

» Equivalence partitioning can also be
applied to the output domain of the
system. (output based testing)

» Test cases are then derived that cover all
equivalent output classes.

Vg

So in this output equivalence also can be done this equivalence partition with done with the help
of that means out of this is at partitioning where outputs can be ready for different inputs and
signal inputs also then group testing which will come for equivalence partitioning test cases are
then derived that cover all equivalent output classes that means it derives all which will take care

of all the output classes also.
Similarly we will define like the two tables we have for input for the output also, so with that we

come to that the equivalence partitioning so we have gone through some of the type of examples
the defined valid and invalid process. And guidelines so that count can us thus could be value
and the size time because majority of all the requirements that are come in to this guide lines.
Also we went through the input examples.



Then we had defined two partitions valid and invalid they are going to identify and in this state
call this as test case transition partitioning and we identified couple of inputs for equivalence

partitioning we also know that output into partitioning.
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In the end of the class we have added more words deriving as the embedded software testing
warrants, I think we have everything so in that step what we had added is IV/V, robustness,
equivalence classes, we have today valid and invalid classes of course boundary analysis we do

in the next class.
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ES/T words

« What are the main test selection criteria
for black box testing?

» Write equivalence class for the below:

* When the sensor temperature reaches <10°C or
=100°C, it sets the value ALERT else it sets the value
MORMAL.

» Write boundary class values for the above
with tolerance of +/- 1°C applied. (i.e.
10+4/-1t0 100+/-1)

-

And we have couple of exercise questions what are the main test selection criteria for black box
testing? So we have this, write equivalence class for this requirement? When the sensor
temperature reaches <10°C or > 100° C, it sets the value alert else it sets the value normal, so we
have a temperature sensor and alert which goes below 10° or goes above 100° or else it sets the

value which says the indicator is normal. Write boundary class values for the above with




tolerance of + or — 1° C applied that is about the class in next session. So that is for end of the
session.



