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So, welcome back to the third part of this module. So, in the previous 2 parts we saw

how to write a Fortran program and what are the basic attributes of Fortran program. For

example, we saw declaration of how variables are declared, how one does mathematical

operations,  some  intrinsic  functions  in  the  Fortran   which  is  inbuilt  in  the  Fortran

program itself, we also saw the use of do loops and if loops. So, in this part we will talk

about 3 more things. So, these are primarily called procedures in Fortran.
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So, we will talk about subroutines functions and then modules.
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So, what are procedures? So, the aim of the procedure is to subdivide a given problem.

Now the question is why you need to subdivide a problem. So, typically when you write

software  or  something  using  a  Fortran  code,  so,  you have  the  programs consists  of

several thousands of lines and often it happens that there are certain functions which the

programs need to do repeatedly. So, instead of writing a few hundreds of lines for of

code for those functions the idea here is that you write those lines of code once and you

keep them in a separate place and then you call them as and when necessary in your

program.

So, this  helps us in the following ways.  So, you can use the similar  code in several

places, you often want to test parts of the code, it will help you in that and the designs

often break up naturally into steps.
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So, let us look at this following this code which I left with you in the last lecture. So, it is

the same sorting program to sort numbers in either in ascending or in descending order.

So, we will what we will do now is we will see how we can convert this code into 2

parts; a main code and then what we called a subroutine which is a  type of procedure in

Fortran.

So, the important job which this code does is this part of the program where basically it

is sorting the numbers into ascending orders of magnitude as per the example. So, what

we will do is we will remove this part of the code from the main program because that is

something which we want say for example, we want to do it repeatedly and put it in a

subroutine. Now the way how to do that is the following.
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So, this is where I have the program written again, the sorting program. So, as you can

see that  the first  part,  the array declarations  they are almost similar compared to the

previous program which we had here. Then we like the previous program here we are

asking the user to provide the number of numbers which we want to give in the input,

then we allocate that number  to set the dimension of the array where we stored the input

and then we read the numbers from the user, the user needs to type one number at a time.

So, up till this point it is exactly same as what we had in the previous code that we this

part.

So, now the change in this new code is that instead of having this part of the code this

part. So, in the new code what we have done is we have removed that part of the code

and we have introduced this new line. So, what it says is call space sort within bracket

numbers comma n. So, what this line is doing is. So, what we have done is this part of

the code we have put it in a separate sub code sort of thing which we are calling as a

subroutine and the name of that subroutine is sort.

So, what we are doing here in this line  the moment the controller reaches this particular

line  the  program  what  the  program  does  is  it  calls  this  subroutine  using  the  call

statement. So, once the program the subroutine is called the controller goes through this

particular section of my program which  contains the subroutine.
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So, the subroutine and the content of the subroutine this is exactly same as what we have

been doing in the previous lecture in the same code.

And at the end of the day what the subroutine will do is it will return as me an array of

numbers which has been arranged according to the ascending order. So, and then the rest

again rest of this code is again same as the older version of the code which we saw in this

previous slide here.

So, now what one should note here is that. So, these 2 variables here the numbers array

and the  n  which  tells  us  the  size  of  the  dimension of  this  array  these  variables  are

declared in the same as integers in the main program one is an array integer and the other

is just a scalar number. So, when we go to the subroutine. So, in subroutine also has 2

variables here in the argument of the subroutine. 

So, the point which I am trying to make here is that the argument  in the subroutine

statement in your subroutine should be same as the arguments in the main code. Not only

that the type of the arguments, so that is their number the data type that is whether it is an

integer or it is a real whether it is an array or it is a scalar quantity all those should match.

So, once the controller  of the program reads reaches  this  part  of the program and it

executes this set of statements what it will do is it will in the same array variable it will

return the control to the main program and the set of numbers which are now arranged



according to the ascending order will be stored in this numbers array and then we will

print it out. So, this is an example of how the we can split a program into a main program

and a procedure called subroutine.
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So, whenever we use a subroutine. So, what we need to use is the call statement. With

the call statement evaluates the arguments of the subroutine. So, as I mentioned before

that the variables and the array sections. So, if you look at it the subroutine is also like a

program in itself it has an implicit none, it has a declaration part, it has a part which

contains the job, it needs to do. 

The only difference between a program main program on the subroutine is as you have

notice the main program starts with the Fortran keyword program and it ends with the

Fortran  keyword  end  Fortran  program.  Instead  a  subroutine  starts  with  the  Fortran

keyword subroutine and ends with the Fortran keyword end subroutine. The rest of it is

exactly same as you have in the main program. So, this is what…. I mean these are the

points  which  I  have  just  discussed  and I  have  just  written  listed  down here  in  this

particular slide.
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So, apart from the call statement as I mentioned before also there is something called a

subroutine statement and the subroutine statements is used to decide the procedure and it

is argument. So, remember that these arguments are called dummy arguments in  Fortran

and then the subroutines interface is the main program it is defined by the subroutine

statement itself and then the declaration of the arguments.

For example I have here, say a subroutine as we saw in the previous example which has

2 variables in array variable which is a dummy variable which is which we are declaring

here as a array type and then a length variable which is a again a dummy variable which

inside the subroutine we are declaring as an integer type.
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So, something to remember is that a subroutine statement starts a subroutine and often

there is another keyword in Fortran which we will see slightly later this use statement.

So, this use statement should come after the subroutine statement, after this subroutine

statement  and  once  you  have  use  statement  if  necessary  then  you  start  writing  the

subroutine as a as you do your program.

So, basically you start with implicit none, then the rest of the declarations and the job

you want to do that is the executable statements and then you finally, end with a end

subroutine. So, this is how typical structure of a subroutine looks like.
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So, some more things to remember and it is very crucial is that the dummy arguments

which we are using in the subroutine and may arguments which we are  using to call the

subroutine those 2 should match.

So, the dummy arguments I mean their names exist only in the procedure and they are

declared as a local variable inside the subroutine. Any actual names are irrelevant and

what the code does is this the code associates this dummy arguments with the actual

arguments  and  as  I  mentioned  before  I  am  reiterating  here  again  that  the  dummy

arguments and the actual arguments must match. What I mean by that is that when you

are calling the subroutine and when you are writing the subroutine. 

So, in both the places the number of arguments which you have should be same and not

only that the type of each argument must also match. The size of a dummy array must

not exceed the size of the actual argument. This is a very important thing to remember

because if this matching does not occur then your compiler will complain and the code

will not compile.
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So, let us take some examples here. So, suppose I have this particular subroutine. So,

where subroutine called normal, then I have 2 arguments for this subroutine array and

size where inside the subroutine I have declared size as a scalar integer quantity and an

array as a real array whose dimension is determined by the value of the size. So, note

here this array and sizes are these 2 are dummy arguments. Now let us see which of these

how these are called in the main program.

So, let us take this example. So, for example, in the main program I declare variable one

array variable which I am calling as data and I declare it as a real type and it  has a

dimension whose range varies from 1 to 10. So, if I call this subroutine normal in my

main program and then I put the first argument as data and then the second argument as

10, so, this is a correct call, the reason this is correct call is because here if you look at

the first argument and compare that with the dummy argument in the subroutine. 

So, both are real type both are arrays and one dimensional, the size of the array as I

determined in the main program. So, it has 10 elements in it and the in the subroutine this

dummy argument size is what determines the size of this array. So, that I have associated

as  10.  So,  very  everything  is  matching  it  in  the  way  I  am  calling  this  particular

subroutine inside my main program.
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Similarly, similar is the case also for the second case. Now let us took into some more

examples and try to see whether these following calls to the subroutine are correct or not.

So, basically I have the same subroutine as in the previous slide and now I have 3 types

of variables here in my main program. One is the indices which I am declaring as an

integer type of variable which has a dimension using these as range from 1 to 10 then I

have 2 real variables one is a scalar quantity and another is a array whose dimension is

given by 10.

Now, let  us  look into the first  column.  So, the question is.  So,  if  I  call  this  normal

subroutine named normal in this way this particular call statement I am referring to now.

So, is this a correct call or not. So, let us check the arguments first. So, here in the main

program I have the first argument as indices which I have declared as a real as an integer

in the main program; however, if we look at my subroutine the first argument array is

declared as an integer as a real type. So, hence this there is a mismatch between this the

first the data type of the first argument.
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And the data type of the first argument in the subroutine and hence this is a wrong call.

Similarly, if we go to the second example here that is if I call it in this fashion. So, then

this is also a wrong call because I have now the variable the first argument in the main

program of when I am calling this subroutine var this I have declared as a scalar quantity

while in the main subroutine I have it as a array type. 

So, this is also a wrong call. Now if I look at the third example here. So, in this case in

the first argument I have a there is a match of the data type that is here also I have real

variable and an array and in the subroutine also I have a real variable in the array, but let

us look what happens to the second argument.

The second argument I am writing when I am in the main program when I am calling the

subroutine as 10.0 which is a real number while in the subroutine I have declared the

second argument as an integer. So, hence this there is a mismatch again of the data type

here and this is also wrong. 

In the similar  way the first the final example this  last  one here that is  also a wrong

because here the size of this data array which I have declared to be 10 here in the main

program does not match with the second argument which in the subroutine controls the

size of this particular array. So, this is too big. So, hence this is also wrong.
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So, this is what basically the idea of subroutines. In subroutines what you can do is you

can send a single data, an array of data and you can get a single number or an array of

numbers or several arrays of numbers, but sometimes what you might be interested in

just getting a single value. So, and under that circumstances it is often easier to write a

function sub program. So, function is another procedure for which are is available in

Fortran the function name the name you give to the function it defines a local variable

and when you call  it  in the main program the value on return is  the result  which is

returned.

Suppose for example, if we write want to write a function which needs to find repeatedly

the largest of 3 given numbers. So, what I mean by that is suppose the user gives me 3

numbers and I want to find write a code which will help me to find the largest of them

amongst those 3 numbers and I want to use that repeatedly in several programs. So,

basically what my code will return at the end of the day is just one single number. So,

instead of using a subroutine what I can do is I can use something called the function.
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So, this is how typical program look like.  So, basically,  so, I have I start with say a

program name then I give the implicit none then I declare my variables that these are, so,

I am assuming that I get all less integer numbers and then I have some dummy variables

which I am going to use in the program and then this is the part where I am executing the

job of finding out the largest number and then at the end of the day I print out that how

many times I need to try and then the largest of the 3 that is the total. So, this is the I

mean this is how the program would have looked like when I would have used it as a

simple program.

So, now what I will do is I will replace this program in and I will try to find write replace

it with a function. So, what I have here in this program is basically I have this variable

total  and then this  is my function which I  am using to compute the largest of the 3

numbers try1 try2 try3. So, what I have here is in this program. So, the first step the

controller enters this do loop it asks the reader the user to print 3 trial values. These are

read in here then I am checking that whether these are negative numbers. 

The reason I am checking whether these are negative numbers is because the way I have

written the program is such that it can only work for positive values. If it is a negative

number it will come out of this do loop using this exit statement and then I increase the

counter. So, this gives me how many times I need to do this operation and then I here I

print out the total and then I call this function here.



So, this largest here although I have declared it as a type of a variable integer type of

variable.
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Actually it contains a set of instructions which is given by the function. So, this is how

one writes function in a Fortran module. So, for example so a function procedure starts

with the name function and then similar to the subroutine it also ends with the name end

function. So, here I have named the function as largest and then there are 3 arguments.

So, these again note that the number of arguments when you are calling the function in

your main program and the number of arguments in the procedure function they should

match and their data type should also match as similar to that in the subroutine.

So, here I have 3 arguments here first second and third. So, all of them I have declared as

a integer and then after finding out the largest value of these 3 numbers integer numbers

which is given by the user I stored them in this variable called largest. So, this is the

same name as the function. So, when I call this function here. So, it is basically used as a

simple variable type and it will return me just a single number.
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So, here I have another example. So, for example, this is a example to write a function

which I am using to calculate the norm of a number sorry or a norm of a vector. Say

suppose I the user gives me 3 components of a vector here x y z I want to compute it and

want to know what it is norm is I use this function called mynorm here. 

So, another thing. So, the way this function is written is slightly different from the way

this one is written. So, here if you look at, so, I am not declaring in the first line what

type of function is it that is what type of number it will return whether it will be return

me a real number or it will return me a imaginary number or it will return me an integer.

So, that is done in the declaration part of this procedure.

In contrast here I can what I can also do is that I can declare the function as a data type.

So, for example, here I have declared that this function which is my norm which will

give  me  a  number.  So,  that  function  is  a  real  type  of  function  and  then  I  have  3

arguments for the functions and these match with the 3 arguments where the function is

called  in  the  data  type  in  the  main  program here  and  I  have  declared  the  these  3

arguments as integer type in my function procedure here sorry not integer it is real type

in my function procedure here and there is another new statement here which I have

which is called intent in bracket in.

So, what this does is this tells the function what is the nature of these arguments that is

are these inputs or are these outputs. So, the moment you set  these 3 arguments as intent



in type what this part of the code will understand is that  the inputs which are supplied to

this particular function they are coming from these through these 3 variables which we

have here in the argument and inside the program when you try to reassign some other

values in these variables you will not be able to do that.

So, you can supply input to your function through this ‘intent in’ type of variables, but

you cannot reassign them anywhere and then what it is doing is it is evaluating it and

storing this in the result in this variable. So, when I am calling this function here in the

main program it will return me the number.
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So, now the question is sometimes you have these functions or the subroutines in the

same file as your main program, but often you have them in different files. So, in that

case how do you compile them.

So, for example, suppose if you if you if you have the function or the subroutine written

in the main in the same file as that in the main program then you compile it in the same

way  as  we  will  compile  a  normal  code  and  note  one  thing  that  in  that  case  your

subroutine or the function can either be a written before or after the main program the

order does not matter; however, typically one writes it after the main at the end of the

main program.



The second question is if these are in different files then how does one compile it. So, the

way to compile it is that you give the name of the compiler space minus o space the

name of the file where the executable will be stored, here in this case it is prog dot x then

the name of the main program the file containing the main program then the name of the

file containing the function or if you do not want to if you just want to use the default a

dot out as your executable then you can just write it in this way, but this order whether

this program name, main program name should come first or the function name should

come first this does not match matter.

So, for example, here in this second option here. So, I have swapped the name of the

function and the program. So, this was earlier here and this was here, but now I have

brought the function the name of the file containing the function in the beginning that is

before  the  name  of  the  file  containing  the  program.  So,  come  for  compilation  of

subroutines and functions which are written in different files the order is not important.
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So,  as  I  was  telling  you  that  this  ‘intent  in’  statements.  So,  typically  what  these

statements do is that it makes the arguments either read only or it makes the arguments

write only. So, as we have said say for example, here this second argument here the size

if I declare it as an intent in. So, the code can only read the value inside that is stored in

this size it cannot reassign the value. In the same way if I have a intent out statement or if

I declare a datatype and a variable as intent out so, as for example, this array argument



here. So, what it means is that the if I want to pass some value or pass some information

to the subroutine through this argument I would not be able to do. So, this argument this

variable will be used only to assign new value inside the subroutine.
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And apart from this intent in and intent out statement there is also another statement

which is called the ‘intent in out’. So, from the name it is already quite clear that what is

the purpose of this. The purpose of this is that you can use the same variable for both

read and write purpose. So, basically you send your input to the subroutine through that

variable and then the output also goes out through that variable .
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Apart from these 2 procedures that is the subroutines and my functions there is another

procedure which is called modules. So, what information does the module contain? So,

module typically contains these following 2 types of information. So, one is it contains a

list of variable declarations now why do you need to have that. So, often it happens that

you might …...you need to use the same variable in thousands of different places. 

So, what it means is that if you write a program from scratch say you write thousands of

programs where you need to use the same variable you need to declare it at each and

every one of the of your programs. Rather than doing that what you can do is you can put

this information into a file called the module file.

So, basically in this file you declare that my variable x belongs to this data type and then

you call this module file in the other programs and then you can use the same  variables

which are listed here without further declaring them in the program which where you are

using. The same thing also applies for functions and subroutines. 

So, instead of having separate files for functions and subroutines you can also list them

in this module file and another thing to note that the module file need not be the same

file as the main program and the most importantly if you have or if you want to have the

module file in the same program then it should be at the beginning of the before your

main program starts and a module file module is typically used by this Fortran keyword



called  use at  the beginning of  the main program or  you can have also for  example,

modules in between modules.
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So, for example, here is example of a module. So, what I have done is. So, it is basically

the same program which is used to calculate the norm of a vector using the function

mynorm. Now in the previous case what we did is we had the main program and a

function. Instead of that what I have done here is that I put the function inside a module.

So, like functions and subroutines. So, a module starts with the Fortran keyword module

then the name of the module and also it  ends with the Fortran keyword end module

followed by the name of the module.

So, and then the module part as I mentioned has 2 parts; the first part is it contains it

might contain lists of different types of variables. So, the moment we declare variable in

Fortran. So, we need to have this implicit none statement as I mentioned in the early

lectures. So, that is why in this module I have this implicit none statement, but in this

case is for this particular case I do not have any variables to declare. So, after that there

is nothing written here and then it also contains as I mentioned in the previous slide the

second thing which a module file contains is the different subroutines and the functions.

So, that is mentioned, but before mentioning that or before writing the subroutines and

functions in the module file you need to use the contains statement. This tells the control

when the controller comes to this module file this tells the list of things or the list of



subroutines and functions that are contained in the module file and then what you do is

you have your function , this function is written in the same way as we had done in the

earlier example. So, instead of one functions you can have n number of functions in the

module file.
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So, here there is another example of the module file. So, where basically I have…. So,

this is the sorting program which we looked earlier. So, what I have done here is now I

have 2 different files on a module file and a main program. So, this particular file printed

in this slide contains the module. So, as mentioned before. So, it has the module then the

module name then implicit none then it contains the subroutine and end subroutine sort

and end module ‘sort num’. So, this is one file and then I have my main program.
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So, now how do I call a module in the main program? So, in the main program if one

wants to use a module, so, what one needs to do is so, this is my declaration part of the

main program. So, I will start the declaration from here. So, if you look carefully that

just before the declaration part before I write this implicit none statement I have used this

use statement and then the name of the module use ‘sort underscore num’. 

So, this sort underscore num is nothing, but the module name which we see here and

then the rest of the thing is the same way as we had done before. So, here we are calling

the subroutine which is present in this particular module.
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So, this is a general structure of a module. So, again though it is a repetition, but I think it

is better to repeat it once again for the sake of recapitulation. So, module file a module

starts  with the Fortran keyword module followed by a module name then within the

module you can use other modules if  you want to do so,  then you can use this  use

statements you can use n number of modules say for example, use module ‘a’ here use

module ‘b’ here and then you can declare different variables here. 

So, starting with implicit none and then the variable declarations then you can contain

several  functions  here  and subroutines  and that  is  and before  you start  putting  your

functions and subroutines you need to use the ‘contains’ statement and then finally, you

end your module file with the end module followed by the module name. So, this is the

general structure of a module.
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Now, in case of a when you use a module file where module in 2 in a file which is

different from the main file. Say for example, I have my main program in this file called

‘main dot f’ and then I have my module in this file called ‘norm underscore module dot

f’ the question is how will we compile them. 

So,  the  compilation  is  done  in  the  same  way  as  you  would  have  compiled  your

subroutine  when your subroutine or the function are in 2 different are  different from

that of the main thing, but one thing so one should be careful of that the name of the

module file should always precede the name of your main program.

 So,  of  this  you  should  be  very  careful.  So,  this  is  the  primary  difference  between

compiling subroutine  in a different file along with the main program and compiling a

module contained in a different file along with the main program.

So, in subroutine the ordering of the names of the files are not important, but when you

do it for a module then the module name the name of the file containing the module must

always come before the main program and so in this process in the compiling process

what the compiler does is it produces a file called ‘norm underscore module dot mod’ in

addition to the main executable file.
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So in the last part of this or in the last slide what I am going to do is I am just going to

sort of tell you or summarize what are the primary difference between a function and a

subroutine. So, the common thing that both functions and subroutines have arguments

which can be of any data type it can be real, it can be integer, it can be arrays. 

So,  function  is  typically  used  like  a  variable  in  the  main  program.  In  contrast  a

subroutine  is called in the main program and since this function is used to the variable.

So, it should be assigned a datatype and the most important thing to remember is that the

main difference between a function and the subroutine is that the function returns only a

single value while in the subroutine it can return several values.

Another  thing  is  in  the  subroutine  you  need  not  assign  a  datatype  to  a  particular

subroutine. So, to summarize this whole module so, what we have done so far was to

give  you rapid  idea  in  a  very  fast  way to  how to  use  Fortran  language  to  do  your

programs. So, again I would like to remind you that this is not a course on Fortran. So,

this is more of a crash course on Fortran where what I have done through these 3 sets of

lectures is that I have listed down the most important things which we will need to get

started with your program.

So, we started off with looking into the general Fortran program structure. We saw how

different variables are assigned to different data types. We saw the intrinsic use of the

intrinsic functions in  Fortran, how mathematical operations are performed in Fortran,



how to use DO loops which will allow you to do the same task repeatedly, how to use

conditional statements, how to use arrays and then finally, in this part how to use Fortran

procedures namely functions subroutines and modules so

Thank you. 


