Mechanics and Control of Robotic Manipulators
Professor Santhakumar Mohan
Department of Mechanical Engineering
Indian Institute of Technology, Palakkad
Lecture No 34
Trajectory generation for serial manipulators using MATLAB

Hi, welcome back to Mechanics and Control of Robotic Manipulator. The last two classes we
have seen how to generate a trajectory for a general case. So, this particular lecture we are going
to see a very specific case. In the sense how to employ those schemes into a robotic manipulator
trajectory generation. So, for that again we are going to take a same example which is 2R serial
manipulator, and we will see how the joint space scheme and task space scheme can be
visualized with the MATLAB.
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The presentation for thes lecture have been prepared from a wide range of sources

including books, websites | pages, research articles, etc. These shdes and thes
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n T ask-space scheme(s)

So, for that we are taking you can say two such schemes. So, you know even the joint space
scheme can be make it as a synchronous and series or you call it a simultaneous and
synchronous. So, the other one is task space scheme we can do the straight-line interpolation, or

we can take independent trajectory generation.
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Example. A planar RR serial manipulater

So, in that sense we are trying to see first what is the example which is given. So, now, in this
case you can see that theta 1 0 and theta 1 f and theta 2 0 and theta 2 f are given. If even the x 0

and y 0 and x f and y f are given, we can always calculate these 4 variables through the help of



inverse kinematics. So, in my MATLAB code | have written based on the inverse kinematics

however, it is not going to restrict that way.

So, in that sense, so, we will first try to see how the joint space scheme can be generated in the
sense this is the initial position and you want to go this final position. But through the help of
joint space trajectory in the sense theta 1 0 supposed to go to theta 1 f and theta 2 0 supposed to
go to theta 2 f that is what we are trying to do even you have already seen in the lecture. So, this
can be done in synchronous or probably in series. So, we will try to see both in you can say this

particular lecture.
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Case 1. Synchronous trajectory

*h Start

clear all; clese all; clc;

%% Initial and final end-effector positions
=1 y0=1,

xt = -1; yf = 1:5;

%h Initial and final end-effector velocities 4

xdot0 = G; ydot0 = 0,

xdotf = 0; ydotf = 0;

tf = 10; ) trajectory duration
t = 0:0,1:tf; % vime span

IL1=’.; 2=1;

So, first one is synchronous. So, where we are taking the recall initial position and you can say
final position of the end effector. So, from there what we can do? We can use the inverse
kinematics. So, then we can calculate theta 1 naught and theta 1 f all those things. So, in that
condition, so, even the initial and final end effector velocity also can be given. Because that is

what the cubic polynomial all about.

If that is the case, we can use the Jacobian in the sense the differential kinematics we can use
where the inverse differential kinematics we can choose and then try to do it. So, since it is a 2R
serial manipulator the system parameter or the geometry parameter or the physical parameter we

need to use which is we call I 1 and | 2 in this case so, that also we have considered.
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%% Joint positions using inverse kinematics

€20 = (x0°2+40"2-L172-12°2) /(20L1¢L2); 820 = sqre(1-c2072);
th10 = atan2(y0,x0)-atan2(L2+320,L1412%c20);

th20 = atan2(s20,620);

c2f = (xt"2¢y172-L172-1272)/(2sL1#L2); s2f = sqre{1-c232);
thif = atan2(yf xf)-atan2(L2¢s2f L1+L2%c21);

th2f = atan2(s2f,c2f);

So, now, the first case we are trying to find the inverse kinematics. So, we know already inverse
kinematics based on the, you can say the closed form equation. So, we have used that equation
which we derived in the regular lecture. So, from there we can find theta 1 naught and theta 2
naught. So, even | would have written as a you can say sub function. However, if | write straight
away sub function in the MATLAB some of you may not be familiar. So, that is why | have
written explicitly here theta 1 naught theta 2 naught then theta 1 f and theta 2 f. So, now what we
know? So, we know initial and final position of both joints.
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%4 Joint velocities using inverse differential kinematics
J0 = [-L1*sin{th10)-L2+ain(th10+th20) ,-L2+sin(th10+th20);
+L1scos{th10) +L2¢cos (th10+th20) , +L2¢cos (th10+th20) ;] ;
J = [=Liesin(thif)-L2esin(thif+th2f) ~L2¢sin(thif+th2e);
‘Ll‘cos{thlf)*LZ‘cos(thlf*chf).‘LZ'cos(!hlf‘th?f;;l.
qdot0 =inv(J0)* [xdot0;ydot0]; % Initial joint velocity
qdotf =inv(Jf)¢ [xdotf;ydots]; % Final joint velocity




So, now, we need to find out the initial and final velocity of each joint. So, for that we are taking
the Jacobian which we derived in the regular lecture. So, now, that would be substituted on the
initial and final location. So, we got J 0 and J f. So, based on that you know already end effector
velocities of the initial and final we can find the; you called theta 1 dot and theta 2 dot for initial

and final which we have written as q dot 0 and q dot f.

So, once these all known, then what we can do? We can go back to whatever profile generation
you want to use it. So, since it is the one of the demonstrations | have taken as a cubic

polynomial.
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A= [1,0,0,0;
0,1,0,0;
{,t1,6072,6£°3;
0,1,2¢tf 3¢t£°2];

bl = [thi0;qdot0(1);thif;qdotf(1)]; '
b2 = [th20;qdot0(2);thaf ;qdott(2)];
tcl = inv(A)*bl

ted = 1nv(A)eb2;

.

So, for that we should know what is, we call coefficient matrix A and we should know the you
can save known input as a vector. So, here the theta 1 initial theta 1 dot initial theta 1 final and
theta 1 dot final need to be known for finding the first segment joint space trajectory. Similarly,
second joints you can say trajectory also can be generated. So, based on thatt ¢ 1 and t ¢ 2 for the
joint 1 and joint 2 coefficients which is we call you can say a0 1toa 3 1. Similarly,a02toa 3

2 that we can calculate.
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for i=1!leagth(t)
%4 Joint-space trajectory
thi(i) = [1,8(1),v(1)"2,0(1) "3 »ecl;
th2(1) = [1,6(1),v(1)"2,8(1) 3] »tc2;

¥ Forward kinematics \
xj (i) = Li*coa(thl(1))+L2¢cos(th1{1)*th2(i));
yj(1) = Lisgin(thi(1))+L2¢ain(thi{1)+th2(1));

end

So, once you calculate then we can go to the loop where you are trying to run based ont 0 tot f
profile. So, the theta 1 and theta 2 can be generated once you know since this is synchronous. So,
both would be synchronously moving. So, in the sense it starts from t 0 to t f completely both
joints are rotating. So, in that sense, we can write theta 1 and theta 2 just to plot as the animated
way. So, we are trying to find the forward kinematic model so, that your x end effector and the y

end effector can be visualized and then you can show in an animated way.
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figure

for i=1:length{t)

% manipulator links
plot([0,Liscos(th1(1)),x4(1)], [0, Li*ein(thi(1)),y1(1)], r=0", '1inevidth’
bold on, grid on

plot(xj(1:4),yj(1:1),"b~", "Uinewidth’' 1) ¥ trajectory
plot{x0,y0, 'rs’, "markersize’ 10) } starting point |
plot(xf,yf, 'gp’, 'markersize’ ,10) J final point

set(gca, 'fontsize’ 12, fontnave’, 'Times’);

xlabel(’'x, [units]');  ylabel('y,{units}’)

axis([-(L1412)-0.1 (L1+L2)+0.1 -(LI+L2)-0.1 (L1+L2)+0.1]);

axis square, pause(0.01}, hold off

')end



For doing the animation we have tried to take this particular you can say MATLAB code. So, we
are trying to plot 0 as the origin then x 1 and x 2 x 1 we can write as | 1 cos theta 1 and x 2 is
nothing but you are a final end effector point. So, that is corresponding to the x similarly y we
start from O origin then I 1 sine theta 1 is the y 1 and y 2 would be your end effector position. So,

based on that we can draw, and | want to just show the continuous profile how it is generated.

So, | just added that x j and y j from 1 to i. So, when the loop is iterating it will show the
continuous plot. And | want to show what is the initial and final point. So, | just added two
additional plotting where r s is the red square will come in the starting point. And the g p is
nothing, but you can say g pentagon will or you can say star will come at the green color at the

final point.

So, and we have run everything and just to show the animated | pause and hold off. So, in the
sense every time it would be super impose one image to another image but hold off command is

there. So, it is look like its continuous motion.
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(x0°24y0"2-L1*2-L2"2) /{Z2*L1*L2) ; sZ0 sqrt (1-c2u”y

t Initial and final end-effector positions
=1; y0 = 1;
t% Initial and final end-effector velocities
xdotu
Xxdotl
) 5
10 st f
l.‘
12 t Joint positions using inverse kinematics
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plot ({0,L1%cos (thl (1)) ,x] (i} ], [0, L1*sin(thl (i)}, y3 (i)™
hold on

plot (xj(1:1),¥3{1:3),'b-"', ' linewidth',1) trajectory
plot (x0,y0, 'rg', 'markersize’, 10) starting peint

plot (xf,yf, 'ap', 'markersize’, 10) final point

54 - set (gca, 'fontsize', 12, 'fontname', 'Times');
55 xlabel{'x, [units]'};
56 ylabel{'y, [units]"')
7 axis ([-(L1+L2}-0,1 (L14L2)40.1 - (L14L2)- +L2)+0
53 grid on
59 axis square
(1] pause (0.01)
{:i hold off
&
éend
l.
100 | A ulhans it st St ot iame Sgniv, e il
bk gt sy woim + | SR ey V7GR st rererie T SR s T Spmry pu e T ressR s RAE e ¥4
- x0=1; 90 = 1 g
5 i ==1; yf =1.5¢
6 %% Initial and final end-effector velocities
7 xdot0 = 0; ydotd = 0;
8 xdotf = 0; ydotf = 0;
3 tf = 10; V trajectory duration
10 t = 0:0.1:tf; Lime Spar
11 Ll =1; L2 =1;
12 t% Joint positions using inverse king
13 c2( = (x0*24y0"2-L1*2-L2%2) /{2*L1*1L2 c20%2
14 thll = atan2(y0,x0)-atan2 (L2*s20,L1

th20 = atan2(s20,c20);
C2f = (xf 24yf*2-L1"2-1272) /{2*L1*
thlf = atan2 (yf,xf)-atan2{L2%s2f, L14LZ

Ale
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13 c20 = (x0°24y0*2-L1"2-1272) /{2*L1*L2); 820 = sqrt(l—cZO*B?:
14 thl0 = atan2 (y0,x0)-atanZ (L2*s20, L14L2%c20);
15 th20 = atan2(s20,c20);
16 c2f =:(xf’2+yf’2—L1‘2-L2“2)fIZ‘LI‘LEI: 82f = sqrt(l-c2f*2
17 thlf = atan2(yf,xf)-atan2(L2*s2f,L14L2%c2f);
18 th2f = atan2(s2f,c2f);
14 J0 = [-L1*sin(thl0)-L2*sin(th104th20),-L2%sin(thl0+th20);
20 +Li*cos (th10)+L2*cos (thl04th20), +L2%cos (4
21 Ji = [-Ll*sin(thlf)-L2*sin(thlf+th2f),-L2%sin
22 +Li*cos (thlf) +L2*cos (thlf+th2f), +L2%¢o
23 qdot0 =inv{J0) * [xdot{;ydot0]; Initial
24 qdotf =inv{Jf)*[xdotf;ydotf); * Final
@
A=[1,0,0,0;
I
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@

plotl{@,bl‘cos[thll;)),x](llI.IO,LI‘sin(thi(l)l,yj(i)?'
hold on

plot (xj(1:1),¥j{l:3),'b-", 'linewidth',1l) % trajectory
plot (x0,y0, 'ra’, 'markersize’, 10) starting peint

plot (xf,yf, 'ap’, 'markersize’,10) % final point

set (gca, 'fontsize',12; 'fontname’, 'Times');

xlabel{'x, [units]'};
ylabel{'y, [units]'}
axis ([=(LI+L2}-0,1 (L14L2)40.1 -(L14L2)-0 L2)+0
grid on

axis square

pauvse (0.01)

hold off
end



[

49 plot ([0094s8 28 43 Bin(thl{i)), v (i)™
50 hold on ‘ . '
51 plot (%) 11 F,1) % trajectory

52 plot (D | \ tarting point
53 plot(xfy _a inal point
54~ set (gca E L v mes');

55 xlabel( “
56 ylabel( \
57 axis ([- N L2)- +L2) #0°
53 grid on 3
59 axis 5Quuaw Lan|

&0 pause (0.01)

g hold off
end

I.

“

P——— . ... T
13 plot ([0l94sB d€ 43 Bin(thl{i}),yi(i) "
50 hold on { —4ALEARY
51 plot (%) T N F,1) § trajectory
52 plot (x0 | Y tarting point
53 plot (xf _ inal point
54~ set (gca E ' mes');

55 xlabel{ «
56 ylabel( '
57 axis({- 5 L2) - +1.2)+0°
53 grid on '

| " |

59 axis Swuaw yen]
&0 pause (0.01)

@ hold off
end



49 plot ([092dea 3843 Bin(thi{i}),vi(i)"
50 hold P

51 plot (x) . \ i P, 1)

52 plot (x0] * \ i

53 plot (xf :

54 set (gca y 5. pes');

55 abel{

56 ylabel { i

57 axis ([~ L2)+ i +L2)+0
53 qrid

59 AX1S 5w

&0 pause (0.01)

,f'j hold off
‘Ar ) T |

|
2
T s O O]
439 pl-,,vtlma.:vz;.—f ; s;n(tlx'.{x,‘l,*,'%i.'lf
50 hold (10
51 plottf 3.0 \ ,1)
52 plot ( y
53 plot|( s :
54 set (g ‘ol mes');
55 xlabe
56 ylabe
57 AX1S (
53 qrid
59 axis
&0 pause (0.01)
,:Ji hold off
‘..;.‘.' end

B -
So, just to show this I just go to the MATLAB window, and this is the code which we were

discussing. So, you can see this is the code. So, now if I run this, so, what did start. So, the x
initial is 1 meter and y initial also like 1 meter it is somewhere like this and the final also like
this. So now we have not given theta 1 0 and theta 1 f directly. So, what we can do, we can do
the inverse kinematics.

So now the inverse kinematics will have two solutions. So, we will take one solution, which is
the positive solution of s 2. So, now based on this we can run this code. So, then you can feel it
what | want to explain, so, you can see like now it is starting from here and it is ending. So, you



can see like it is more like the robot is moving right. So, when I ran this so you can see like the

physically the robot is moving that realization you can feel it in MATLAB animation.

So, I did not make any video but still it looked like a video, right? Because | have made it a super
impose. So, the next figure | want to show it. So, what is the; you can save profile or the
trajectory generated in task space and as well as the joint space. The joint space theta 1 to theta 2
you can see it is like a straight line.

So, that is what we call it like joint space trajectory consider as a straight line the profile starts
from 0 to you can say this is theta 1 0 to theta 1 f it is a smooth profile and | did not plot the
velocity when you want you can do the velocity profile. So, now, this is the theta 2 f this is theta

2 0. So, like that we can generate, so, even you want to realize further.
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j %% Initial and fihal end-effector positions
B X0 = 1; y0 =
3 xf = 1; yf = -1.5;

%% Initial and final end-effector velocities
ot = 0;
0t = U]

t% Joint positions using inverse kinematics.
i 220 = (x0%24y0°2-L1*2-1.2"2) /{2*L1*L2) ;

1

3 o ‘ \

(s

X& thl0 = atan2 (y0,x0)-atan2{L2%s20,L1+4

*e



1 §t Start EL UL R

2 clear all; | B

3 &% Initial | Yl

- %0 =1; y0 | r

5 xf = 1; yf |

0 % Initial | ) e

7 xdot0 = 0;

3 xdotf = 0; | 1" i

i tfi = 10; X

10 t=0:0,1: t L |
11 Ll = 1; 12 L

12 %% Joint positions using inverse kinematicsg

4 thl0 = atan2(y0,x0)-atan2{L2%s20, L1414

So, the only condition is this initial input what we are giving that should be in the case of what
you call in the workspace. So, we can see, | have given interchange so, the initial point is same,
but the final point is slightly modified. So, now, you can see that this is the initial point and the
final point, you can see it is moving it. So, this is what the profile and this is what happening,

right? So, now, this is more and more very clear.
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S ——— G
1 &% Start >
2 clear all; close all; clg;

3 %% Initial and final end-effector positions
B X0 =1; y0 = 1;
5 3f = -1 yf = 0;
o %% Initial and final end-effector velocities
7 ®dot0 = 0; yd (
3
4
10
11
12
Al 20 = (x0°24y0°2-L1*2-1242) /{2*L1*12) ;
‘Li thl0 = atan2 (y0,x0)-atan2{L2%s20, L14]



" — - AR o (e e S g SR RINGs ¢, ¢

1 £t Start EL LR
2 clear all; | o
3 %% Initial | % / 5 pns
4~ x0=1; y0 :
- - | A
5 xf = -1; yf B ‘
% $% Initial | 2 i ties
7 xdotlO = 0; \
3 xdotf = 0; | 1
= R
3 tf =1
10 t =0:0,1:t L )
LU}
11 Ll = 1; 12 ey
12 %% Joint positions using inverse kinematicgs
,;f 20 = (x0°24y0*2-L1*2-L2°2) [{Z2*L1*12);
\* : £ e - )
w14 thll = atan2 (y0,x0)-atan2 (L2%s20,L1+4

So, now, we will actually go back so go back to the code. So now | am looking at this, so | am
just giving it 0. And this is it like | am putting it so minus 1. So, now, | am trying to give because
youarelland|2is1and 1. Somaximum it is on the circle of radius of 2 meter. So, that is what
the range within that you can choose anything. So, anyhow next lecture, we would be seeing the
generation. So, you can feel it. It is more you can say beneficial. So, you want to see this in a
proper shape. So even we can make the boundary.
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b4 figure

(3 subplot(2,2,1)

66 plot (xj,yj, 'b-', '1inewidth', 1)

67 hold or

6 grid or

69 axis([=(L1+L2)=0.1 (L1=L2)40.1 -(L1412)-0.1 (LI+L2)+0:1])
70 aX18 Square

B! plot(xj(1),y3 (1), 'rs', "markersize',10)

72 plot (xj(%),yj (i), 'gp’, 'markersize’,10)

13 set (gca, 'fontsize’, 12, 'fontname’, 'Times');

74 xlabel ('x, [units]');

15 ‘,’i.’ll‘,‘.‘l(".‘,ﬁ.h.’:»"l

subplot (2,2,2) “ | .
|

=\
i
-
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b4 figure JadeRaELy
65 subplot(2,2

66 plot (x3, ¥, 1

67 hold on |

68 qrid on _a
69  axis(l-(L14 1§
70~ axis square, @
) plot (xj(1), /
72-  plot(xj(y),
13 set (gea, 'fo

0.1 (L1+12)40.1)

| ' |

T4~ xlabel (', [brwweymyym—tol
15 ylabel{'y, [units]")
16

i subplot(2,2,2)

TR |
et et o o s s [ TR Y ORI S——— = L LR I

64 figure JudeadE h'l. -
65 subplot(2,2

66 plot (x3,¥3, 1

67~ hold on . =y

68 qrid on = A 4

69~ axis([-(L14 1§ 0.1 (L1+12)40.11)
70 axis square T

B! plot (xj(1), /

72 plot (xj (%), Y

13- set(gea, ' fol e e )i

74 xlabel ("%, [Swewey—ye Adani

15 ylabel('y, [units]"')

6

/ subplot (2,2,2)



o N B

64 fiqure 49Q3E LT

65 subplot (2,2

66 plot (x7,v¥73,

67 hold or

6d grid o : :
69~ axis([-(L1+ = 0.1 (L1+L2)+0.1])
70 AX18 Squars

1 plot (x3(1),

72 plot(xj(i),

13 set (gea, 'fo

74 xlabel ("%, [swewwymry

15 ylabel{'y, [units]"')

/'I.’

‘. ?l' subplot(2,2,2) .‘I I'v‘ i

So, the boundary we can right now | make it this as commented. So, now if | make it. It would be

giving a real size like how it is happening the same size it is giving this is the real size. So, now

these all what you call the joint space trajectory with a case 1 where the synchronous.
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figure

for i=1:length{t) +

% manipulator links

plot([0,L1scos(th1(1)),x4(1)], [0, L1eein(thi(1)),y1(1)], r=0', Linewidth’
bold on, grid on

plot(xj(1:4),yj(1:1),"b~", "Uinewidth' 1) ¥ trajectory
plot{x0,y0, 'rs’, "markersize’ 10) } starting point
plot(xf,yf, 'gp’, 'markersize’ ,10) J final point

sot{gea, "fontsize' 12, 'fontoane’,'Times’);

xlabel(’x, [unite]');  ylabel('y,{units}’)

axis([-(L1412)-0.1 (L1+L2)#0.1 -(L1+L2)-0.1 (L1sL2)+0.1]);

: axig square, pause{0.01}, hold off

l‘)end

We will go back to the slide where the non-synchronous we call in series of motion.



(Refer Slide Time: 10:25)

figure

subplot(2,2,1)
plot(xj,yj, b=, 'Linexidth’ 1)

hold on +
axis([~(L14L2)-0.1 (L1412)#0.1 =(L1412)-0.1 (L1+12)#0.1]);
grid on, axis square
plot(xj(1),5j(1),%rs’, 'markersize’,10)
plot(xj{1),yj(1),'gp’, 'markersize’,10)
eat(gca.'tonlnize‘.12,’tontnnne‘,’Tlnes’);
xlabel('x, [units]');

ylabel('y, [units]’)

9

subplot(2,2,2)

plot(thl,th2)

hold on

plot(th1(1),th2(1),'rs’, 'narkersize' 10)
plot(thi(1),th2(i), 'gp', 'narkersize’',10)
11 = nin{min(thl),nin(th2))-¢.1;

ul = max{max(thl) ,nin(th2))+0.1;
axis([11,01,11,11)) +

grid on, axis square

set(gea, 'fontsize’ 12, 'fontnane’, 'Tines’);
xlabel('\theta_1, [rad]');

ylabel ('\theta 2, [rad] ')




figure

for i=1:length{t)

% manipulator links

plot([0,Liscos(thl(1)),x4(1)], [0, Li*ein(thi(1)),y1(1)], =0, '1inevidth’
hold on, grid on

plot(xj(1:4),yf(1:1),’b~',"1inewidth' 1) ¥ trajectory
plot{x0,y0, 'rs’, 'markersize’ ,10) % starting poinmt
plot(xf,7f, 'gp’, 'markersize™,10) ¥ final point

set(gca, 'fontsize’ 12, fontnave’, 'Times’');

xlabel(’x, [unitg]’'); ylabel{'y, funits}’)

axis([-(L1412)-0.1 (L1+L2)+0.1 -(LI+L2)-0.1 (L1#L2)+0.1]);

axis square, pause(0.01}, hold off

ll)end

So, for that what we need to do it. So, these are all the other plots. So, | will just see the non-
synchronous. So, the non-synchronous you have to do it a slightly trickier way. So, these all the
plot which we have already done.
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Case 2. Sequence trajectory

§t = 10; % trajectory duration
¢ = 0:0.1:tt; ) time span
tf = tt/2; } total duration break into number of axes

So, the non-synchronous way we call sequence trajectory. So, here we call the tt is that total
trajectory duration. But now | need to divide that into tf into number of segments. Because each
joint would be rotating independently for example, now 10 second | have 2 joints, so, | break
into 5 second each. So, first 5 second first joint will rotate the next 5 second the second joint will

rotate. So, that is what we have seen as a sequence trajectory.
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for i=1;length(t)
W Joint-space trajectory
it v(i)<=tf
thi(d) = [1,8¢1),8(4)°2,2(1) "3} *tcl;
th2(i) = th20;
alse
thi(1) = thif;
th2(1) = [1,(t(8)-tf), (e(1)-tf)"2, (t(1)-tL) 3] otc2;
end
W% Forward kinematics
xj(i) = Lixcoa(thi(i))+L2¢coa(thi{i)+th2(i));
7y Yi(1) = Livsin(hl(1))+L2¢sin(th1{1)+th2(1));
o end

So, that is what we are trying to see. So, in that sense the coefficient calculation is same, but
what you can see like the t goes 0 to tf here tf is total duration divided by 2. So, that would be
generated. So, then the correspondingly the theta 2 would be the same initial it maintained that
so, then you can see the second loop the final would be maintained for theta 1 and theta 2 move

as a cubic polynomial. So, now, the same way we have done the forward kinematics just to plot.

(Refer Slide Time: 11:50)

1 §% Start
lear all; cleose all; clg;
3 %% Initial and final end-effector positions
- 0 =1; y0 = 1,
5 xf = -1; yf = 1.5;
t% Initial and final end-effector velocities

10

11

13

And now, we will see the same thing in the MATLAB window which will be more clear. So, you

can see like these are standard which we have done in the previous code only change is. So,



instead of tf | have taken tt and the tt and tf why | have made it because | make it the tf always
the segment time. The segment time here is you can say tt divided by 2. So, based on that you

will get the inverse kinematics and all.

(Refer Slide Time: 12:17)

L R e |
[ e ©
37~ for i=1:length(t) -
K 3% Joint-space trajectory
33 of t{i)<=tf
40 thi{i) = [1,t{i), t(i)}%2,t(1)*3]*tcl;
41 thZ{i} = th20;
42 else
43 thi{i) = thlf;
44 th2 (i) = [1,(t{i)=tE), (L(I)-tE) 2, (T(i)-LD) "3]*tcZ;

45 end
46 %% Forward kinematics
7 ¥j(1) = Ll*cos(thl{i))+L2*cos(thl(i)+th2{1i

43 yi(i) = L1*sin(thl(i})+L2*sin(thl(i)+th2(j

O bbb M loaad b 9
D e— &
ézn.- g T — S S p—— 1 ro—————e 4
53 for i=1:length(t)
54
55 manipulator Link
56 plot ([0, Li*cos(thl (1)), x]¢i)}, [0, L1*sin{thl{i)),y] (%)
57 hold on
58 plot(xj(1l:1),yj(l:1),'b-", " 'linewidth',1) U tra
59 plot (x0,y0, 'rs', 'markersize’, 10) tartin
60 plot (x£f,yf, 'gp', 'markersize’, 10} inal
61 set (gca, 'fontsize', 12, 'fontname’, 'Times'
62 xlabel{'x, [units]');
63 ylabel{'y, [units]")

(:g axis ({-(Li+L2}-0,1 (L14L2)40.1 -(L14

qrid or
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52

53 for i=1:len

54
55
56
57
58
59
60

- ———

52

HaWea ig L ' -
Pt

.. M “\

manip | b
plot ([0} _a sin{thl{i)),y]i(3)
hold on  § ¢
plot (x Ll ', 1) § trajectory
plot (xD ! tartin nt
plot (xf . inal
set (gea e S T hes'

xlﬂbﬂ‘.( NSO Adab]

ylabel{'y, [units]'}
axis ([=(Li+L2}-0,1
grid on
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53 for i=1:len 425

54 L4 o

55 manip | ! R

56 plot ([0} _w sin{thl{i)),yi(3)
57 hold onf § ¢

58 plot (x) T f.1) ¥ trajectory
59 plot (xD ' tartin nt

60 plot (xf - nal

]
62
63

€2£

set (gea z |

U
Y|
L

x1abel {(Lerrunsvor
ylabel{'y, [units]'}
axis([-(Li+L2}-0,1
qrid on

(L14L2)40.1 - (L14




52 PICLLLE

53 for i=1:len| Al

54 7 7!

55 man g 2 ‘ \

56 plot(fo] SN Bin{th1{i)),v](5)
57 hold on r % .

58 plot (x) f.1) Ut
59 plot (x0] I barting
60 plot (xfi ; I

61 set (gca ( ; L A v es

62 PIFI.0) | | — ° ’

63 ylabel{'y, [units] ")

4 axis([=(Li+L2}-0,1 (L14L2)40.1 -(L14
Q
N grid on

So, based on that you will get the joint space trajectory in two ways. So, if I run you will be very
clear to this. So, I will just run this then you will feel it. You can see like the first joint is rotated

the second joint is rotating. So, it is little faster.
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66 axis square

67 pavse (0.1)

6 hold off

69 end

70 figure

B! subplot(2,2,1)

72 plot (xj,yj, 'b~', "1inewidth',1)

13 qrid or

74 hold or

15 ixig({-(L14L2)-0,1 (Li+L2)+0,1 -(Li+L2}-0
(76 1%L ]

b -
_}- plot (xj(1),yi(l), 'rs', 'markersize’,10
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axis ([409de 808 43 12)-0.1 (L14L2)40"
grid on 4LERY
axis sq T
pause (0 |
hold of = J
end E'
figure Ta

subplot (2,2 J
plot (x3,vi, o

grid on ~Tarva— .
hold on thatl
axig{{-(L14L2)-0.1 (L1+L2)+0,1 -(L1+L2)-0

1X16 Square

plot (xj{1),yi(l), 'rs', 'markersize’,10
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axis ({49444 80843 12)-0.1 (L14L2)+0""
grid on 4.0309
axis sq: ' S
pause (0 | . Vi ]
hold of _a -/\
end E ’
figure T

subplot (2,2 J
plot (%3, ¥, 4
grid on X
hold on Ahan)

axis{{-(L14L2)-0,1 (L1+L2)+0,1 =(Li+L2}-0

+0.1
axis square

plot (xj(1),yi(1), 'rs', 'markersize’,10



b4 axig ({~{"=4e Q3 LT L2)-0.1 (L1+L2)+0
65 jrid ‘
66 axis sq

67 pause (0 |

6 hold o '

69 wl
70 figure

n subplot (2,2

72 plot (x3,.v],

13 grid

74 hold o

15

70
B oty

So, I will just make it the pause command probably 100 milliseconds rather than the you can say
10 milliseconds. So, now you can see the first joint only rotate the second joint is as whatever
this theta 2 0 is maintained. The first joint rotated once it is reached that final then it is the
second joint rotate. So, while second joint rotate you can see the first joint remain same. So, you

can look at it.

(Refer Slide Time: 13:04)

So, from here. So, you can see like the first joint rotated. So, that time the theta 1 vary from theta
initial to final. So, the second segment, So, theta final theta 1 final remains same, but the

correspondingly theta 2 starts from 1 to final. So, that is what the realization.
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[ L o ———y SweTPr S p— Y
1 & Start &
2 clear all; clese all; cl¢y
3 %% Initial and final end-effector positions
B 0=1; y0=1;
5~ xf =-1; yf=11.5;

o %% Initial and final end-effector velocities
7 xdot0 = 0; ydotd = 0;
3 xdotf = 0; ydotf = 0;
9 tt = 10; trajectory duration
10 t=0:0,1:tt; % time spar
11 tf = tt/2; total duration break into numh
12 Ll=1; 12=1;
(if %% Joint positions using inverse kinema‘
A4 ¢20 = (x0°24y0%2-L112-L272) /{2*L1*L2) 2

l.
"
Trgm!
L S T T of e ——_t— .
1 %% Start JUdde QA LG |
2 clear all; | vt
3 ¥t Initial | " pns
4 %0 =1; y0 |
5 xt=1; yf| _a .-—-J
1 £% Initial | E ' ties
7~ xdot0 = 0; £l
3 xdotf = 0; !
k] tt = 10; +
10 t=0:0,1:t S .
11 1 A L o e— LTS,
12 Ll=1; 12 = 1;
¢ %% Joint positione using inverse kinemat
.ig ¢20 = (x0°24y0"2-L112-1L242) /{Z2*L1*L2} '



EOECECTE {YERSRS

1 t% Start LA

L%
"
}

2 lear all;
3 %% Initial | pns
- 0 =1; y0
5 xf = 1; yi ’
o £% Initial | i 1 ties
7 xdot0 = 0; §
fotf U
' tt = 10;
10 t = 0:0,1:t
11 tf = tt/2;
12 Ll=1; 12=1
Ad %% Joint positione using inverse kinemat
WA~ 20 = (x0°24y0°2-11%2-
|
4
T
1 % Start
2 lear all; F—
| %% Initial | 3 B i pns
4~ x0=1; yo| 3 :
5 xf = 1; yi .
o §% Initial | < ties
1 xdot0 = 0;
3 xdotf 0; i
1 tt = 10;
10 = [) t
11 tf = tt/2;
1 Ll = 1; 1
Ad %% Joint positions using inverse kinemat
" 20 = (x0°2+y0*2-11%2

So, now, you can want to more clear, so, I will just give you random theta 1f. So, in the sense,
so, | just give it probably a different point. So, | just put it this minus. So, | just show it this is
vertical. So, then you can see it sorry. So, you can see it while running it you can see the first
joint only rotating the second joint remains same constant. So, once it reached a particular

location, you can see the second joint rotate that time the first joint remains same.

So, it is very clearly seen that the explicit trajectory generation. But this is not preferred at all.
However, so, most of the you can say kinematics solvers, and all done with this way individual
joint would be move in series. So especially if you go to ROS, we call robot operating system.

So, | already told in the lecture these things are very clearly visible there.



(Refer Slide Time: 14:35)

for 1=1:length(t)
W4 Joint-space trajectory
if v(i)<=tf
thi(i) = [1,801),2(1)"2,8(1) 73] *tel;
th2(i) = th20;

alse
thi(i) = thif;
th2(1) = [1,(t(8)-tf), (e(1)-tf)"2, (L(1)-tL) 3] otc2,
end
W% Forward kinematics
xj (i) = Liscoa(thi(i))+L2+coa(thi{i)+th2(i));
vj(i) = Lissin(thi(1))+L2+sin(th1{1)+th2(1));
L' end

[ (29, o)
(v ) .

So, now going back to the slide. So, we will see this whatever we have seen is the joint space
trajectory can we see in a task space even the task space we can see in that case. So, x initial and
final would be given. Similarly, y initial and final would be given. So, this is the initial position,
and this is the final position. We want to follow this in this sense it is supposed to be followed as
a straight line. So, the straight line is not assured because the x dot of 0 and x dot f if it is

nonzero then it will not maintain.
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Case 1: Independent trajectory

*h Start

clear all; close all; clc;

% Initial and final end-effector positions
=1 y0=1,

xf =-1; yf = 1.5

%% Inftial and final end-affector velocities
xdot0 = t; ydotQ = 0;
xdotf = Q; ydotf = 0;
tf = 10; ) trajectory duration
t = 0:0,1:tf; % vime span
=1; 12=1;
')Ll 1

So, we will see that how it comes. So, in the sense here you can see so, we are trying to do the
first case independent trajectory in the sense x trajectory and y trajectory we are trying to do it in
independent cubic polynomial, we are not doing it a synchronous me in the sense once you do
the x based on the X, y can be generated no not like that. So, in that sense we are trying to do this.
So, here you can see initial and final velocity are given. And we have taken the same time which

is 5 you can say second and | 1 and | 2 are same.
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A= [1,0,0,0;
0,1,0,0;
1,t1,t1°2,61°3;
0,1,29¢f,3s0f°2];

+

bx = [x0;xdot0;xf;xdotf];

by = [y0;ydot0;yf;ydotf];

tex = inv(A)ebx;

tey = fnv(A)eby;

K.)



So, now, we have taken the same A matrix, but bx and by are the two other vector based on that

the coefficient what we calculate tcx and tcy.

(Refer Slide Time: 15:51)

for i=1:length(t)
W4 Tagk-space trajectory
xt(i) = [1,5(1),0(1)°2,8(1) "3) »ecx;
ye(d) = [1,2(4),0(1)°2,8(1) "3)etcy;
=%

4 Inverse kinematics
c2t = (xt(f) "24yt(1)"2-L172-12°2)/(2:L1+12); 82t = eqrt(1-c
thit(l) = atan2(yt(1),xt(1))-atan2(L2es2t L1+L20c2L);
th2t(l) = atan2(s2t,¢2t);

end

So, now in that case so, xt and yt which is written as tcx tcy. So, in the sense the x trajectory and
y trajectory independently derived. So, in order to check in order to compare so, we have done
the inverse kinematics just to see how the theta profile will go. So, we have done the inverse

kinematics. So, now, we have used the same plotting command.
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1 £t Start
rlear all; close all; clg;
3 ¥t Initial and final end-effector positions
- 0=1; y0 = 1,
5 xf =1; yf = -1. 5

%% Initial and final end-effector velocities

xdotlO = 0; ydotd = 0;
xdotf 0; ydo = 0;
4 rt | 1
10 t = 0:0,1:tt;
11 tf = tt/2;
12 L | ;
Ad ¥% Joint positions using inverse kinematics

,X& 20 = (x0°24y072-L172-L2%2) /{Z*L1*L2}; s20 = sqrt(i-c20*:




el el e L S, e B A b ey ® -

1 k% Start

2 clear all; close all; cle;

3 %% Initial and final end-effector positions
4 X0 =1; y0 = 1;

5 xf = -1; yf = L.5;

6 §% Initial and final end-effector velocities
1 xdot0 = 0; ydotD = 0;

3 xdotf = 0; ydotf = 0;

9- tf = 10; trajectory duratior
14 t = 0:0.1:tf; Y time span

11 Ll=1;12=1

12 A=11,0,0,0;

b 0,1,0,0:
1,LE,e£2,6£°3;

A

10 1\ it et St st B i1 At s by "
1 xdot0 = 0; ydotD = 0; 1
i gdotf = 0; ydotf = 0;

w

tf = 10; trajectory duration

10 t =0:0.1:ef; ¥ time span
11 =15 12=%

12- A= [1,0,0,0;
13 0,1,0,0;
14 1,tE,tE2,t843;

15 0,1,2%F,3%¢E%2];

16 bx = [x0:xdot0;x£;xdotf];
17 by = [y0:ydot0;yE;ydotf];
13 tex = inv(A) *bx;

g) tey = inv(A) *by;



10~ t=0:0.1:68; | time spar G
11 Ll=1;12=1;

12 A=110,0,0;

13 0,1,0,0;

14 1,e6,0642,61%3;

15 0,1, 2%t E,3%L£42]);

1€ bx = [x0;xdot0;xf;xdotf];

17 by = [y0;ydot0;yE;ydotf);

14 tex = inv(A)*bx;

19~  tcy = inv(A)*by;

.'y:|

21 for i=l:length(t)

e ¥% Task-space trajectory

ﬁi xt(i) = [1,t(i), t(i)"2,t(1) 3] tex:

ais T SUSE

19 tcy = inv(A) *by;
21 for i=1:length(t)
22 t% Task-gpace trajectory
23 xt(1) = [1,t(i),t(i)"2,t(3) 3] *tex:
24 yt (i) = fI,IIl)qfll)"f,t(zl"El"Cy;
5 % Inverse kinematics
26 c2t = (xt({i) 24yt (i)*2-L172-L272)/(2*L1*L2); 82t = sqrt|
27 thit (i) = atan2(yt{i),xt(i))-atan2(L2*s2t,L
24 th2t{i) = atan2(s2t,c2t);

29 end

{.l) figure
a2 for i=1:length(t)

So, we will go to this the task-based space trajectory one. So, you can see that, so, these are the
cases which we have shown in the MATLAB. Where initial and final you can see initial and final
initial and final of y and the initial velocity of x and y and final velocity of x and y and total
duration is 10 second and you can say this all we have tried. And the A matrix bx by are given
and based on the tcx and tcy can be calculated. And you got the task space trajectory. Then the

inverse kinematics just for our reference we calculate so that we can do the plotting option.
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“
PR W | R (4 e o [ iy P J e k. e
31 figure Jdde R AE WG | ]
32 for i=1:leng|
Kk manipy 1
34 plot ({0, | Bin(thit(i)),yt(i
35 hold on | _ «js;
36 plot(xt{ § $1) | trajectory
37 plot(x0,| hrting point
39 plot (xf, : pal poi
39 set{gca, 9 gs')
40 xlabel (' T TR
41 ylabel (' fyyuraverprr——itl
42 axls([-{L1#L2)-0,1 (E14L2)40.1 -(L1+L2)-
3 grid on
b axis square
I
“
31 figure JudeRAE WS ‘ "
32 for i=1:leng
33 manipy 1 o
3 plat ([0, . N T~ Bin(thit(i)),yt(i
35 hold on =
36 plot(xt{ § ¢ 53] ectory
37 plot(x0,| hrting point
33 plot(xf, J pal poi
39 set {qca, 4 ps')
40 xlabel (' 5~ s
41 ylabel (' pypumever ot
42 axls([-{L1+L2)-0,1 (L14L2)+0.1 -(L14L2)-

grid on
axis square



So, the plotting option we have used the same thing. So, now if | run so, what you have expected
earlier it was curved. Now, in this case it is a straight line which is followed but the straight line

figure JddeRAB LT |

I e e e D e

!

plot ([0, 2 N\ | ¢ Bin(thit(i)),yt (i
hold on = ‘
plot(xt{ 23]
plot (x0, I fir
ha
Bs

i !l

f

plot (xf,| §s &
set {qca,| 3
xlabel(' . ¢ L - v
ylabel (' pypwereoe e

axis([-{L1+L2)-0,1 (L14L2)+0G.1 -(L14L2)-0
grid on v

axis square

is not assured if the initial and final velocity are nonzero. So, now you can see it.
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_“*"

pause (0,
hold off
end
figure

subplot(2,2,1)

plot (x0,/N=de Q3 LT arting point

plot (xf, : 4L hal point

set (gca, 4 ps');

xlabel(' |

ylabel{' = .___I

axis ([~ 3- 2)-0.1 (L1+L2)+0,

qrid on

axis squ




o

v
R S A | BRI (s (4 o sor (i dne oo o

.’ P — -
-y

37 plot (x0,/924eR3E LT arting point

34 plot (xf, 4nes hal point

39 set(gca, 1 ps')q

40- xlabel (' | ~ |

41 ylabel{'| _w ‘

42 axis([-{ £ 2)=0.1 (L14L2)+0,
43 grid on S

44 axis squ |

5 pause (0. N

46 hold off _ : 2 .

47 end Lan]

44

- figure

@ subplot(2,2,1)
I.
“ Y ,
E— ——
37 plot (x0,{394e 8 3€ 43 hrting point P
3 plot (xf,| w48 1al point

39 set (gca, g“\\\ ; R ps');

40+ xlabel (| 3 N\ | *

41- ylabel('| Y \ e

42 axis([-{| T ‘o 9)~0,1 (L14L2)+0,
43 grid on | _ I

44 axis squl E- E

45 pause (0. =

46 hold ofg & & W v &

47 end ‘

44

Zg)- figure
subplet (2,2,1)
l.




So, I will just make it the time duration is higher. So, now in that case the delay time is actually
higher. So, you can see like it starts from this point and it is supposed to go here it is trying to
follow a straight line because the initial and final velocity are 0. If the initial and final velocity

are nonzero what will happen you can see it by changing that.

So, now in that case, you can see the joint space you can see like it is not following as a straight-
line earlier case it was followed a straight-line earlier case the task space trajectory is followed as
curve. But in this case is the straight line. So, the same way X trajectory is smooth y trajectory is
again smooth these all we can realize it.

(Refer Slide Time: 18:03)

o' n “ oL V! b 0] T .

1 xdotl = | ydot0 = 0;

3 xdotf = 0; ydotf = 0;

L tf 10

10 = (:0

11 =1; L2 =

12 A 20,0,

13 0,1,0,0;

14 s LEEEA2, T123

15 0,1,2%f,3%t6%2];

16 bx = [x0:xdotl;xf;xdotf];
17 by = [y0;ydotl;yi;ydotf];
13 tex = inv(A) *bx;

‘,,«) tey = inv(A) *by;
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xdotl = 0.5;"3—'-!-:::3 % ]
xdotf = 0; vyl

tf = 10; t i
t =0:0.1:tf ! .
L1 =1; 12 = _al J
A= [1,0,0,00

0,1,0,0, =

1,tf,tf '

0,1,2* u
bx = [x0;xdal - -
by = [§0; Yd0wwrperyuveesy-iie
tex = inv(A) *bx;
tey = inv(A) *by;

¥dot = 0,5;{92dsadeus l
xdotf = 0; i
tf =10; W t s sl
t =0:0.1:tE y e
l=1;12= s
A= [1,0,0,00 1§+
0,1,0,00 =
1,tf,tf !
0,1,2% U
bx = [x0:xdal s — -
Ln|

X KVO; )’d(l'\,v, PR A
tex = inv(3) *bx;
t{:y = inv [A) 0b.},'.

o
"



1~ Xdotl = 0,5;94e 80843 3,
3 xdotf = 0; v
f =10; 3
10 t = 0:0.1:¢f
11 i1 =1; 12 =
12 A=[1,0,0,0 -
13 0,1,0,0
14 1,tf,tE
15 0,1,2%
16 bx = [x0:xdal
17 by = [y0; ydOswrysryuwvsys
14 tex = inv(A) *bx;
ﬁ) tey = inv(A) *by;
I
— ———— —

So just to show that how the nonzero initial velocity will involve. So, | am just saying that only.
So, the nonzero x is there, which is 0.5 meters per second. So, you can see that it will not be
straight line it will be giving a small curve because it is already having some nonzero initial
velocity you can see that it is trying to follow. However, it is going to at rest, it will not get any
residue there. But here it is starting from nonzero you can see that the profile is inherently

modified. So, that is what you can look at it.
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‘. ~0—4-.
...... S AL waewr
4 tf = 1; 1
1{ t = 0:0.1:t8;
11 i1 =1; 12 =
12 A= 11,0,0,0:
13 0,1,0,0;
14 1,tf, 0642, t123;
15 0,1,2%t,3*t6%2];
16 bx = [x0:xdotl;xf;xdotf];
17 by = [y0;ydot0;yf;ydotf];
13 tex = inv(A) *bx;
ﬁ) tey = inv(A) *by;
pi-
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7 xdotl = 0,5;/994e Q3845
i~  xdotf = 0; v r— e
4 tf = 10; L )

19- t =0:0.1:tF |
11 Ll =1; 12 = " ’
12 A=11,0,0,0] L

i
13 0,1,0,0f “w
14 1,tf,tf '
15 0,1,2%t '
16 bx = [x0:xdal

17 b‘l’ = [','O,' yd(l'l.vr FEVYUNEE LY gen| —
ex = inv(A) *bx;

;'5 tcy = inv(A) *by;
*
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7= xdot = 0.5;;14'.1351-1

8- xdotf = 0; y| e ’
- tf = 10; | ;

10- t=0:0.1:tf . ~

- U=11R= _ .:E;:’

12- A= [1,0,0,0 ¢

13 0,1,0,0f ‘=

14 1,tf,tf |

15 0,1,2%¢

16 bx = [x0:xdal ;
17 b'l' ['1’0,' ')'dolurryl-" yuwEE Y
18 cx = inv(A) *bx;

t
g- tey = inv(A) *by;

i ' |
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1 xdot0 = 0,5;(994e Q3 L0
4 xdotf = 0; v
tf - l.
10 = 0:0 f
11 = 12 =
12 A = '_;,H' )
3 0,1,0,0
14 ) O 15 4% -
1 0,1,2%
L bx = [x0:xd
17 by = [y0; ydovwry=ryuwvsysr
14 tex = inv(A) *bx;
tey = inv(A) *by;

\,_
A0

o

So even if | give something like the final velocity of this | am just giving randomly. So, the y
final velocity is 0.5 meters per second. So, you can see like, it is for the x axis it is there. So that
is why it is trying to go and now you can see it is modified because the y final velocity is
supposed to be somewhere 0.5 meter per second. So, in the sense vertically up. So that is why it
is start from horizontal and the end with vertical that is what it is showing. So, now you are |
hope you are getting the clarity. Now, we will move to the second case.

(Refer Slide Time: 19:21)

for i=1:length(t)
%% Task-space trajectary
x (i) = [1,5(1),0(1)°2,8(i) "3 »ecx;
ye(d) = [1,8(4),000)"2,8(1) 3] eecy;

% Inverse kinematics
c2t = (xt{f)"2+yt(1)"2-L172-12°2)/(2sL1+12); 82t = sqrt(1-c
thit(1) = atan2(yt({),xt(1))-atan2(L2¢s2t L1+L2¢c21);
th2t(i) = atan2(s2t,¢2t);

end



Case 2. Straight-line interpolation

A= [1,0,0,0;
0,1,0,0; -
§,00,01°2,81°3;
0,1,2evf ,3+2£72];

for i=1:length(t)
W4 Tagk-space trajectory
xti) = [1,5(1),0(1)°2,8(1) 3] stcx;
ye(4) = (yr=y0)/(xt=-x0)»(xt{1)=xs)+y1;

(4 Inverse kinematics
c2s = (xt(f)"24yt(1)"2-L172-12°2) /(2:L1+L2); 82t = sqrt(1-(
thit(1) = atan2(yt(1),xt(1))-atan2(L2¢s2t L1+L2¢c2t);
th2t(1) = atan2(s2t, ¢2t);

end

What is the second case? So, where the straight-line interpolation. So, the straight-line
interpolation was only 1 modification we can expect. So, what modification? So, instead of this,
so, we would be having derived from the x. So, you can make only x so, then we can make ity.

So, based on x so, which is what we have done in a straight-line interpolation if you recall.

So, if once you know this so, you can see like the x of t is derived based on the x of t the y of t is
coming. So, in that sense y dot and all will not come explicitly here. So, now in that sense, this is

the inverse kinematics the standard and we have the same plotting function we will be using it.
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xdotl = 0.5; ydotl® = 0; >
xdotf = 0; ydotf = 0.5; 1
tf = 10; ) trajectory duration
t =0:0.1:ef; ¥ time zpan
Ul=1512=1
A= [1,0,0,0;
0,1,0,0;
) ¥ 3 % & adr P8 @ ek
0,1,2%tf,3*t£%2];
bx = [x0:xdotl;x€;xdotf];
by = [y0;ydot0;yf;ydotf];
tex = inv(A) *bx;
tey = inv(A) *by;

$% Initial and final end-effector positions

%% Initial and final end-effector velocities
xdot0 = 0;

xdotf = 0;

tf = 10; trajectory duratlor
t = 0:0.1:ef; V time spar
LL=112=1

A=11,0,0,0;

0,1,0,0:

1,LE,t£72,0673;
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16~ by = [x0:xdot0;xf;xdotf]; =
17 tcx = inv(A) *bx;

13 for i=1:length(t)

19 t% Task-space trajectory
20 xt(1) = [1,t(i),t(i)"2,t{3) 3] tex:
21 yt#i) = (yE-y0)/ (xf-x0)* (xt {1)-xf)+yf;
22 3% Inverse kinematics
23 c2t = (xt{i)*24yt(i)”2-L172-L272)/ (2*L1*L2); = gqrt
24 thit{i) = atan2(yt(i},xt{i))-atan2 (L2*s2t,L K
25 th2t{i) = atan2(s2t,c2t);
26 end
27

: figure
9 for i=1:length(t)
l.
o b A Ay )
16 bx ¥ [x0;xdot0;xf;xdotf); =
17 tex = inv(A) *bx;
18- for 1=1:length(t)
1% t% Task-space trajectory
20 RE(L) = [1,t(i),t(i)"2,6(3) 3] *tex:
Z1 yr(i) = (yE-y0)/ (xf-x0) * (xt (1) -xf)+yf;
22 3% Inverse kinematics
23 c2t = (XB{i) 24yt (i)*2-L172-L272)/ (2*L1*L2); ¢ sqre |
24 thit (i) = atanZ(yt(i),xt(i))-atan2 (L2*s2t,Ll] Y2
25 th2t{i) = atan2(s2t,c2t);
26 end
27

figure

for i=1:length(t)
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16 bx = [XC‘,‘KdO'L"“"'a]E Wi

17 tex = inv(A)

13- for i=1:leng 14

18 t% Task-sp, |
20 L) = [} o !
21 yei) =y

22 3% Inverse -

23 c2t = (xt{ |

24 thit{i) = | >

25 th2t (i) = | e
26 end L]
27

4 figure

g) for i=1:length(t)

ETECTEC
FESI SRR WS T SR REARRN M in iy e i jedhy Weehe oy

16 bx = [xo;xdovllldualc W3

R
17 tex = inv(A)
18- for i=l:leng s e
19 t% Task-sp, | o
20 $L() = [ o
z1 yeii) =ty
22 3% Inverse £l
23 c2t = (xt{ |
24 thit{i} = | S
25 th2e{i) = | T
26 end Apan]
27

3 figure
@ for i=1:length(t)
|.

.I TR
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16 bx = [x0;xdo/tedeRAE L0 E:
17 tex = 1nv(A)

13 for i=l:leng|

19 t% Task-sp s

20 xt(i) = [1 '

21 yr(i) = (y v |
22 3% Inverse

23 c2t = (xt{

24 thit{i) =|

25 th2t{i} = | :

2¢ end ;

21

,}:i) figure

for i=1:length(t)
So, the task space trajectory 2 you can look at it. So, this is what the given condition. So, the
same condition we have taken and the x dot and y dot like x dot initial and final only we are
taking for the trajectory generation. So, then we are deriving the y of t or y. So, based on the x

So, that is what you can see explicitly. So, then we are moving to the same thing. So, now, you

can look at the profile which is going to be very smooth because the y would be given.

(Refer Slide Time: 20:49)

: TS TR
W 3 = Anr 13 Y s
£ %% Initial and final end-effector velocities
1 gdotl = 0,5;
;| xdotf = 0;
5 tf = 10;
14 t = 0:0.1:t8;
11 Ll =1; L2 = 1;
2 R=1[10,0,0;
13 0,1,0,0;
14 1,tE, 0822, t8%3;
15 0,1,2*tf,3*LE2];
h) bx = [x0;xdot0;xf;xdotf];
2 tex = inv(A) *bx;
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x0 = 1; ylj =UddeQAE NG

xf =-1; yf

%% Initial al 1 ies
gdotd = 0.5; . . ’

xdotf = 0; =) ;
tf =10 V¢t ’

i
t = 0:0.1:0ff @
Ll =1; 12 = '
A = [1,0,0,0 u
0,1,0,0l S
1, tf, tf wreETey Aput|

0,1,2¢tf,3*LE72];
bx = [x0;xdot0;xf;xdotf];
tex = inv(A) *bx;

x0 = 1; y0 =Jdde B IEWT

xf =-1; yf | —

%% Initial al 1 ies

xdotd = 0,5;] | S

xdotf = 0; 1

tf =10; V¢

t = 0:0,1:tf “

Ll = 1; L2 = |

A=[1,0,0,0 o
0,1,0,0 P
1, tf, tiserener Gan]
0,1,2%t£,3*t£"2];

bx = [x0ixdot0;xf;xdotf];

tex = inv(A) *bx;

¥ fvmie]
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X0 = 1; 'y0 ={J24% : /—

xf = -1; yf

%% Initial al gi 7 ies
xdotd = 0.5;| = o S \
xdotf = 0; TR 7

tf = 10; | ¢ 40

t = 0:0.1:tf

Ll =1; 12 =

A= [1,0,0,0

0,1,0,0f * "

1, L, ti ey
0,1,2%t£,3*tE"2];
bx = [x0;xdot0;xf;xdotf];

tex = inv(A) *bx;

So, now, you can feel it. So, now, even if | give some nonzero initial velocities. So, for example,

I am just taking it this is 0.5. So, now, the profile would be you can say goes like that however,

you can see the y is not coming. So, that is what you can feel it. So, it is going across the line and

goes because you do not have any you can say case. Because we assume that this is followed on

the same line.

(Refer Slide Time: 21:19)

x0=1; y0 = 1;

xf = -1; yf = 1.5

%% Initial and final end-effector velocities
xdotd = -0.,5;

xdotf = 0;

tf = 10;

t = 0:0,1:t8;
Ll =1; 12 = 1;
A=110,0,0;

0,1,0,0;
I A P o il 3B d ek
0,1,2*tE,3*LE2];

bx = [x0;xdot0;xf;xdotf];

tex = inv(A) *bx;
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WS Al ooy 0
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=

X0 = 1; y0 =SddeQdE LD
xf ==1; yf !} ‘
%% Initial al 11 fes
xdotd = 0,5 | :
xdotf = 0} 1
tf =10 4 1
t = 0:0.1:tf “
Ll =1; 12 = !
A= [1,0,0,0 1
0,1,0,0 e —
1, £f, tiS e ten]
0,1,24F,3*tE%2];
bx = [x0ixdot0;xf;xdotf];
tex = inv(A) *bx;

y4min]

ETETIESCE T
[CPY Ve pe— s [e———py =y Y

R e

x0 =1; y0 =00de R JE lcC‘._

xf =-1; yf !
%% Initial al 1 ies
xdotd = -0.5) |
xdotf = 0; _a
tf =10; W ¢ E'
t=0:0.1:tff @
Ll =1; L2 = |
A= {1,0,0,0 u
0,1,0,0 . — ,
) 4 P & SN Lo

0,1,2%tf,3*tE2];
bx = [x0ixdot0;xf;xdotf];
tex = inv(A) *bx;



gdotd = -0.5

For example, if | take minus 5. So, you can feel it that would be come on the same line and go.
So, there is no change in your velocity, only thing this profile is interchanged that is what you
would have felt. So, this is what the; you call straight line interpolation even the straight-line
interpolation you want to do it even little more, then you are to bring the; you can say x dot and y

dot term these terms | do not want to bring it not to make a much much you can say complex.

This is sufficient for you can say run the code. So, even you want to more smoother. So, what we
can do instead of, you can say cubic polynomial for the x even we can use fifth order polynomial
or cycloidal. In that case the yt consequently will come smooth enough. So, that way we can do
it. So, | hope you are clear to this. So, with that, we are ending this particular lecture.

The next lecture | will be showing how to generate a workspace with the MATLAB in that we
will see like how the task space trajectory will be having some you can see difficulty and all. So,
in the sense we will take a simple MATLAB code, single MATLAB code, including workspace
and you can say the task space trajectory and you can say joint space trajectory generation and
we can see the comparison in a simple single short video. So, with that, | am saying thank you

here and see you in next lecture until then, bye, take care.



