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Hello everyone to the 7th lecture. This lecture is not going to be about something new, but

rather we are going to discuss some aspects of GNU Octave. Throughout this course so far

we have used Python as the primary language of programming, but this course is not about

just one particular tool in programming.

While, we have used Python extensively one can achieve the same things using GNU Octave.

GNU Octave is sort of a clone of MATLAB; whatever you would write in MATLAB would

run exactly the same or almost exactly the same in GNU Octave. 
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In this particular case, we have used the environment of Jupyter Lab and used the Kernel

Octave, Jupyter Lab allows you to use multiple Kernels. You can program in Python, you can

program in Octave, you can program in Julia. You can in fact program in MATLAB also

using Jupyter Lab. Jupyter Lab provides you a nice way of writing down documentation as

you progress in the program; things like bullet points, things like equations ok. 
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So, it has latex input for typing out equations, you can export this file to whatever you want

ok. 
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You can export the notebook as PDF, Markdown, LaTeX, HTML, Ascii whatever you want.

So, Jupyter Lab provides you this kind of an environment, where you can embed code, you

can embed text.
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Apart from this, we can program directly in the environment Octave as shown. So, I have

written a small file and this is the GUI for Octave. Octave also has a command line utility a

cli, but we will make use of this GUI. Mind you that whatever we have done so far in Python,

I have also uploaded the same, the corresponding octave file as well on the same website. For

anyone who is interested you can browse through the html which contains the same code

when implemented through Octave.
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All the lectures starting from arrays, matrices, transformation of vectors, transformation of

matrix; then fixed point iterations, finding out the roots, Newton’s basins. All these things

what we have done in Python are also available through Octave.

So, those of you are interested in implementing things in Octave do have a look. This lecture

is going to be a quick breezer for someone who is not aware of things in Octave. I will show

you how to work in this particular GUI, but you could very well make use of Jupyter Lab to

write your codes. This is one example of lecture 3.
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It is how to make a notebook file, you even embedded everything in a single file. But, you

can very well use this GUI, actually the same kind of GUI also exists for Python as well.
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And that GUI is called as Spyder. This particular version is Spyder 4 and it is running a

Python kernel 3.8.3 ok. So, let me show you whatever we have written down in the notebook

file,  it  can  execute  the  same  thing  over  here.  So,  import  numpy  as  np,  import

matplotlib.pyplot as plt x = np.linspace(0,2*np.pi) ,y=np.sin (x) alright plt.plot(x, y).



So, when we press F5 on this, we would have run this entire script ok. So, upon pressing F5

let us see what the GUI of Spyder tells us. So, there is a tab called as Variable explorer and it

shows all the variables that are available to us. So, it says we have 2 variables x and y and

they are of type float64. The size of these things are 50, these are the contents.
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If we double click on it, we can browse through the content.
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 There is another tab called as Help. So, let us press control I in place of this.
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When we press Ctrl I, it will fetch the documentation for that particular function. It is the

same thing as contextual help that we were using in Jupyter Lab alright.



(Refer Slide Time: 06:02)

There is another tab called as Plots and whatever we have plotted shows up in this particular

tab and the last tab is Files. So, in this particular folder C Users Admin and python files, we

have a file called sandbox.py. So, this is the overall structure, this is called as the command

window or I mean in MATLAB it is called as command window. In Python it is called as the

IPython console. So, IPython is like an interactive Python console. So, we can run commands

over here as well.
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So, let us say we want to fetch the shape of x. So, we can simply say print np.shape(x). So, it

says 50 comma 0. So, this window is like you can execute single commands, but if you want

to execute a string of commands you have to make a script.
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Similarly, in Octave; so, let me clear all this. So, clear all is to clear all the variables; clc is to

clear  the command window. So, we have the  command window over  here,  we have the

variable explorer over here. It is the same structure and more or less all the GUIs try to keep



the  same structure.  We  have  the  files  also,  additionally  we  have  a  command  history,  a

documentation, a variable editor.

So, let us do this. So, x equal to similar to the numpy linspace, there is an equivalent in

Octave as well. In fact, there is an equivalent in MATLAB as well. So, linspace(0,2*pi, 50),

let us say we have 50 points, y=sin(x); just for completeness; so, sin (x) plot(x,y) . So, when

we press F5, the script will be executed and we will have the plot ok.
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So, the plot may seem a bit anemic at the moment.  We can increase the font size as by

set(gca, ‘fontsize’, 16). Once we execute this, we see that the font size has increased. So,

whatever we have done in a Jupyter Lab, we can execute it equivalently on a script as well.

Do not think that you have to do everything in Jupyter Lab, Jupyter Lab helps me to organize

whatever I am trying to teach or at least give you a background on. And, whatever codes I am

writing down to supplement that information in a single file; it helps me export an html which

I can upload to my website.

Apart from that actually you can export these scripts also as an html, it takes no extra effort;

there are various functions to do that. So, without further ado let us get into some of the

basics of GNU Octave, some loops, some conditionals. And, hopefully with the help of this

and the uploaded files on the website you will be in a very good position to start making

programs in GNU Octave as well as Python.
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So, clear all clc. So, let us define scalars. So, comments are written using a hash(#) sign. In

fact, they can be written with the percentage(%) sign as well, does not make a difference. So,

Scalar declaration and operations; so, let us say a=1, b = 2, c = -2, d =3.5.

So, then we can define e =a + b; f = c + d; g =c *d; h =a * b/ c and we can print all of them.

So,  in  Python we use  print  commands  directly,  but  in  GNU Octave  or  in  fact,  even  in

MATLAB we must use the fprintf command.

So, the fprintf command if you know a bit of C, it is a printing command which prints to a

file; so, instead of printing to a file. So, typically in C what would you do? You would given

a file id, then you would have whatever you want to print and if you have some literals, that

you want to print some placeholders then you would give something like this. 

(Refer Slide Time: 10:57)



But over here if you omit the file id, it will by default print to the command window ok. So,

fprintf, let us print out “%f \t %f \t %f \t %f \n” and here we will print out e, f, g, h.

So, \t means you give a tab, \n means you go to the new line ok. In fact, let us put a \n over

here as well for good measure. So, once we execute this, we would have all the different

values  printed  as  a  floating  point  number  in  the  command  window.  And,  these  scalar

operations are as shown over here.
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The variables are available in the workspace editor as well. If we go into the Variable Editor

and if you double click on a, it will show a matrix where you can manipulate the variable as



per your liking; I do not suggest you use all these, but if need be you can use it. So, let us go

to the command window ok. So, this is how you can do a manipulation of scalars and you can

print them out.
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Now, let us declare some arrays alright. So, a =linspace(1, 5, 25) and let us say we have 25,

points b equal to ok. So, let me just declare this as of now. So, before doing this we can clear

the variable space. So, it sort of clears all the variables that exist up to that point, let me run

this. So, so far because we have cleared all the variables only a should exist.

So, if I go to the command window and type on a, it will give me all the values of a. So, here

is the thing in GNU Octave and in MATLAB as well, if you omit the semicolon in the end;

you end up printing out that value ok, here is how it looks like. You could alternately choose

to print. So, fprintf (“%f \n”,a). So, this will print out all the elements of a with a new line at

the end of each element, let me execute this. 
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So, this is how all the elements of a can be printed out ok. Apart from this you can simply

write down a over here or you can set this a; this also does the same thing. So, this is how you

can display the elements of a alright. So, with this information, let us do a loop over all the

elements of a.
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So, we know that a contains 25 elements. So, we can do the following for i = 1:25 end; so, it

is a good idea to always match a for and an end. So, in Python you do not need to really end a

for loop, you just remove the indentation and the for loop gets restored.



While, the for loop gets terminated, while in the case of GNU Octave, you have to explicitly

declare that this line is the ending of the for loop. Indentation plays no role in GNU Octave,

this  is  same in MATLAB ok. In the case of Python, you just  remove the indentation to

terminate a loop, it is as simple as that.

So, let us go over here and let us print all the values of a. So, we will do fprintf(“%f \n”, a(i)).

So, in GNU Octave and MATLAB the indexing starts from 1. So, a 1 is 1, a 2 is 1.667 and so

on. While, a 0 if you try to print this out, it will throw an error because subscripts cannot go,

the array subscript cannot go below 1.

 Moreover, the last element is a 25, it is equal to 5. In Python it is equal to n minus 1. So, in

Python it would have been something like this, this would have been the last element alright.

So,  that  is  the small  difference  in  indexing.  So, Python follows C indexing,  while  GNU

Octave and MATLAB follow an indexing which starts from 1.

Each has their own minute and limit, but truly speaking if you have an idea in mind, you

should face no difficulty to implement it in either language; that is the; that is the way your

mind thinks about it. It should be clear what you are doing, it should be clear in an abstract

way about what you really want to achieve. And, then it all becomes a matter of semantics

ok. So, we have written down the code, let me execute the code. So, it prints out all the

elements of a; now we can put a conditional on a.
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So, we can say that only if a > 3 ok, if a >3 we want to print out the elements or say we want

let us let us do that first. So, if a(i) >3, then you do this else you say that value less than 3 and

then we end the if else block as well. 

So, the if else block has to be also explicitly ended with the end command. Unlike, Python

where if else statements are also dependent on indentations, if you indent a code inside an if

statement, you end up sort of embedding those lines inside the conditional. In the case of

MATLAB and GNU Octave it is just declaring explicitly where you want to end the if else

statement ok.

So, let us run this ok. So, value less than 3 ok, we forgot to put a new carriage \n and because

of not putting a new line, it is printing everything in a single line. We need to explicitly say

that you go to the next line, let me run this again. I press F5 ok. So, we get value less than 3,

then the moment it becomes greater than 3; we get values printed out.

So, let us do this, let us print out the values when we satisfy two conditionals and a(i)<4 ok.

So, essentially we are telling if a(i)> 3 and a(i) <4, you print out these values. Let me run this,

excellent. So, it has only printed me values between 3 and 4.
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So, let us make a meaningful statement, Not in 3 comma 4 ok. So, let me run this again, I

forgot the new line character ok. So, this is how you would print out values which lie in 3 to

4. So, in one shot we have covered how to write a loop or at least a for loop and how to do a

conditional ok.

So, let us do a while loop as well, this is something which will be quite useful in various

contexts. So, while loop is something which executes until a certain criterion is reached. So,

let us do this. So, i = 1. So, while i < 50 end so, again you have to explicitly end a while loop.

In the case of Python you do not need to do that, you just need to remove the indentation to

end the loop.

So,  we will  do print  not  print  fprintf  (“%d \n,i)  and let  us update  i  =  2*i+4; just  as  an

example. So, then what do we expect? As i grows there will be a certain point in the loop

where i will exceed the value of 50 and once it does that, this loop should terminate. 
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So, let me run F5. So, i is 1 16 1 6 16 36, the next value would have been larger than 50 and

hence the loop terminates. So, inside a while loop we can also put various conditionals; this is

particularly useful if you want to run error loops.

So, you want to check for errors in your iterations for example, you will see examples of a

while loop in the html file of Octave uploaded on my website for lecture 4 in which were

dealing with fixed point iterations. So, there you will see that when the error becomes less

than a certain threshold, the loop has to end ok. So, this is particularly useful for all that.

Apart from this we can query the size of a. So, let me go to the command window, I do not

want to write this in the main script because there is something which may not be useful at

this particular moment. So, let me do this. So, we have we already have a, this is a. So, let me

say size (a), it is 1 row and 25 columns. It means ask for length (a), it is 25. 
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So, instead of hard coding this loop, we could have alternately done this for i=1:length(a).

Meaning, I would naturally go from 1 to 25, we do not need to worry about what value we

define over here. I could very well define it to be 50 and the loop would have automatically

adjusted its length to go from 1 to 50. I do not need to hardcode the value of the for loop ok. 

So, this is quite useful in order to execute loops in a very structured fashion. Let us continue

with some more relevant things that you should know about arrays and arrays multiplication,

element wise multiplication in matrices and all these things.
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So, let me create a new file. Let us save this and let me call it matrix manipulations alright.
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So, suppose you create a random array A of size 3 x 3 and you create a random vector b of

size 3 x 1, let me run this. So, let us see what A and b are alright. So, now, we can perform c

=A *b. So, essentially this is a multiplication of a matrix with an array.

So, the first element of c will be this row multiplying this column. So, this multiplied by this

plus this multiplied by this plus this multiplied by this, that will be the first element of c. The

second element of c will be this row rather this row multiplying this column and so on. So, let

me run this, let me see what c is as well. So, c is valid ok. 
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But, if I were to make another random array C=rand(3,3) and if I wanted to multiply each

element of A with each element of b; meaning I do not really want a matrix multiplication in

the classical sense. But, I want each element to multiply with the corresponding element of C.

Let me show you what exactly I mean. So, let me print out A and C. So, suppose I write

E=A .* C versus F =A *C. So, E would contain the first element of E would be; so, (1,1)

would be this multiplied by this that is it. Then the second, the first row second column of E

would be this multiplied by this, then the first row third column will be this multiplied by this

and so on.

But, F which is A times C is going to do the entire matrix multiplication. So, the first element

of F, now the first row first column will be this multiplied by this. Then the first row second

column will be this multiplied by this and so on.

So, this is how you can achieve element wise operations. This particularly important because,

you do not want to end up doing a bunch of incorrect calculations; because you thought that it

would  do  element  wise  multiplication,  but  instead  it  did  matrix  multiplication.  In  fact,

element wise operation of A and b would be forbidden.

So, A .* b; what is A .* b? Well, it does do something, but ideally you want to avoid all these

because b and A are not of the same size, b *A would be forbidden because the yeah. So, it is

non conformant arguments,  because the size of b. So, the size( b) is 3x1 and you cannot

multiply 3x1 array with a 3x3 matrix.

You can multiply a 3x3 matrix with a 3x1 vector that is perfectly fine alright. So, this is how

you  would  go  around  doing  it  and  all  the  same  rules  apply  for  division  and  typically

operations such as exponentiation, they are broadcast over all the elements.
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So, let me say A =linspace, let me call c=linspace(-2, 2), then d =exp (c). So, all the elements

of c are exponentiated and it is assigned to d ok, we can plot(c,d). Let me run this ok. There

you go this is the plot of exponential of x ok. 

So, now let  me wrap up this particular lecture with a quick demonstration of fixed point

iterations. I mean all the codes are available on the website as such you can have a look over

there.  We have  discussed  in  detail  about  what  we  are  trying  to  achieve  in  Python,  but

remember you can apply the same logic in Octave as well. 
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So, what do we have? We have suppose we want to we want to solve exp (x)- 3*x^2 =0; this

is the equation that we want to solve. So, let me Cast it in the form x=exp (x/2) /square root

of 3. So, you want to cast it in this form.

So, let us say x_guess or x0=2.5 or 2.4 for i=1:Niter. So, Niter would be equal to say 25, let

us end the for loop. Then over here we will do x=exp (x0/2) / square root of 3.

In fact, we can just do x0 over here, it makes no difference. Then we can print a fprintf x0.

Let us in fact, print the iteration number and the value of x0 as it is updated from the initial

value of 2.4 ok. So, let us see what this output gives us ok. 
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So, the first after the first iteration we have this and slowly we converse towards this root ok.

So, this is how you would achieve fixed point iterations, if we were to implement this as a

while  loop.  So,  we  will  do  error  =1,  err_threshold=1e-5  and  we  will  say  while

error>err_threshold and count<Nitermax.

So, like we have discussed in the Python lecture that while loop can run infinitely long. So,

we want to terminate the while loop if we have reached a certain number of thresholds, if you

are never going to reach the threshold; the loop will keep on going infinitely long. So, you

say that I have done the calculation so many times, that is Nitermax, after that I do not want

to calculate this anymore. I will say iterations are failed, end of story.



So, we will say Nitermax = 100, count = 1 ok, we will end the loop; then we will put in

whatever we want to do. So, we will do x = exp  (x0/2) /square root of 3. We will define x0

again because, we are doing a different method over here.

So, this updates the value of x, let us find out error; relative error will be absolute 1 – x0/x or

it can be x /x0, it depends on how you define the relative error. So, this is the value of error,

then we will  update the value of x0.  Then, so this  is  Finding out  the new value,  this  is

updating the value of x0 after calculating the error ok.

We will increment count alright. So, let us print out as well print again it is just switching

between different programming languages, sometimes its gets you get used to some language

ok. So, % d, we will also require %f for the error and %f for the root. So, we will print count,

actually this has to be afterwards ok. So, we will print count, then we will be we will print the

error, then we will print x0 ok.
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So, let us run this ok. So, let me comment out this part, we do not need this. So, I just select a

bunch of lines and press the shortcut ctrl+r, that comments everything ok. So, let me run only

this part. So, these are the iteration numbers. So, after 17 iterations, we have reached the

threshold of 10^(-5). The relative error is less than 10^(-5) after 17 iterations 



In fact, if we make this 10^(-8), it took 26 iterations ok. Let me improve the number of digits

in printing. So, 3.16f means 3 digits on the left of the decimal, 16 digits on the right of the

decimal. 
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So, let me execute this ok. So, this gives a better picture, you see that the error is really small.

Let us see what happens when we push it further, it took 38 iterations to reach a relative error

10^(-12) ok.

So, we could have defined this as a function as well ok. So, we had done this in Python

already. So, ideally let me cut this, you just want f fx(x0) ok, but what is fx(f0)?
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So, for this we have to create a new file. In this new file we will create the function, function

return value will be y=fx and the input will be x. So, fx is the name of the function, input is x,

the output is y and we have to return this. So, y is this. We do not have to explicitly mention

return y because, the return argument is already mentioned in the function itself.

So, function if fx and y is the return variable; remember that x or y and whatever we are

defining in this particular file is strictly local to this file. It does not have a global sense, it

does not have a global scope. So, these are created locally and terminated once y has been

returned to the main file. So, the function file has to be named exactly equal to this function

name. So, we have to create a file fx.
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So, let me do this, let fx(1). So, it passes 1 to this function, it evaluates the function and

returns me value of y. If I had multiple outputs, if I had multiple outputs; I would simply do

this. So, this is how multiple outputs can be obtained.

So, if I let me save this file. So, if I make m = fx(1). So, m will actually; so, I need to yeah.

So, I have to supply this a, b, c. So, now a is this, b is this, c is this. So, these are the 3 return

values that fx has return to me ok. I must appropriately in the main wherever I am going to

use this function, I must have these 3 variables waiting for accepting the output of fx.

So, let me remove this, we do not need this from now; we just need a single scalar output of

this function. So, I am going to remove this, I am going to go to this. So, I am going to run

this again, we get the same output. So, this is how you can abstract your tasks to a different

file, you can make a function, you can create a different file. In Python you could make the

whole thing in a single script that is more convenient.

But, sometimes it is more efficient to keep files separately and you would see this in bunch of

programs you keep separate files separately and then you compile everything in one go. So,

we  have  done  this  apart  from doing  fixed  point  iterations,  there  are  a  bunch  of  inbuilt

functions as well. The most common function to solve is called as fsolve.
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So, if you are ever confused. So, we will just go to help fsolve. 
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It will give you what all you have to do ok. 
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So, fsolve is a non-linear solver, it takes as an input the function and the initial guess and the

output can be X, FVAL, INFO, OUTPUT. So, let us just take one output. So, if there are

multiple outputs coming in and if you only define one variable call.

So, if I do X= fsolve, it will X will only store this first value, if I give X ,y =fsolve then y will

contain FVAL, where FVAL its defined; the documentation is a bit wonky anyway. So, we

all we care about is X at this moment.
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So, x equal to fsolve, now in Python we had to give the function handle, the same thing we

have to do over here. So, passing a function handle is done with the help of the at the rate(@)

sign. So now, if we do this and give an initial guess; so 2.4, let us see what happens.

Let me execute this, let me press F5 ok. So, x is so, this is not the function that we want, we

actually have to give the actual function that we are trying to solve for; that is this function,

this function ok.
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So, let  me replace this  alright.  So,  this  has to  be 3 *x.^2.  So, I  am giving x.^2 with an

impending hope, that in case I pass an array of x to this function; it should be able to do the

proper array raising to the power 2.

So, what I mean is had I not written this, if I just do fx of 1, it will give me the correct

answer, no problem. But, if I define x=linspace(0,5) and y=fx(x), it would throw an error.

Because, I am passing an array into the function and that array is to be squared, each element

of array has to be squared.

But over here I am I have not written it in that way, this raised 2 means it is a matrix squaring

process and you cannot square a vector; you can square a matrix, but you cannot. So, you can

square a square matrix, you cannot square any other matrix. So, this has to be an element

wise raise  to 2.  Now, once we save this,  once I  call  this  again;  now it  can give me the

function ok. 
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So, that is why with the impending notion that you can pass arrays to this function, you need

to appropriately put the element wise operator in this. So now, over here I have passed the

function handle, I have given an initial guess. Let me display x as well; once I press F5 it

gives me 0.91.
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Let me give a different guess value, it gives us the other root. Let me give a different guess

value, it gives us the third root, excellent. So, this is how you can quickly get things done

with the help of GNU Octave.

I hope I have given you a very quick intro to some of the functions; I will link some more

videos that I have done as a part of my SWAYAM course. And, it will help you get started in

case you are coming at it from a fluid mechanics view point. I had done all this related to



fluid mechanics. So, with this I am closing this lecture over here. We are done with week 1; I

will see you again next time with stuff on non-linear dynamics.

Its goodbye from me, have a good day. Bye.


