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Welcome to this lecture on Digital Communication using GNU Radio. Today, we’ll take a 

slight detour from our regular material to explore the Python programming language. While 

this lecture is optional, it's highly recommended as it will provide you with valuable 

insights into Python, especially in the context of extending GNU Radio's functionalities. 
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As we've mentioned before, GNU Radio extensively utilizes Python. By learning Python, 

you can enhance GNU Radio's capabilities or implement functionalities that might not be 

easily achievable with the built-in blocks. For instance, certain processing tasks can be 



more efficiently executed through custom code rather than relying solely on predefined 

blocks. In this session, we'll offer a brief introduction to Python, focusing specifically on 

writing extensions for GNU Radio. While this is not a mandatory part of the course, I 

strongly encourage you to follow along. Additionally, I'll provide some references at the 

end that will help you expand your Python knowledge. 

If you’re interested in following along with today’s lecture but don’t have Python installed 

or prefer not to install it, you can use Google Colaboratory. Simply search for Google 

Colab, and you'll have access to a Jupyter notebook environment where you can write and 

execute Python code. This platform supports most features necessary for a Python-based 

scientific computing experience. 
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For those who prefer a full-fledged Python installation, I recommend downloading the 

Anaconda distribution. Anaconda comes packed with numerous packages that are 

extremely useful for Python development. In fact, the RadioConda installer for GNU 

Radio, which some of you may have used, is based on the Anaconda Python distribution.  
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If you’ve installed GNU Radio on Windows using RadioConda, you’ll already have a 

Python environment set up. To access it, open the command prompt by typing "cmd" in 

the Windows search bar, and navigate to the directory where RadioConda is installed. Once 

there, you'll find a file named "python.exe." By typing `python` and pressing Enter, you'll 

enter the Python prompt, where you can start coding along with today's lecture. This setup 

includes essential libraries like NumPy, which we will use today. 

To illustrate, let’s create a NumPy array as a float and perform some basic operations. 

You'll see that all the NumPy features are readily available. One minor limitation is that 

you might not have autocomplete in this environment, so I suggest importing NumPy as 

`np` to simplify your coding. This way, you won't need to type out "numpy" each time. 

Once you're done, you can exit the Python prompt by typing `Ctrl + Z` followed by 

`Enter`. 

For those using macOS or Linux distributions like Ubuntu or Debian, Python is usually 

pre-installed. You can access it by typing `python3` in your terminal. This command will 



launch Python 3 and provide access to all necessary features. For a more user-friendly 

experience, especially with features like autocomplete, I recommend using `ipython3` if 

it’s installed. This enhanced interface allows you to autocomplete commands and easily 

browse your command history, making your coding experience more efficient. However, 

if you prefer the regular Python prompt, that's perfectly fine. In this lecture, I'll be using 

the IPython prompt, but rest assured, the code will be identical whether you use Python or 

IPython. Let's dive into the code and explore the power of Python in the context of GNU 

Radio! 

The only difference between using `ipython3` and regular Python is that `ipython3` offers 

enhanced syntax highlighting and autocompletion. Now, let's explore some features of the 

Python programming language that will be particularly useful when working with GNU 

Radio. 
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Before we dive in, it's important to understand that the interface we're using to type 

commands is known as a REPL, which stands for "Read, Eval (or Evaluate), Print, Loop." 



The REPL reads a command, evaluates it, prints the result on the screen, and then loops 

back to read the next command. REPLs are incredibly convenient for quickly testing small 

snippets of code to ensure they work before integrating them into a larger program. 

In this lecture, we’ll focus on REPL-based evaluations in Python to demonstrate some of 

the language’s basic features. Let's start with comments in Python, which are indicated by 

a hash symbol (`#`). Anything following a hash on a line is ignored by the interpreter, 

making it a useful tool for adding explanations or notes within your code. 

Now, let's use Python as a simple calculator. For instance, typing `2 * 3` returns `6`, and 

`3 * 8` returns `24`. These are basic multiplication operations. Similarly, `4 + 3` yields `7`. 

All of these are integer operations. But what happens if we introduce a decimal? For 

example, `2.2 + 5` results in a decimal value. 

It's important to note that decimals in Python (and consequently in GNU Radio, since it's 

built on Python) use the `float` data type. This can lead to some unexpected results, such 

as when adding `0.1 + 0.2`. Instead of returning exactly `0.3`, Python might output 

`0.30000000000000004`. This is a well-known issue with floating-point arithmetic, where 

precision is sometimes lost due to the way numbers are represented in memory. 

If you try to compare the result of `0.1 + 0.2` with `0.3` using the `==` operator, Python 

will return `False`. This occurs because floating-point addition often fails to capture the 

exact precision, leading to minor discrepancies. While this behavior might not always 

cause problems, such as when `0.4 + 0.1 == 0.5` returns `True`, it's something you should 

be cautious about when working with floating points. 

So far, we've discussed two basic data types: integers and floats. Now, let's introduce 

another fundamental data type: strings. For example, if you type `"hello"`, Python outputs 

`'hello'`. In Python, strings can be enclosed in either single or double quotes. 

In the `ipython` interface, you'll notice that when you input an expression, the result is 

printed with an "Out" label. This feature is specific to `ipython`; in regular Python, the 

evaluated value is simply printed below the expression without any additional labels. 



Next, let's talk about variables. If you assign `x = 30` and `y = 40`, then multiply them by 

typing `x * y`, Python calculates the product and outputs `1200`. This is an assignment 

operation, where `x = 30` stores the value `30` in the variable `x`, and `y = 40` stores `40` 

in `y`. The expression `x * y` is then evaluated as `30 * 40`, resulting in `1200`. 
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This operation is an example of integer multiplication. However, if you were to multiply 

by a floating-point number, such as `x * 1.0`, Python automatically converts the result to a 

float. This behavior is particularly relevant when performing division. For instance, `4 / 3` 

returns `1.3333`, which is a floating-point result, as expected for the division of two 

integers. 

Interestingly, even `4 / 2` returns `2.0`, indicating that Python treats division results as 

floating-point numbers by default. If you specifically want integer division, you can use 

the double slash operator (`//`). For example, `4 // 2` returns `2`, which is an integer result. 

This distinction is crucial, especially in contexts where integer division is required, such as 

in certain signal processing tasks. 



We've just explored some very basic data types and operations in Python. If you wish to 

dive deeper into functions, modules, or other advanced topics, there are numerous 

resources available. However, for our purposes, particularly in the context of working with 

GNU Radio, we are primarily interested in these fundamental concepts. 
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The next data type we will discuss is the list. Consider the following example: `l = [1, 2, 

'hello']`. This command creates a Python list containing the elements ̀ 1`, ̀ 2`, and ̀ 'hello'`. 

Lists in Python are versatile structures, allowing you to store a collection of items of 

different types. For instance, if you access the list using `l[0]`, Python returns `1`; `l[1]` 

returns `2`; and `l[2]` returns `'hello'`. However, attempting to access `l[3]` will result in 

an "IndexError: list index out of range" because the list only has three elements indexed 

from 0 to 2. 

You can think of lists as dynamic arrays, but with a key distinction: in Python, lists can 

hold elements of any data type, including other lists. This flexibility is one of the reasons 

why lists are so powerful in Python. Additionally, lists come with many useful features, 



you can easily append elements, remove elements, insert elements at specific positions, 

and more. While there are other data structures like sets and dictionaries in Python, we will 

skip over them for now to stay focused on our current discussion. 
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However, when it comes to numerical computations, lists present a significant challenge. 

Let's consider an example where you have two lists: `a1 = [1, 3, 2]` and `a2 = [3, 5, 7]`. 

You might expect that adding these lists together would yield an element-wise sum, such 

as `[1+3, 3+5, 2+7]` resulting in `[4, 8, 9]`. Unfortunately, this is not how Python handles 

list addition. Instead, `a1 + a2` simply concatenates the two lists, producing `[1, 3, 2, 3, 5, 

7]`. 

This behavior stems from the fact that Python lists are generic containers, designed to hold 

multiple objects of different types. Consequently, when using the `+` operator, Python 

defaults to concatenation rather than element-wise arithmetic. Furthermore, performing 

arithmetic operations with lists is not recommended because it can be inefficient and slow.  

If you truly need to perform element-wise addition, Python provides a workaround using 



list comprehensions. For example, you could write `[i + j for i, j in zip(a1, a2)]`, which 

would correctly produce `[4, 8, 9]`. However, this method can be cumbersome and 

inefficient for larger datasets, making it impractical for scientific and engineering 

applications, such as those in GNU Radio. 
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To efficiently handle numerical computations, we use a specialized module called 

`numpy`. `numpy` is not included in the default Python distribution, but it is bundled with 

GNU Radio and is an essential tool for numerical computing. Let's take a quick look at 

how to use `numpy`. 

To start, you need to import the `numpy` module by typing `import numpy`. In Python, 

the `import` command allows you to access features of libraries or modules that are not 

available by default. Once imported, you can access ̀ numpy`'s functionalities by prefixing 

them with `numpy.`. For instance, to use the ̀ sin` function from `numpy`, you would type 

`numpy.sin()`. 

Python is designed with careful attention to namespaces, which prevents conflicts between 



similarly named functions from different modules. For example, Python has a built-in 

`math` module that also contains a ̀ sin` function. The key difference is that ̀ numpy.sin()` 

operates on arrays, while `math.sin()` only works with individual numbers. To avoid 

confusion, Python requires you to specify the module name when calling a function, 

ensuring you get the correct version. 
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However, constantly typing `numpy.` can be tedious, so a common practice is to import 

`numpy` with an alias, such as `import numpy as np`. This allows you to use `np.` as a 

shorthand when calling `numpy` functions, making your code more concise and readable. 

Now, let's create some `numpy` arrays. If you define `a1 = np.array([1, 3, 2])` and `a2 = 

np.array([-3, 2, -2.2])`, you’ll notice that ̀ a1` is a `numpy` array with integers, while ̀ a2` 

is a `numpy` array with floating-point numbers. A subtle difference from Python lists is 

that `numpy` arrays are designed to hold elements of the same data type. For example, the 

data type of `a1` is `int64`, while the data type of `a2` is `float64`. Despite these 

differences, `numpy` allows you to perform arithmetic operations between arrays, 



automatically promoting the integer array to a floating-point array when necessary. 

This consistency in data types and the ability to efficiently perform arithmetic operations 

on large datasets make `numpy` an indispensable tool for scientists and engineers working 

with GNU Radio. By leveraging `numpy`, you can perform complex numerical 

computations with ease and accuracy. 

Let's start by performing a simple addition operation. When you add `a1` and `a2`, the 

result is exactly as expected. The element-wise addition proceeds as follows: 1 adds to -3, 

3 adds to 2, and 2 adds to -2.2. This yields the results 1 - 3 = -2, 3 + 2 = 5, and 2 - 2.2 = -

0.2. This is precisely the outcome we anticipate. Similarly, if you multiply `a1` by `a2`, 

you get element-wise multiplication: 1 times -3, 3 times 2, and 2 times -2.2. This 

demonstrates how convenient and efficient numpy arrays are for numerical computations, 

particularly when used as components within GNU Radio. 

(Refer Slide Time: 20:17) 

 

Numpy also provides several convenient functions that we should explore. For instance, if 

you want to generate random numbers, you can use `np.random`, a sub-module within 



numpy. A sub-module is simply a module within another module. To generate 10 Gaussian 

random variables, you can use `np.random.randn(10, 1)`.  
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This command generates a two-dimensional array with 10 random Gaussian values. If you 

only need a single array, you can use `np.random.randn(10)`, which will yield a one-

dimensional array. Alternatively, if you want to generate random integers, you can use 

`np.random.randint(0, 10, size=10)`. This command produces 10 random integers 

between 0 and 9 (note that 10 is not included). 

But what if you want to define a specific sequence or waveform? In numpy, you can 

achieve this using two approaches: ̀ linspace` and ̀ arange`. Let’s say you want to generate 

a sine wave. You can use `np.linspace` to create a set of numbers. For example, if you set 

`T = np.linspace(0, 10, 10)`, `T` will contain 10 equally spaced numbers between 0 and 

10, inclusive. These numbers would be 0, 1/9, 2/9, 3/9, ..., up to 9/9, effectively dividing 

the interval into 10 equal parts. 
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If you prefer integer spacing, you can adjust the range accordingly. For instance, if you set 

`T = np.linspace(0, 9, 10)`, the result will be integers spaced evenly between 0 and 9. 

However, in practice, it’s more common to use a higher number of divisions, as finer 

granularity is often desired for numerical analysis. 
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Alternatively, you can use the `arange` function, which offers additional flexibility. For 

example, `T = np.arange(10)` generates numbers from 0 through 9. If you specify a 

starting point and an endpoint, such as `T = np.arange(2, 10)`, you get numbers from 2 

through 9. Always remember that the last number is not included in the range. You can 

further refine this by adding a step size. For example, `T = np.arange(2, 10, 0.1)` gives 

you numbers starting from 2 up to (but not including) 10, with each successive number 

increasing by 0.1. This approach is similar to MATLAB or Octave’s colon operator (e.g., 

`2:0.1:10`), with the distinction that `np.arange` stops just before reaching the final value. 

Now, let’s do something practical with these tools by generating a simple waveform. We’ll 

define ̀ T` using `np.arange` from 0 to π with a step size of 0.01: `T = np.arange(0, np.pi, 



0.01)`. This creates an array of values from 0 to π with increments of 0.01. 

Next, let’s perform a trapezoidal integration of the sine function over this range. We can 

use `np.trapz` to achieve this. Specifically, `np.trapz(np.sin(T), T)` will numerically 

integrate `sin(T)` from 0 to π.  
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Before executing this, it's worth recalling that the exact integral of `sin(T)` from 0 to π is 

2. When you run the code, you’ll notice that the result is approximately 1.999982, which 

is very close to 2. If you desire greater accuracy, you can reduce the step size, although this 

will increase computation time. However, doing so will yield a result even closer to the 

theoretical value of 2. 

Similarly, if you wish to integrate the cosine function, you should recall that cos(x) 

oscillates from its maximum at 0 to its minimum at π, and the integral of cos(x) from 0 to 

π should indeed sum to zero. When you perform this integration, you get a result very close 

to 0.0005, which is consistent with the expected outcome. 



Numpy offers several convenient functions to simplify your work. One particularly useful 

function is `np.sinc`. If you type a question mark after `np.sinc`, it will provide you with 

quick documentation. The `sinc` function computes 𝑠𝑠𝑠𝑠𝑠𝑠(π𝑥𝑥)
π𝑥𝑥

. For example, using 

`np.sinc(T)` will generate a sequence of values representing the sinc function, starting 

from 0. I am deliberately not covering plotting in this explanation; plotting can be done 

with the `matplotlib` library, which you can explore further on your own. For now, we can 

integrate these functionalities within GNU Radio and utilize plotting and other features as 

needed. 
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Lastly, if you want to deepen your understanding of numpy, the numpy website is a 

valuable resource. By visiting the numpy website and navigating to the documentation 

section, you’ll find extensive user guides and an API reference. This documentation 

provides detailed information about all the features we've discussed, including advanced 

topics like the discrete Fourier transform (FFT) and other functionalities. While proficiency 

in numpy is not mandatory, it significantly enhances your ability to use GNU Radio 

effectively, especially in scenarios where Python’s capabilities are advantageous. For a 



broader understanding of Python, you might also consider exploring general Python 

tutorials. 

The Python tutorial is accessible on the Python website. Simply navigate to the 

documentation section and select the tutorial. Carefully working through this tutorial will 

be extremely beneficial and educational. Although it's not mandatory, it will certainly make 

your life much easier if you need to implement certain functionalities of GNU Radio using 

Python. 

Now, let's explore how to integrate Python within GNU Radio. There are several 

approaches to achieve this. One method is to use the available Python blocks. To find these, 

press `Ctrl+F` or `Command+F` and search for "Python." You will come across three 

options: Python block, Python module, and Python snippet. For our purposes, we will focus 

on the Python block and Python module. The Python snippet, which allows modification 

of existing blocks, is not part of our current discussion. 

(Refer Slide Time: 29:53) 

 

Before diving into Python blocks and modules, let's revisit the `import` function. Again, 



press `Ctrl+F` or `Command+F` and type "import." By double-clicking on the import 

option, you can utilize it to bring in libraries. Instead of just `import numpy`, we can use 

`import numpy as np` for convenience. This allows us to leverage numpy's functionalities 

more efficiently. 

Let's now visualize this by creating a vector source. Press `Ctrl+F` or `Command+F` and 

type "vector" to find and select the vector source. Next, find and add a throttle by pressing 

`Ctrl+F` or `Command+F` and typing "throttle." Set the throttle to float for ease of use. 

Similarly, add a time sync by searching for "time sync," and also set this to float. Finally, 

add a grid and enable auto-scaling. Connect all these components together to complete the 

setup. 

Let's proceed by creating a vector source that generates a sync signal. Double-click on the 

vector source block and enter `np.sync` as the function. For the input, specify a variable 

named `t`. If you click "OK," you may encounter an error. To identify the issue, double-

click on the error message, which will indicate that `t` is not defined. 
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Remember, GNU Radio Companion generates Python code where `np.sync` is used with 

`t`, but `t` has not been defined yet. Instead of manually editing the Python code, it's more 

convenient to handle this directly within GNU Radio Companion by using a variable block. 

Press `Ctrl+F` or `Command+F` and type "variable" to find and insert a variable block. 

Double-click on this block to configure it. Name the variable `t` and set its value using 

`np.arange(-10, 10, 0.01)`. This will generate a range of values from -10 to 10 with a step 

size of 0.01. 

(Refer Slide Time: 30:58) 

 

Now, execute the flow graph. Save and run it, and you will see the sync signal varying. 

The variation occurs because the width of the time sync and the sync signal are not the 

same. To correct this, ensure that the time sync block is configured to display the sync 

signal fully. Double-click on the time sync block and adjust its settings. 

Python has a function called `len` that returns the length of a variable. Since the length of 

the sync signal should match the length of `t`, use `len(t)` to set the number of points for 

the sync signal. This adjustment will ensure that the sync signal aligns correctly with the 



time sync, as both will now have the same length. 

As you can see, this setup greatly simplifies the process. Now, let’s discuss the Python 

module. If you need to write a custom function to modify a specific aspect of your flow 

graph, the Python module becomes extremely valuable.  

To start, add a Python module block to your flow graph. Double-click on the Python 

module block to open its properties. You can rename the module to something more 

convenient, such as "my_module." By selecting "Open in Editor," you can open the module 

in any preferred code editor like Visual Studio Code or Spyder, which will provide syntax 

highlighting and writing assistance. 
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In the editor, you can define your variable `t` as follows: import numpy as np and then set 

`t` with `np.arange(-10, 10, 0.01)`. You can write any additional functions or variables 

here, and these will be accessible within your flow graph. This is particularly useful for 

writing multi-line code or performing complex computations without cluttering the flow 

graph itself. 



Once you have made your edits, save and close the editor, then click "OK." Since you’ve 

moved the definition of `t` into the module, you can now remove the `t` variable and the 

`import numpy as np` from the main flow graph. To ensure everything works, re-add the 

import statement for the sync function if necessary. Replace the previous `import` and `t` 

references with `my_module.t` where applicable. 
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If you find it cumbersome to keep typing `my_module.t`, you can simplify things by 

modifying your module. For instance, you can create a new variable `tlen`, which 

represents the length of `t`. Update your code to reflect this change: replace occurrences of 

`t` with `tlen` where necessary, then save and exit. Now, you can use `my_module.tlen` 

in place of repeatedly typing ̀ my_module.t`. When you execute your flow graph, it should 

work as expected.  

If you adjust the range of `t` to go from, say, -5 to 5, you will see a shorter sync with fewer 

cycles. This demonstrates how you can use module features to streamline your code and 

integrate it effectively into your flow graph. 



This overview provides a brief introduction to using Python with GNU Radio. While this 

is a quick snapshot, Python is a versatile programming language with extensive capabilities 

that extend beyond the scope of this course. Although learning Python is not mandatory 

for using GNU Radio, acquiring this knowledge can significantly ease the implementation 

of certain functionalities and enhance your ability to perform advanced tasks. I strongly 

encourage you to learn Python thoroughly, as it will not only aid in mastering GNU Radio 

extensions but also prove beneficial in various other areas. Thank you. 


