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Let me explain couple of approaches for recognizing the language or deciding the language 

Palindrome. So, Palindrome is the class of strings that read the same way from left to right, the 

word level for instance, the word noon, it reads the same way back and forth. The word madam, 

for instance. So, these are palindromes.  

However, some other word like  friend is not a palindrome. Local is not a palindrome. So, how 

would we check if a given string is a palindrome? So, suppose the string was written in the 

input tape, so, maybe I will just write something. So, let us say 1010101. Obviously, this is a 

palindrome. So, what you would do is, suppose there are n symbols, let us say the length of w 

is n. Then what would you do?  

You want to, so, to check that this is a palindrome, what you can do is the following, you will 

read the first symbol, and then go to the last symbol and see whether they are the same. If they 

are not the same, you can immediately reject. If they are the same, now, you can look at the 

second last symbol, and then come to the second symbol from the from the left point and check 

whether they are the same, if they are the same, then you continue.  

If they are not the same, you reject. So, now, you check the third symbol, and the third last 

symbol, and then you keep doing this. So, basically you check first and last, second last and 



the second, third last and the third and so on. If at any point there is a mismatch, you reject, 

otherwise you come to the end, and then you accept. That is what we are doing  

So, we check 𝑤1 which is the first symbol, 𝑤𝑛 which is the last, 𝑤2 is the second symbol, 𝑛 −

1 which is second last and so on. And you accept if  

𝑓𝑜𝑟 𝑎𝑙𝑙  𝑖 ≤
𝑛

2
, 𝑤௜ = 𝑤௡ାଵି௜  

 So, if the string is palindrome these two should be the same, otherwise, you complete and then 

you reject, otherwise you reject.  

Even for one i, 𝑤௜ is not equal to 𝑤௡ାଵି௜ reject and how much time or how much time does it 

take? So, time again it is the number of steps. So, now, let us see what it takes. So, it starts here 

from the leftmost point and then it goes to the rightmost point. So, this 𝑛 − 1 steps then it 

comes back to the second point which is 𝑛 − 2 steps, then it goes to the third last which is 𝑛 −

3 steps and so on.  

So, this takes if you add up all of this, this takes order n squared or this is something that adds 

up to asymptotically n squared. So, the Turing machine to do all this checking takes n squared 

number of steps. This means this procedure takes n squared time. So, now, this is going to be 

how we are going to approach things because we are going to closely measure how much time 

it takes.  
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Now, let us look at another algorithm but we will assume that we have two types, maybe let us 

say 𝑤1, 𝑤2, 𝑤3 et cetera 𝑤𝑛 is there in tape one. So, what we do is we copy this to tape 2 and 

then what we do is that, we scan the tape from left to right on tape 1 and we bring the tape head 

to the right moves in take 2 and we scan the tape right to left on tape 2.  

So, it is like this, so, first we check is 𝑤1 the same as 𝑤𝑛 because the tape 1 head will be 

reading 𝑤1 and tape 2 head will be reading 𝑤𝑛, are these two the same, if they are the same, 

we proceed, if they are not, we reject. And then if they are the same, the left head on tape 1 

reads 𝑤2, while that on tape 2 reads 𝑤௡ିଵ.  

And if that is also the same, then we go to the third symbol from the left on tape 1 and third 

symbol from the right on tape 2, 𝑤3 and 𝑤௡ିଶ and so on. So essentially, we are checking the 

same things. But this approach is faster. Why is that? So, what did we do first, we first needed 



to copy the content of tape 1 to tape 2, there are n symbols this takes n time, so this takes order 

n time. And then we move the head of the tape 2 to the rightmost end that is also order n time.  

Now, we need to scan the input, the tape1 from left to right and tape2 from right to left that 

also takes order n time. So, every step is n time. So, the total time taken is 𝑂(𝑛). So, this 

algorithm it takes order n time or big O of n time whereas the previous one took big O of n 

squared time. But we needed two tapes here. So, this is more efficient, less time taken. But we 

needed two tapes.  

So, we are actually, if you see the two tapes, correspond to using more space. So, there is some 

kind of a time space trade off we are using more space, but ending up using less time. So, 

suppose we have more space available, but we want to do it really quickly this may be better. 

So anyway, this also shows that palindrome is in P because n or n squared both are polynomial 

time.  
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So, now let us see a general result. So, we saw that palindrome takes n time on a two tape 

machine, but n squared time on a single tape machine. Now, let us try to generalize this. So, 

suppose there is a Turing machine or a multitape Turing Machine, multitape deterministic 

Turing machine that runs in time 𝑡(𝑛).  

But now, if you remember, when we studied multitape Turing machine and the equivalence to 

single tape Turing machine we saw that anything that a multitape Turing machine can do, can 

also be done by a single tape Turing machine. What this theorem states is that, the single tape 

Turing machine to decide the same language as a multitape Turing machine, takes time 

𝑂(൫𝑡(𝑛)൯
ଶ

).  

So, if the multitape Turing machine takes 𝑡(𝑛) time the single tape Turing machine takes only 

𝑡(𝑛) squared time, so, it takes more time, but the more time is not unbounded, it is bounded by 

the square of this. And so, for instance, if multitape Turing machine takes n time, which is what 

is happening here, the single tape Turing machine takes no more than n squared time or there 

is a single tape Turing machine that takes no more than n squared time.  

So, let us see why that is the case. So, in fact, the proof is pretty much similar to what we saw 

when we saw that multitape Turing machines and single tape Turing machines are equivalent. 

This was theorem 3.13, which we covered in lecture 29 of our course. So, all that we are doing 

is it is exactly the same proof but there our goal was to just say that anything multitape Turing 

machine can do, single tape machine can also do.  

But now that we are bothered about how many steps it takes, or the time it takes, we will have 

to analyze the steps it takes. So, let k be the number of tapes that the multitape Turing machine 

has. Now we want to simulate it in a single tape Turing machine. So, the you may recall this 

but nevertheless I will just briefly explain, basically the k tape contents we included in a single 

tape and we use this hash these delimiters, which we denote by the hash symbol.  

And basically, we are virtually dividing the single tape into k tapes. And then we also have this 

marker for the heads. So, we will have some symbols and every virtual tape will contain one 

place where this marker is there, which indicates where the head is in the multitape machine. 

So, I am not getting into the details because if you if you forget, if you forgot what the full 

proof was, you can refer back to lecture 29. So, where we explain this in detail.  
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So, what the single tape simulation tries to do is to, now go scan the tape from left to right. And 

when it scans the tape from left to it remembers where the head positions are. So, it knows 

where the k or it will try to see where the k head positions are. And then once it knows the k 

head positions, it knows what is the next step that the multitape Turing machine has to take.  

So, now it has to reflect that change in the single tape, which is kind of virtually encoding the 

multiple tapes. So, now, to make the change, it makes another pass from left to right. So, if it 

needs to move the head position one place, if it needs to overwrite all that it will do in that 

second pass. So, basically two passes, one to scan. And then it figures out what is the next step, 

and then one another pass to implement the change.  

And that is the rough algorithm. So, just one more point so, initially, we have the input in tape 

1, followed by the other tapes being blank, which is how it should be and all the tape heads are 

in the left most and the tape heads will move. And the tapes will content will be written on the 

tapes as we go along. So, how much time does this take? So, the algorithm is exactly the same 

as what I had set in when we when we saw chapter 3.  

But now the question is how much time does it take? So, let us see. So, for that, what is the 

biggest time consuming factor here. So, for each step of the multitape Turing machine, the 

single tape Turing machine has to do one pass to read and understand what the head positions 

are, and then another pass to implement the changes. So, two passes.  

But two passes, how long? There are k tapes. However long these k tapes are, how long can 

the tape k tapes have any content? So, if you think about it, these are tapes corresponding to 

the multitape machine. So, if the multitape machine runs in t time, how much can the tape get 

filled up. So, if there is a Turing machine, and this is the multitape machine, let us say.  

So, this tape, let us say every step, it moves one-one step to the right. And then in t steps it can 

take it can fill up to t spots. So, which means each, but cannot do any more than that in t steps 

can only move, it can only move t steps. So, which means each of these, each of these virtual 

tapes can be up to 𝑡(𝑛) long in the worst case, it may not even be that much because if it moves 

left, then it is not going to fill up t, but worst case is, each of these tapes can be t cells long.  

But then we have all these hash symbols and they have k tapes. So, roughly, let us say this 

takes 𝑘 ∗ 𝑡(𝑛) space because of the 𝑘 tapes. So, I am just ignoring the hash because it is not 

really going to contribute a significant amount. So, the tape is 𝑘 ∗ 𝑡(𝑛) long. So, maybe I will 

just write that and to make two passes, it takes 2 ∗ 𝑘 ∗ 𝑡(𝑛)  
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So, that it to make two passes. And all of this is to make just one pass of the single or one step 

of the multitape Turing machine. So, when the multitape machine takes one step, the single 

tape Turing machine has to make 2 ∗ 𝑘 ∗ 𝑡(𝑛) steps. But then how many steps does the 

multitape Turing Machine take?  

So, by the assumption multitape Turing machine runs in time 𝑡(𝑛) by assumption, this is the 

time it takes. To simulate 𝑡(𝑛) steps of the computation of the multitape Turing machine, we 

need to multiply 𝑡(𝑛) with the time it takes to accomplish or execute each step which is 2 ∗ 𝑘 ∗

𝑡(𝑛). So, 𝑡(𝑛) number of steps of the multitape Turing machine and the time it takes to execute 

each step is 2 ∗ 𝑘 ∗ 𝑡(𝑛).  



So, altogether multiplying we get 2 ∗ 𝑘 ∗ ൫𝑡(𝑛)൯
ଶ
. 2 and k are constants, 2 is a constant, k is 

the number of tapes which is also a constant. So, the total running time is 𝑂 ቀ൫𝑡(𝑛)൯
ଶ

ቁ which 

is what we claim here. So, all that says that if the running time of the multitape Turing machine 

is 𝑡(𝑛), then the single tape simulation takes at most ൫𝑡(𝑛)൯
ଶ

 time asymptotically which kind 

of matches what happened in the case of palindrome?  

In a way, it is good to know but it is not like the multitape Turing machine has k tapes, it is not 

൫𝑡(𝑛)൯
௞

 for instance. So, no matter how many tapes it takes, this is still squared, this is not 

bigger exponent. Of course, k features here as a constant in the O notation, but that is absorbed 

by the O notation, but if it featured here it would have been worse, but this dependence is 

something that is slightly less.  
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Anyway, just to remind again, class P is a class of problems whose running time is 𝑛௞ for some 

constant 𝑘 in a deterministic Turing machine and always polynomial running time is considered 

to be more efficient than an exponential running time. Meaning whenever we have a choice 

between 𝑛௞ and 𝑘௡ , 𝑛௞ is much slower growing so, much less time than exponential.  
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So, now, I want to just go through some problems, I will not explain them to great detail, but 

some problems and say how much time it takes for each of them. So, one problem is given a 

graph is it connected. So, the answer is this is polynomial time this is in P you can do BFS or 

DFS. So, do DFS or BFS. So, this is in P. Because given the graph, breadth first search or depth 

first search traversal algorithm is something known and that tells you whether the graph is 

connected or not.  

The other problem is whether the graph is three colorable, three colorable means can a graph 

be colored using three colors such that no two neighboring vertices get the same color. So, this 

small graph that I have drawn cannot be colored using three colors, whereas this graph that I 

am drawing, it can be colored using three colors.  



So, given a graph, can this be colored using three colors and this is as of now not known to be 

in P. Of course, you can try all possible three colorings, but that takes exponential time. If the 

graph has n vertices, to try out all possible colorings using three colors, it takes 3௡ time, which 

is not polynomial. There is no known polynomial time algorithm for this problem. Relatively 

prime, given two integers x and y are they relatively prime.  

So, meaning is the highest common factor or the highest common divisor great or sometimes 

known as GCD. So, in other words, is it like we are asking is GCD of x, y equal to 1. This will 

happen only when they are relatively prime, is there any common factors. In fact, this is known 

to be in P. There is something called Euclidean algorithm that tells you how to do this, basically 

divide the bigger number with the smaller so if x is bigger and y is smaller, you divide x by y.  

And then, if y is a divisor of x, then they are not related with the prime because, assuming y is 

greater than 1, if y does not cleanly divide x, then you take the remainder and then repeat, so I 

do not want to get into details, but there is a clean algorithm for this. So, next question is given 

a number N, is N prime. This is also a polynomial time problem, there is a polynomial time 

algorithm for it.  

However, this was some problem that kind of confounded computer scientists for a long time. 

This was only discovered in 2002, maybe around 20 years back. So, one may wonder what is 

the big deal here, like, given a number you want to test whether it is prime, can you just not try 

out all possible, let us say you are given some numbers, let us say 241, you try out factors at 

241 is not a multiple of 2, is it a multiple of 3.  

Then you see it is not a multiple of 3, then it is not a multiple of 5, you try out all possible 

prime factors and then you have to rule out everything till √𝑁 or something. However, this 

turns out to be something like roughly, it is enough to do up to the factors upto √𝑁 .  

Because it has to have some non-trivial factor, which is at most √𝑁, because two factor above 

√𝑁 will give some number bigger than N. But this particular approach that I suggested is not 

polynomial time.  
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Maybe I will just write here, for prime trying out all prime factors up to √𝑁 is not a polynomial 

time approach. This is because so, the problem here is that one may think that √𝑁 is polynomial 

in capital N, which is correct. The thing is that the running time should be polynomial in the 

length of the input, so, √𝑁 is not polynomial in the length of the input which is like log(𝑁) .  

So, if you have a number, let us say 100, it takes seven bits to write down that number. So, the 

length of the input is not 100, the input is 100, but the length is just log of 100. So, in terms of 

the length of the input, √𝑁 is actually exponential time.  



So, let us say log(N) is equal to small n, then √𝑁 is like √2௡, which is like 2
೙

మ  or something, 

which is exponential n, which is the length of the input. So, when I say polynomial time every 

time it is in terms of the length of the input.  

So this the straightforward algorithm that we are talking about that is just trying out all possible 

time prime factors up to square root of that number, it is a correct algorithm, but this is not a 

polynomial time algorithm. This is because this takes time that is exponential in the input 

length. But there is another approach which actually is polynomial time which I will not say, I 

will not explain but, it is also non trivial. After longtime people, there were many years people 

were looking at it.  

So, the problem prime is in polynomial time. But this is this approach does not work. The next 

one is a computation, given two 𝑛 × 𝑛 matrices, A and B, you want to multiply them, this is in 

polynomial time. There is a standard n cubed algorithm, but there are slightly better algorithms 

also.  
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Finally, we have two more problems. One is TSP, traveling salesman problem. So, traveling 

salesman problem, maybe I will just briefly describe, it is like this, given a map and let us say 

you are a salesman and you are starting from some node, let us say this one, this is like home 

your goal is to visit all these cities. So, these dots are cities.  

So, this is the traveling salesman problem, sometimes called TSP, your goal is to visit all the 

cities and then come back to the home. So, you have to have some tour something like this. So, 

this is a tour. Now, I want to do this in the most efficient manner in the shortest possible 

distance. So, that is a traveling salesman problem, given all the cities and the layout and the 

distances, what is the shortest possible way.  

In fact, this is not known to be in P. Seems like a simple problem. But this is not known to be 

in P. And finally, one more language that I will just briefly describe. This is called SUBSET-



SUM. So, given a set, let us say, it is {1, 3, 7, 10, 16}. Now, I am asking, is there a subset that 

sums to 12? I think the answer is no.  

But the question is, a subset that sums to 12. So, maybe I will just say t equal to 12. So, given 

a set S and a target t, is there a subset of S that sums to t? That is a question. And surprisingly, 

this also is not known to be in P. So, this is just to give some of these, I will explain why we, 

of course, for those that are in P the algorithm is known, for those that are not in P, it is just 

that we do not know.  

And for some of these problems let us say traveling salesman problem, subset sum, et cetera 

there is some evidence as to why it may be unlikely that we may never get to know whether or 

it is going to be very hard to get to know whether it is in P or not. And even so forth three 

colorability. These are some example problems, and I am just explaining what is known about 

them.  
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Now, let me just quickly recap. So, we started the complexity theory, we said that, we are going 

to be considering only decidable languages and studying them based on how much resources 

they use. So, this chapter is about time complexity. So, where time means the number of steps 

taken by Turing machine to decide on a certain input.  

So, we first define running time complexity, the O notation, we define DTIME(t(n)), which is 

a class of all computational problems that can be decided in O(t(n)) time. We defined P to be 

the set of all computational problems that can be decided in polynomial time.  
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And we explained this result that if a multitape Turing machine runs in time 𝑡(𝑛) there is an 

equivalent single tape Turing machine that runs in ൫𝑡(𝑛)൯
ଶ
, followed by a bunch of problems 



and we saw how much how we can solve them and in some cases, we explained what is known 

about this, whether this is known to be in P, not known to be in P and so on.  
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And that pretty much sums up what I wanted to say in this lecture, lecture number 45. So, in 

the next lecture we will see more about complexity theory. We will see more, we will see other 

types of other aspects of time complexity. Thank you. 


