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JSP which has a form:

So, here what we are going to do is something slightly different, we will load jspforms.war
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So, when we load jspforms as a war, context path that is taken is actually jspforms itself. So,
what should happen when we click on jspforms, so far for example, in web.xml of hello jsp, this
URL pattern, the first one you visit corresponds to the servlet, which corresponds to this servlet

class.



So, jspforms/ is the opening URL and that will go to a servlet but as we have seen it is actually, a
servlet underneath even though, it looks like a standard jsp to us, this is identified by using the
jsp file tag rather than the servlet class tag.
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In principle jsp which is the general purpose template language, we can also use other

languages. So we start with a form and it is the form that then goes to the second page, jsp show

and it is jsp which takes us to the jspforms class. We first visit jsp page which is kind of like the

html page.
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And just as the html page sends to the cgi bin script, here the jsp sends to a jsp show, which turns

out to be a servlet class.
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Consider the above form, it has 2 buttons, JSTL and JSP, is very similar to our desired app’s

GUI (with a text filled and with 3 buttons)

Words are defaults and in practice, upon updating either of the 2 buttons will take us to the back
end. There is a form action as usual and an input ID, whose name is my field and here the name

is jstl button and jsp button.
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“post” request . setAttribute("title”, "info via J5P°);

"subs tring pval » request.getParameter(”jstlbtn”);

jspbtn® *submi if (pval e 1) { stl
request. setAttribute( title™, “Tag(J5TL)%);
rd = request. getRequestDispatcher(” jsp/jsptagenv.isp”);
}. ]
elie k. p
request. setAttribute( title”, "J5P7);
rd = request gﬂhiuntf}uuatchrf' sp/ispenv.isp”);
)

rd.include(request, response);

publi id doPost(Mtt

ws [0Exception, Se

{
)
Jspform. Jspenptel> ALY L13 (Web) > s\sss JspForms.java 35X (50  (Java//l Abbrev) <>

doGet(request, response);

Jsp Forms class:
There is a request attribute as usual because we are going to use it elsewhere and when that form
is clicked, it invokes this class, the post method and a post method in this case actually is no

different from get, so it internally sends to the get method.

Need for request dispatcher
Previously in hello JSP, we generated a request dispatcher, which took us from the servlet class
to a jsp, here we have arrived from a jsp via a post to this get and for this request, we are going to
generate a request dispatcher later and here are the 2 things we do:

1. Check if there is a parameter called jstl button, if so then do jstl processing.

2. Else do jsp processing.
The string arrives via the request parameter (which is the name that we gave), so key value pairs

arrive at the servlet and value is the one depending on which button is pressed.



ID of a tag is used on the client side, whereas the name is something which is sent to the server

side.

There is a button that submits a form and it sends this value to the back end, when that happens,
having determined whether it was jstl or whether it was jsp by using the parameter, two cases
arise. In one path, we set the title to jsp and our request dispatcher this time invokes either jspenv

.Jsp or jsptagenv.jsp, so that is the distinction.

So, we came from the jsp to a servlet class and from a servlet class, we are going again to a jsp,
this time there are 2 jsp’s.
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This behavior is similar to fair share when one clicks submit, something gets generated by the
back end, okay, in this case, it is just generating whatever you send it and it comes back, if this
were html, then we would see it as html but the point is you go from a form to a cgi bin which
generates another potential html and that is what is going on here. So, from 1 jsp, you come to
this class, from this class, you go to one of these 2 jsp’s and what does jspenv look like, let us

take a look, so jspenv.
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sttriame = sttributeNames. nextflesent(); Re(“title", “358°);
QuestDispatcher(”Jsp/ Jspenv. J5p°);

out write(“ctm®);

out.write(“<td)* + attrName ¢ T H

out.write("ctd)" o request.gethttribute(attriane) ¢ “¢/tdr"); sponse) ;

out.write("c/te)”
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Job of jspenv is to tell all the parameters of the request and all the attributes of the request.
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Attributes

Attribute Table

Attribute Value
javax.servietinclade.request un | /jsplorms/jsp/jspenv. jsp
javax.servietinclude. context_path  /jspforms

javax servietinclade serviet_path | /jspjspenv.jsp

title ISP 1 m

When jsp is clicked, we get the parameters table as shown above, which says that there was a

my field and there was a jsp button. So parameter is my field and value in this case is whatever
we entered and jsp button is the one whose value happens to be jsp. Now, as far as the attributes
are concerned, some are internal and others are entered which are titled jsp.
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So, what is happening is it is generating 2 tables and in each table, it is generating 2 different

TOWS.
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Java code is similar to before, it gets the request object, get parameter names, etc.
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o
]
Inumeration<Strings parameterNames = request, get
while (paremeterNemes. hasMorellements()) {

tring parashame s parameterNames nextllesen

ot write(“tr®);

out. write("ctd>" + parasase + “¢/td>");
out.write("<td>" + request.getParameter(para
out.write("¢/tr7);

}
¥

1\--  Jspenv.jsp Top L27

(Web) >

LY BN REREY 1)
{ )
pub id Jepinit() (
}
pub Jspbestroy() {
}

id _JspService(fimal javax.serviet hitp.Metp

final ja

Javex
firal
fimal fav

try {

response, setContent Type(“text/htal; char 150-8859-1°);

pagecontext = _jepefactory. getPageContext(this, request, response,
11, true, 8192, true);

_Jspx_page_context = pageContest;

application = pageContext.getServietContext();
config = pageContext, getServietConfig();
session = pageContext getSession();

out = pagelontext, getOut();

Jepx_out = out;

meaning that they did for the servlet.

SUMMARY: Starting with web.xml which points out that entry point which is this URL for
Jjspforms takes us to the jsp file which contains an action which calls jspforms and in turn

invokes jspenv.jsp, inside the class by binding and that choice in turn is based on the button.
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.- % NPTEL
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In the JSP file definition, you can straight away include code or you can include a value as

shown above.

C\ees gepeny_fsp.Java 325 L8 (Java//l Abbrev) <V»
Mark set m

Since the previous code is added to the context of a full servlet, terms like request carry the same
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out.write{ ctd>"
out . write( “</tr>%);

+ request.getattribute(attn

-
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config = pageContext.getServietConfig();
session = pagelontext.getSession();

out = pagel
Jepx_out =

out.write(”
out write(”

out. write("<ID
out . write("«

out . write(”

out. write( \toti

out . print(

Erumeration<String> attributeNames = request.get :::::::E $ .‘::;1’: )

while (attributeNemes. hasMorellements()) { :::::::: 4 n.]," Parameters </h¥>\r\n");
tring attriese = sttributeNemes. nextilement :::::::: «\"center\">\r\n");
out.urite("ctry"); vt write( "\t <AI>Parametors Toblac/has</coptionArin®);
out . write("ctd>" + attrieme + “¢/td>"); wliurlh(' a ¥

out. . write"\t\t«
out. write( “\t\tct
out. write("\t

-y
inbh's .
NPTEL
ontext  getOut();

out;

r\n");

request . getAttribute(“title™) );

} out. write("\t
%
": 4 nuseration<String? parameteriiames » request.getParameterhames()?
<f > f
while (parameterNames.hasMoreflesents()) {
tring parasiame = paraseteriames.nextilement(); I
“\ess  Jspenv_jsp.jave 495 L78  (Java//1 Abbrev) <V»

A\===__Jpem.J9. ot 152 (W) sV |S~lt:h to buffer (default web.xml<jspforms/WEB-INF3):

Consider the above figure, writing using out.write ourselves does not make sense when the
example is complicated. Instead of that with the code on the left window, which are called
scriplets ( little pieces of Java code) can make it more readable and elegant.
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be done by hand, but is tedious and error prone.

- Introduction to Modern Application Development | ﬂ

So for anything beyond simple inclusion, it is better to use Java code.
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vy

De@«a s xab8 d

ol % e ‘NPTEL
» (%= request.getAttribute(“title”) © ¢/

i el 3ts and Tag library @

"tenter™> NPTEL
| 5
»¢hsParameters Tablec/hix¢/ s
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L]

EnumerationcStrings parassterianes « request. getbaranetertunes();  Dler language for basic decision
while (paraseterhames hasMorellements()) {

String parashame = paraseteriames nextflesent();
Serviets
out.write("tr");

out.write("<td>" + parashiome + “¢/td>"); mple automation of what could
out.write("ctd>® + request. getParameter(parasiame) + “</td"); |t is tedious and error prone.
out.write("¢/trm");

X

Jern Application Development |
- Jspenvigsp 1R L2 (Web) V> ,]
ke :
Tag library.

Tag libraries are a way of simplifying loops, decision making etc., that arise while designing

o~

systems. One goal behind things like tag libraries was that since the front end i.e. forms and
layouts are done by designers who are not necessarily programmers, we want a much simpler

language over there which is easier for designers to understand. It is lot more like html.
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public void doGet(MttpServlethequest request

» (%a request. getittribute("title”) ¥ ¢/

; e response. setContent Type( “text /htal®);
> Parameters Printiriter out = response. gethriter();
: il — request setAtteibute("title", “info via J58°);
y¢h2>Parameters Tablec/h2)

<thyParameter</thy

thyValuet/thy ing pval = request.petParameter("jstlbtn");
< ve</

“ if (pval 1s null) { jstl
< request. setAttribute("titley”, “Tag(3STL)");
EnumerationcStrings parameteriones = request. get } rd » request. getRequestDispatcher("jsp/ Jsptageny. Jsp°);

else { // §wp
request. setAttribute(“title”, “)5P%);
rd = request.getRequestDispatcher(”jsp/jspenv. jsp®);
}

while (parameterNames hasMorellements()) {
tring parashase s paraseterfames next(|esen

out. write("ctrs*);
out.write("(td>" + parashame + “¢/td");

rd.include(request, response);

out.urite("(td>" + request.getParaseter(para }
out.urite("¢/tr)"); public void doPost{NttpServietRequest request,
5 (

dolet(request, response);
}

|
A‘.\'k” Jspenv.gsp 1IN LI (Web) <V ‘H"\‘_'k':.e'm'm WL (Jeva//1 Abbrev)
et e




The second scenario : JSTL
While we learnt about implementing using jsp through the jsp button which involves these things
called scriplets, tag libraries are a simplified version but achieves the same.
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reh2rParemeters Teble</hix</ ! RAttribute("title®, "Tag(JSTL)");

Bt.getRequestOispatcher(” {sp/{sptagenv. 5p");
(thaParameter/
<thyValuec/thy

5 P - - gAttribute(“title”, “J58");
<c:forlach p” it ${param}” »

g Bt.getRequestDispatcher(”jsp/jspenv. jsp®);
dtrd <td> ${p.key} </tdr<td> ${p
¢/c:forlachy
</ >

West, response);

> Attributes ¢/ ,(‘ o )
.ffﬁltl'-') £ :
e fon,
sAttribute Table</ response);
sAttributed/tn> i
cthavalued/thy ;
5% LM Java//l Abbrev) <V>
Aeee Jeptagenv.isp  Top L4 (Meb) > l R -

Mark set

Tag origin: Need to include the first two lines in the above figure which specifies that tag library
will be used.
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¢hi> Parameters </n)»
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< t p¢h2xParameters Table</h2x</capt »
<t >
esryParameterd/thy
cthoValued/thy
<fs >
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Inumeration<String> perameteriames = reguest.getParameterNames()

while (parameteriiames.hasMoreflements()) {
I String parssiame = parameterisses.nextElement();

out.write(“<tr>");

out. write("<td>" + parasMeme + “</td>");

out. write("<td>" + request.getParaseter(parasName) + “¢/td>»™e
)i

out.write(“</tr>");

"

</ »
|
! I\=== Jspenv.jsp 12% 132 (Web) «<V> .
Mark set

tr, td is used in a loop to generate a row and column respectively. $param refers to the

parameters of the request is an implicit object for jstl.
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cthAttributed/thy
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ctitler <%= request.getattribute("title”) % ¢t
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}

peblic woid _JspInit() (

) A
public void _jspDestroy() {

}

public ¢ _jepService(final
pt, final jevax.servlet.http.ht
throws java.io

Jhttp MttpServietRequest requese
ponse response)
J0Exception, javax.serviet.Servietix

n {

final
1OVaxK,s
final

Sperite

" jspx_out
viet.sp.PageContext

jspx_page_context = null;

try {
response. setContent Type(“text/html; charset=150-8859-1%);
pageContext » _jspxfactory.getPageContext(this, request, response,
mull, true, B192, true);
Jepx_page_context = pageContext;
application = pageContext.getServietContext();
config « pageContext, getServietConfig();
session = pageContext.getSession();
out = pageContext.getOut();
Jepx_out = out;

it

‘ " “tenter™>
0 <table ¢ er«"1" cellpadd “$%»
€ L s¢hiParameters Tablec/rise/capt
iry
tthoParameter</thy
<thaValued/thy
<ftry
cc:forlach vara®p®™ itess"${paraa}” » |
try <td> ${p.key} </tdrctd> ${p.value} ¢/td
«/c: forlachy
</tabled
fdivy

The generated code for the jstl contains predefined variables. Param is a java map which is a key

and a value pair.
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javax serviet include.request uni | /jspforms/jspjsptageny.jf
1
javax servietinclude context_path | fjspforms

out .write((java. lang. String 1
1 --u-wl wwrlmrymlum( $p. key java,lan '3 Lservier
javax servietinclude servlet path | jsp/jsptagen jsp ageContert)_fspx_page_ i , null, false)); |
- out.write(” «/tdctd °);
e — Soptugen_pdove MR LIBT wal/1 Mbbrer) <>

th_c_o0sffor EL
P ag.r Tog) uﬂjm ”9
Fftagool lt!f( .iﬂvln(h  0926_005 fvar | mmm get{org.apache. tagli

4.t .core FortachTag.class);
Jspx_th_c_005Ffortach 00570 revsed = false;

try
Jopx_th_c_005FforLach 00570, setPageContext(_jspx_page_context);
Jepx_th_c_00%fforlach_005f0. setParent(ml

I Isp/jsptagenv. Jsp(20,5) name = var type « lang.String reqlises

§ = false required = false frageent « false deferredvalue = false expectedTypr
pellane » null deferreddethod = false methodSignature = null

Jopr_th_c_o05fforfach 0050, setvVar("p");

/1 1isp/jsptagenv.sp(20,5) name « items type = javax.el.Valuelxpressid
fon reqlise « true required = false frageent « false deferredvalie « true exph
bectedTypeName » java.lang.Object deferrecMethod » false methodSignature » nu
m

Jopn m ¢ 005Fforlach 0959, mxl—-(m org.apache. jasper.el, Jspvalu®
/39/{sptageny. Jsp(20,5) ‘${param)'", fsp_gettrpressionfactory(s
§).createvaluebxpression(_fspx_page_context.getfiContext(), “${param), Java. 1ot
g Object. class)). getvalue( hp: page_context. getELContext()));

int[) _jspx_push_body_count_c_8dSffortach 00570 » new int[) { 0 );

int _jspx_eval ¢
-surm.(),
(_Jepx_eval_c_00Sfforfach 005F0 ls javar.servl
;m_mv) {

005fforfach 0050 = _juepx_th_c_00Sfforlach_0050.dov

agext.Tag.$¢

\n*);
\tete <t %),
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on reqlise = true required = false fragment » false deferredvalue = true EL
sectedTypeName « java.lang.Object deferredMethod = false methodSignature = nw
’l
Jspx_th_c_00SfforLach_005f0. setItems(new org.apache, jasper.el, Jspvalue +
selxpression(™/isp/isptagenv. jsp(20,5) "${paramn}'", jsp_getExpressionfactory(*
8).createValuelxpression(_jspx_page_context, getflContext(), " ${paran)”, fava. 1o
sng.Ooject.class)). getValue(_jspx_page_context.getfiContext()));
| int[] _jspx_push_body count_c_00Sfforlach 0050 » new int[) { @ };
1 try {
| int _jspx_eval_c_005fforlach 00570 « _Jspx_th_c_005fforlach_005f0.do*
sstartTog();
if (_Jspx_eval_c_00Sfforfach 00560 |s javax.serviet.jsp.tagent, Tog. S0
sKIp_B0OY) {
do {

out . write("\r\n");

out.write("\t\tctry ad> °);
| out.write{(jova. lang.5tring) org.apache. jasper.runtime PageConter
F:tlml.rﬂriﬂﬂ!ﬂlﬂt“ p.key)", java.lang.Steing.class, (jovax.serviest)
ot. j5p.PageContext) _Jspx_page_context, null, false));

out.write(” «/tdyctdr 7);
{ out.write((java.lang.String) org.spache. jasper.runtime.PageConter |
sxtlmpl.proprietarylvaluste(“${p.value}", java.lang String.class, (Jovax,serve
Slet. jsp. PageContext)_jspx_pege_context, null, false));
‘ ovt.write(" «/tdr</tra\rin®);

out. write("\t “);
| int evaloafterfiody » _jspx_th_c_005fforfach B05f0. doafterBody()e
k.

g if (evalDoAfterBody s javax,serviet,jsp.tagext.BodyTag.EVAL_BOD
*¥_AGAIN)
break;

‘ } while (true);

}

if (_{spx_th ¢ 00SFfortach 00570, dotndTag() == favar, serviet, sk
}-J.-_--_ Joptagenv_jsp.Jave 45X L1BS  (Java//1 Abbrev) V> :
Mark set

Proprietary evaluate corresponds to the entry of the map, which is p.key where the runtime is

actually evaluating these things in the page context.(Refer Slide Time: 27:05)
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Just as param is a built-in or an implicit object, http headers are also available as implicit objects
and the loop over those is equally straightforward but the loop over attributes is a bit funky, this
time the tag library alone does not do the job, instead we have to use old style jsp code and in
this object something called page context, you have to actually get all the attributes and set it

over here.
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In short implicit objects of jsp are also available within jstl but jstl is a more elaborated version
of jsp and so what we have is you have to actually generate one of these attributes which then

becomes available as a variable.

So, somewhere in that generated code, this param variable is also created in the same style but it
is implicit in the code rather than we have in to do it. Now, all of these complexities you will
become more familiar with them in time, I do not expect that this 1 lecture is going to; you
should not worry too much, if you do not understand all the nuances, see the template idea begin
small, simple jsp is look nice and when jstI’s and all come in all sorts of new things start

happening but it is just a layered extension of these ideas.

And by the way to get started doing something like this is perfectly fine. Once you get used to it,
then you can decide whether something like a tag library is this what you need, now as we will
see these kinds of complicated server side creations are not necessarily that common nowadays,
there are other alternatives but in practice you will encounter a lot of code like this, if you go to
work in industry and happen to work in a Java shop, furthermore these are not limited to Java as

we will see later.

Bottom line for now, all you have to remember is this, there is a simple way to do for loops,
instead of doing it through code, for some types of maps over, which you can do, they are
already built in, for other types of maps, you will have to create them yourselves and the same is
true if you have user generated maps in which case also you can use these kind of objects in

order to set, create your own map and then you can use the for loop to go over it.
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That is why I showed you all these variations and so with the tag library, you can generate these
tables very easily, whereas with JSP generating those tables with the sufficient pain that I just
stop after parameters and attributes and did not really bother to do the JSTL style tables with http
and all that but I could have use the same kind of code as should be obvious to you, okay, now
let us consolidate a little bit.
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'P JSP Key ideas ("‘*)

Persistont NPTEL
* Instead of Code generaling Text
+ HelloServiet: explicit output
* HelloTem: replacing placeholders
* Have Code exist within text
+ The "View" part is made explicitly into a JSP file
+ JSPis HTML interspersed with Java Code
+ JSP's are compiled into Serviets
+ JSP’s can cooperate with Serviets

n Introduction to Modern Application Development iu

So, what we have now is key ideas instead of code generating text, code exists within text, this
works okay but you get these problems where you have for anything more than beyond simple

inclusion in the Java code and instead you use tag libraries to have simpler methods and then the



tag themselves get compiled into servlets, the most important thing is this is simple automation
of what could I have been done by hand, but would have been erroneous or error prone in

tedious.
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_P JSTL applications (‘;‘)

Purnno.ntl NPTILL

+ Applications are a mixture of serviets and jsps.

+ The entry point is often a serviet which
dispatches to other serviels or jsps

Intreduction to Modern Application Development { ﬂ

And as we saw applications or a mixture of servlets in JSP’s, the entry point can; the very first
thing is can is often in JSP but after that you might go into a servlet which dispatches off to other
JSP’s. so, we have 2 JSP’s, there is the entry point JSP and a JSP which is generated by servlet
for our simple application.
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_P JSP Terminology (:‘")

Persistant NPTEL

+ JSP File definition
+ <% code inclusion %> 1
+ <%= immediate value %>
+ JSP Implicit Objects
+  requesl, out, session
* Jasper. JSP Compiler
+ JSP Caching
+ The “work” directory

10 Introduction to Modern Application Development im




And as far as this JSP is concerned you have either code inclusion or values or the complicated
version which is tag libraries which happened to involve syntax like C colon etc., whereby the
way to remind you again, the C part at least was our choice where we said we are going to use
this prefix for all the things like for each and all which are built-in into the JSTL library. Now,
the exact syntax and all the details people have written in books on these things, the core idea I

just want you to keep in mind is this is basic string jugglery, no more no less.

But you need access to some data and so you have to work with Java objects in order to get that
access. What happens then is certain objects become implicitly available such as request out
sessions and for the JSTL, there are implicit objects.
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P JSTL applications {‘_")
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* Applications are a mixture of serviets and jsps.

+ The entry point is often a serviet which
dispatches lo other serviels or jsps

* JSTL implicit objects are

« param, header

n Intreduction to Modern Application Development

So, JSTL implicit objects are params, headers, which is the collection of objects available in

JSTL. Jasper is a JSP compiler and the compiled version is cached by putting it into the work
directory.

Summary: We know how to make forms using JSP and smartly achieve the same using JSTL.
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NOTE: If you observe the above error, go to Tomcat logs, it says very clearly that jsp/jspform

must start with the slash.
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I Server Side vs Client Side templates (9

Persistent NPTEL

Nowadays, we can avoid heavyweight server side HTML
generation

+ Browsers are "evergreen” - they update all the time
+ Sothere is no ‘lowest common denominator” for long

+ As aresult, we can reliably use front end Javascript based
creation of complex markup

+  Server side we will ship data, often as JSON

+  On the browser, we can render that data in a device-
appropriate manner

+  This is often done using Browser side (Client side) Javascript
templates and other similar ideas.

+ Browsers can maintain “always on” connections and provide
rapid updates using Websockets, XMLHttpRequest and other
such ideas for dynamic page updates

n Introduction to Modern Application Development ﬂ
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+ Applications are a mixture of servlets and jsps.

+ The entry point is often a servlet which
dispatches to other servlets or jsps

+ JSTL implicit objects are
+ param, header

n Introduction to Modern Application Development ﬂ

JSP TAKEAWAY:

There is basic JSP and there are tag libraries and both of them are essentially ways of generating
web pages which are dominated by mark up.

But by and large for most of the sleek consumer sites you avoid heavy weight html server
generation, back end these kinds of things were generated on servers, one reason was that
browsers was were still evolving and kind of flaky and it took time for people to update these
things but for about the last decade or more may be the last 12, 13 years browsers have become

self-updating, they are updated very, very quickly and reliably.

And so we say these are evergreen browsers and so most of them when they acquire a capability,
all of them copy each other and acquire the capability very, very fast. So, as a result you can
reliably use front and JavaScript based mark up and on the server side, what you do is you shift
data often as JSON and on the browser, so JSON is this data format which comes with

JavaScript.
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Perslstent NPTEL

+ Berver side programming
+ Templates and Forms

+ State with cookies

+ Database connection

+ Logging

+ Testing

+ Next week we will assemble these into a
complete App

o
Introduction to Modern Application Development a

TO DO:
Finished server side programming, templates and forms, state with cookies, database
connections, logging.
1. Testing using embedded Tomcat
2. Assemble all the above into a complete App.
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+ All web related technologies have these pieces
* Go, Elixir, NodeJs, Php, Ruby, Python all have
* Ur Routing with libraries and configurations
+ State management with sessions and cookies
+ Template libraries
+ Form and other kinds of inputs
+ Database connecfjvity

+ A |glaod way fo learn all these technologies is to do
all the steps of our sample app in each of these

+ You will discover that they are mostly the same...

5
n Intreduction to Modern Application Development ﬂ

The important thing to remember is, these problems are universal to web applications, they are

not Java specific, so all the ultra-modern things like Go, and Elixir and even so not the

ultra-modern things like NodeJs and Php, Ruby, Python etc., all of them have URL Routing with



libraries and configuration, state management with sessions and cookies, template libraries,

forms and other kinds of input, database connectivity and so on.

A good way to learn all these things is basically to take previous sample apps especially, hello
with servlets to hello with jsp and jspforms and implement them in each of these technologies,
we will find out that things and that different actually, there is no clear cut superiority over Java

except perhaps Java tends to verbose and others are often perceived or actually are friendlier.

One important difference between the Java technologies and some of the other ones like Ruby
especially, Ruby on the rails and some of its what shall we say; cousins in the Java world, like
Spring Boot etc., is that they remove a lot of the complexity of detailed configuration of the kind
we saw in web xml etc., by means of what is called convention over configuration. So, if you
agree to design your app in a way that is prescribed by the designer of the framework, then you

get a lot of these configuration type things for free.

And in practice it means a great deal, so there is real value in following the prescriptions of a
framework, some of the further developments along these lines are newer systems that try to do
even more wrapping and what this wrapping means we will eventually discussed in a lecture
where we will talk about what is called the rest architecture of the web or representational state

transfer.

And at that point, we will be able to see a much higher level view of the web, right now we are in
the weeds with all the details and the tag libraries and so on and so forth but by and large, once
you get used to it and once you are familiar with one set of these things, it is not really that hard,
just tedious and annoying and you have to keep track of or great many details.

(Refer Slide Time: 49:08)



None 206430 03-20 18:55 taglibs-standard-impl-1.2.5.jar
jone 49153 03-20 18:55 taglibs-standard-spec-1.2.5. Jor

i
-
i

1AK% Lib<spforms/MED-INF>  ALL L7 (Dired by name) <b>

|
Important difference between the JSP versus the JSTL:

Tere is just the JSP syntax with percentages versus the jsptagenv which mentions tag library.

Now, JSP is in some sense built into Tomcat in the sense that the JSP processing is for free.

For the tag lib, we need to import certain libraries which are there in the examples that come
with tomcat (look up in the examples directory) but these are the tag library, so this is called
taglibs,impl and taglibs spec, these libraries you have to move into the lib’s directory over here,
WEB-INF.
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And when you create the war file here, WEB-INF also contains the lib, so lib only shows up in
this case if you compare with any of the earlier ones such as here as you will see, lib is empty
and this is why we have lib for the few cases where a certain standard jar files must be included,
so in order to get this kind of code working, you will need to include the tag lib’s in the lib
directory.
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JSP Configuration ﬁ Execute , Source
4SF L2 Examples
Numbcrgucss ‘ Execute ’ Source
Date b Execute ,' Source
Snoop ‘ Execute P Source
ErroePage ‘ Execute , Source
Cans o g P Source
Checkbox ‘ Exevute ’\-ulu:
Color ‘ Execute ,\--uu
Calendar ‘ Execute , Source
Include Mg Execuic P Source
Forward h Execute / Source
Plugin ‘ Exesute , Sosiree
JSP-Serviet-JSP oy Execute P Source
Custom tag example ‘ Execute , Source
XML syntax example 5 Execute " Source
Jae Plugins
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And in their source, they have also shown how the cart itself is implemented with for loops in a
different style explicitly, they do not use JSTL, it is JSP only but it is still interesting to see how
these things are put together.
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Here is another example of JSP servlet JSP where they show how the JSP page can call the
servlet and how the servlet can call JSP in turn using a different method, this one we will revisit

later but [ wanted to point out that here are some examples that you should take a look at.
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Similarly, there is for each and there is chose a bunch of other things, so here they show another
way, where you use page contexts set attribute kind of the same way we did and you can loop
over for loops like this, so those are some of the other examples about simple JSP things that you
can find.
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Here is another one where some decision making is going on and so we have C colon if just like
we have C colon for and there is syntax for testing things and so on, we may find these useful as

we go ahead in the application.



