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The Jack Compiler Backend: An XML guided approach 
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So welcome to module 11.1 and we start the jack compiler and we have already seen the theory

behind compiling jack programs and what we now need to see is actually how to generate the

code, so the entire jack compiler will be an XML graded approach and we will we have already

created an XML file for it to his effect as a part of your project earlier project and now what we

will be doing is that we will be using the XML file to actually generate the code.
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Now the scenario is that the application has any application that you are going to compile will

have multiple JAC files each jack file will be named XX dot jack or whatever and that will a

class by name X axis, so it i have square dot jack then we have a class by name square and each

jack file will have exactly one class and that class will have lass variable and set of subroutine

and methods or functions inside that as we had mentioned in the module 10.

The compilation will be in two parts one part is symbol table generation will generating the

symbol table  and the next part  would be code generation the symbol table  will  be used for

compiling the code and actually generating the code and this we have described the theory part

of it we have described in the module 10 right.
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Now when we look at simple table generation there are basically you know there are two types

of variable that we need to handle their class variable which are basically static and filled there

are two kinds of class variable and subroutine variable inside every subroutine there will be two

class kinds of variable one of the arguments and another are local variables the scope of class

variable is from start to end of the given file because each file will have one class so all the class

variable  are  valid  from towards  the  entire  compilation  process  of  that  file  well  the  scoffer

subroutine variable is only limited within that subroutine, so this we have already seen here.
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So essentially we have to construct two structures, two symbol table structure and these two

symbol table structure are going to be global because they will be used by multiple routine as see

so there are so there will be two global symbol table structures and this will be used by many

routines one is the class symbol table which will have multiple entries and each entry will have

these four things as we had mentioned earlier it will have the name of the variable it will have

the kind of the variable in this case.

Since it is class it case be static or field variable then it will have type of the variable we Boolean

into care or some class name and then index of the variable similarly then in addition to these

entries there will be three other integers that are associated with the class symbol table meaning

field account which will tell you the number of field variable that are there static count which

will tell you the number of static variable that are there and then total count which is field to

could plus static count similarly there are subroutine tables in the subroutine table we will have

again there will be multiple entries.

So each entry will have name of the variable then it will have kind which is basically you know

the argument are local, so there are two kinds of subroutine variable one will be argument an

there can be local and then there is a type of variable so it can be Boolean or int and then there

will be an index to that variable which will be you know the index as we had described earlier in

our module ten in addition to these entries we will have argument count.

Will have local count argument count is the total number of argument variable that are there local

count is a set local variable that are there in the symbol table and total count is the total number

of variable this argument countless local count, so this these are two symbol table structure that

we still basically create four which will aid in our compilation process okay.
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Now as so we will know this is an XML guided compilation, so as a part of our module the

previous project we were in the jack file was taken it was tokenized and it was analyzed and an

XML file  was created  now there  were thirteen  routines  there were fifteen routine  that  were

basically written namely compiled class compiled subroutine declaration compiled class where

declaration compiled subroutine body compiled parameter list compelled statements compiled a

declaration  compiled  a  statement  compelled  to  turn  statement  compiled  while  statement

compiled do statement compile eight statement compile expression compile expression list and

compile them.

Out of these fifteen routine all of them return void except compile expression list which will tell

you the number of expression that are there in the list right and each subroutine is responsible to

dump part of the entire code that we are generating, so what we will be describing as a part of

this module and probably the next is what is the contribution of each of these subroutine towards

the code that is complete the VM code that is completely going to be generated from the jack

code, so that is what we will basically do.



(Refer Slide Time: 06:32)

Now we will take the XML guidance, so the XML guidance is as follows so I will just show you

let us take one example of a file, so we just take this what I have open one of the file here so the

entire this is the main dot XML this is coming out of a main dot jack file and i will also show

you the jack file here right, so that this is the jack file there is one class this is main dot jack so

there is a class called main within this, this has one class variable and then one and two function.

So it is that is one class variable and to four subroutine inside this so this gets compiled as this

XML if you open XML on chrome you get this so you this is the complete file so this is the XML

file that has been generated in which every entity here has been every every token here has been

accounted for and this is what you get so in the file so in the so what the current compiler will be

using.
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So the current compiler will be using this so we will start in main so the main the moment i see a

word right as XXX immediately you will call the routine compile XXX for example when the

main starts reading line by line of this file first it will see is class as you see here the moment it

sees CLA SS class then immediately it will call compile class now the compile class process all

the rule, so the compile class will start from this keyword class and it will process all the rule and

when compiled class return then the next thing which main will see in slash class right.

So we start  with main  the  moment  i  see XXX I  immediately  call  compile  XXX and when

compile XXX return what I would see is slash XXX right, so main will start main will first to see



class, so immediately it will start compiled class and when compiled class return the next thing

that main will see main will see is slash class, so compile class and it is associated and all the

other subroutine it is going to call to consume all the rules and it will leave with this slash class

alone.

So when main gets back it will only see slash class back, so this is how so this rule is applicable

anytime, so as we are processing this XML file one by one whenever i see XXX immediately I

will call compile XXX and when compile XXX returns back to the calling function then the

cause, so if I am in function A and I see XXX immediately I will call compile XXX and when

compile XXX return back to the function A the next token or the rule it will see will be slash

XXX, so this is the XML guidance that we are going to get.

So I have taken this square main dot XML in the project 10 square which is generated by the jack

analyzer and there you see main will call compiled class and whatever is between this compiled

class and slash that entire thing compile clash and slash class that will be consumed by compiled

class and when the control return back domain it will see slash class that is what we are seeing

here and that is true for everything else so main will call compiled class then compiled should

finish processing till slash class so on return main should see the rule slash class I will call every

entry line of this XML file that we have created as a rule.

So we will consuming rule the first rule is class and because of that I called compiled class and

then the compiled class will consume all the rules and finally when control returns back it will

see slash class and this is true for every other thing that we are going to see, now let us go to the

next slide, so this is the XML guidance that we will be getting as a part of this entire compilation

process, so in the module eleven point two we will now go ahead and tell how a symbol table is

populated we have seen the structure of the symbol table so far we will see how the symbol table

is populated, thank you. 


