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Module 7.4
Project 08: Translation of Program Flow and Function Call to HACK Mnemonic 
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So welcome to module 7.4 in which we will basically do the project 08 and we will see how

it is going to work. Now what we have done is we have created a file, we have written the

complete emulator which you see here this is the entire emulator written, now this is I have

written it in C, you can write it in C plus plus, you can compare this so you can get an

executable out of this, right.
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And what we need to do is now we go to these projects so we can do there are two so go to

the (program loop) program flow there are basic loop now there is a VM file that you see here

which is this basic loop dot VM, now you execute that program with this as the input basic

loop dot VM. So it will generate the basic loop dot ASM file, so this is the VM file which you

will open with notepad, this is the VM file and this is the and this is the corresponding ASM

file this is the corresponding ASM file.

So I  will  put  it  side by side yeah,  so push constant  0 so this  is  translated  into set  of 7

statements like pop, local 0 this is translated into a set of statements then add, right. So push

constant 0, pop local 0, so every one of these statements will basically get executed, right



push constant 0, pop local 0, label loop start so it created a label, push argument 0 so at ARG,

push local 0, etc.

So for every statement that you see basically you see the corresponding hack mnemonic, so

this is the VM interpreter and this is how it is basically worked.
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Now what we need to do at this point is basically now we will go back and in the tools we

will basically invoke the CPU emulator, right. So in this CPU emulator basically now we will

load the script so we will do everything now in terms of let us go to the you know project 8,

now  you  can  take  all  the  program  flow,  we  can  load  the  basic  loop  that  is  a  script

corresponding to the basic loop dot test, okay.



We run this we can run this but this is very slow we can actually make it super-fast by making

like this run for some 600 units of time and then you see here yeah comparison successful. So

we will run one more to show you so we can just say load script we have done basic loop, so

we can just say some program flow let us say Fibonacci series load script (())(4:36) then we

will say run it with full speed.

So you can also single step and basically see at every stage what is happening. Now what is

this script to do as you see while it is running, it is setting your RAM 0 to 256 it is setting,

what is RAM 0? Your speed set to 256, your local argument is set to 300, then this is to 400,

etc and then, right and in your stack it has already loaded in your argument it has already

loaded 6 and 3000, so some of these initial settings it has and then we run the tool.

So initially setting up the stack, etc there is something which a script is doing for us which

apparently the operating system will do at the (())(5:36) right we will see that as we will

proceed.
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Now this will be quite good like we have done for now we have so if you go to the 08 project

there are program flow both the program flows have worked. Now there is a function called

here also that is the simple function and nested call, if you look at the simple function there is

a simple function dot test, we load script and then again just execute it, it will (())(6:04) right.
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Now we will slowly move onto what we call as the challenge now is that we need to start

looking at the nested call, let us look at the next function the nested call. So simple function

at work let us go for it. In a nested call please note that the VM file is called sys dot VM,

right when you will compile this it will give you a sys dot ASM which you rename it as

nested call and run it, right in the previous (())(6:53) in all the previous projects as you see

when I say Fibonacci sorry when I in the previous projects that we have executed say for

example simple function the VM file simple function dot VM is already available which you

will compile and it will give you simple function dot ASM as you see here, right.

But in this case just when you look at the nested call that function is called sys dot VM and so

we have to rename it as nested call so that this test will work. Now this is this is also quite

fine, but the nest thing that would happen is what really happens here is let us go to this



Fibonacci element, the Fibonacci element basically has sys dot VM, right and it has a main

dot VM, so sys dot VM and the main dot VM let us so there are two VM files.

Now how are we going to compile this and what is the relationship between these two VM

files? Okay, so let us see this how it is going to work. So this is the main file and this is the

sys file. So normally the sys dot VM starts as you see here it is a 0 argument function, it

pushes the constant 4 so basically finding the 4th Fibonacci element and then it calls main dot

Fibonacci 1.

Now this is the function main dot Fibonacci, it has nil a local argument, so this is main dot

Fibonacci 1 means it passes 1 argument to this and that argument is already pushed onto the

stack, push constant 4 actually pushes onto the stack and it calls main dot Fibonacci and so

main dot Fibonacci starts executing here and this is the main dot Fibonacci, okay and this is

also a recursive function calls itself again and again.

But see there are two functions now one is sys dot VM and then other system main dot VM

and actually sys dot VM has a function call sys dot init which should first execute and that

will call main. So the interesting thing is that we need to basically separately and compile this

separately and since this is the first to be executed the compiled version of this should be

integrated with the compiled version of this to form an executable file and that is sometime

called linking in the long run.

So we will talk about linkers and loaders and compilers but what is that it mean that you

basically we have two different functions for example in your stdio.h has printf code and you

will set somewhere and you link those things for execution, the same thing is happening here.

So you compile this as a function then you compile this separately, then merge these two

together to form the executable and that is essentially linking. 
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Now let us see what is the executable is for this particular thing so we have finally created

ASM file for this executable yeah so this has the function sys dot init 0 and then it has the

main dot Fibonacci calls the main dot Fibonacci and then the main dot Fibonacci code is this.

So basically we have integrated these two codes together, in addition if you look at the script

for this Fibonacci which we are going to basically use for this the script does not initialize

anything here, it does not initialize the stack pointer or does not initialize anything here.

So we now assume that there should be when the compiler is compiling it should do the

initialization  also.  For  that  purpose  we need to  so how does  the normally  how does  the

system works? The system works as follows basically it needs certain bootstrap code also, so



the bootstrap code looks like this, right. Now it sets the thing to stack pointer to 256 all your

LCL, ARG, SP everything to 256, right.

And then it basically calls sys dot init, so the bootstrap code what does what supposedly the

script was doing, we need to write that code again here the bootstrap code what it does it sets

the stack pointer LCL, ARG everything to 256 this and that and it calls sys dot init always it

call  sys  dot  init  0.  Now  sys  dot  init  starts  executing,  so  the  bootstrap  code  is  actually

responsible for setting up the stack and everything and then it will go and call sys dot init and

then sys dot init will in turn call you know in this case it call Fibonacci, etc.

So what we need to do when I want to execute this Fibonacci project is you compile sys dot

VM separately, you compile the main dot VM separately these should be separate files and

then you also take this sys bootstrap this bootstrap would bootstrap is what we need to do is

we make SP, LCL, ARG all these three as 256 and essentially get the assembly code for call

sys dot init 0, so you know how to generate an assembly code for call, but you generate the

assembly code for this and this is basically the bootstrap code that is what we have done here,

we have made 256, made LCL, ARG everything LCL, ARG and SP as 256 that is what we set

here and this entire thing at label 0 to this is basically equivalent to call sys dot init 0 and that

is what we have done here.

So this bootstrap code in turn will call sys dot init, right this is at sys dot init 0 (())(14:40) it

will call sys dot init and sys dot init in turn will call Fibonacci and (())(14:45) interesting

these are Fibonacci  code you will  execute you said recursive code,  so recursion is that I

basically call myself, so that is so we can now see how this code is basically going to execute.

So in future for this Fibonacci and the static test there are two codes that we see here as a part

of your program as a part of the project, right in the function calls you see now Fibonacci

element  and  static  test  for  these  Fibonacci  element  and  static  test  we  basically  have  to

compile all the individual files and then put them together and do, right and so we will just do

for the Fibonacci element what we have done we compiled sys dot VM, we compiled you

know the main dot VM and then there is a bootstrap ASM so when we compile the sys dot

VM we got sys dot ASM, when we compile the main dot VM we got main dot ASM so you

put and then we compile there is a bootstrap dot ASM so bootstrap dot ASM followed by sys

dot whatever you got for sys dot init followed by whatever you got when you compile main

dot VM. 



So the three ASM files you basically (())(16:13) one after another and that will be your final

executable, right. So this is what we have done here.
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So let us go and execute it as a part of your code, so I am just going to now load the script

corresponding to the Fibonacci I have loaded the script, now we will just go and execute that

yeah so this  will go on for quite some time you have 6000 tick tocks so we need lot of

patience to do that, why this was 6000 tick tocks had been given you can reduce it to say even

2000 or 3000, why it is given as 6000 because if you write very large code we need to atleast

execute 6000 instructions but normally this code will finish of very very fast, right.

So this is how we go about doing this and right so the last of the exercise is so we have

actually completed so this is just so if you see the sys dot main here, sys dot VM here sorry



this is the sys dot that is the label while and go to while so this will be basically rounding here

and that is precociously what got translated and what you see here so this will take quite

some time and it will execute and finally you will see that program executed correctly. So

there is one more interesting thing that one more part of this project we will explain it in the

next module and that is very very important, thank you.


