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So, in the lab; so, another important aspect of operating system is that we need to

do task switching. So, we already had some notion of what is a layered operating

system. So, there are 4 layers normally in an operating system we could have upto

4 layers a kernel, then there can be some system programs then there could be

development programs like compiler etcetera and then user application program, if

you really want to build a capability based operating system right.

So, we need to assign certain privilege level for each of these programs or each

of this object fitou will say. So, we will have a privilege level 0 for the kernel,

privilege level 1, for the system software like device drivers etcetera privilege

level  2  for  these  system  software  like  compilers  and  the  privilege  level  3

development software like compilers and privilege level 3 for this. That means, if

you look at a processor It basically works across 4 privilege level.

So, there will be a context switch from the kernel to a middle layer to another layer.

So, the processor can work in one of the 4 privilege levels namely privilege level 0

privilege level 1 2 and 3. Now so, a task which is nothing but a process which is a

program in execution as to basically execute in one of these privilege level.
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And what you are trying to teach through this 4th assignment is how in the Intel platform

how do you move from privilege level 0 to 1 1 to 2 2 to 3. And then there is always a

reason for us to basically been one privilege level and try to access something else and

some other privilege level.  For example,  simple hello  word I  want  execute printer  a

simple  you  know  matrix  multiplication  I  want  to  do  my  lock  right.  So,  when  I  am

executing a c program I going that is a need for me to go and have a system call. I am

going to have a system call  basically wanting the operating system to satisfy some

needs of this program. So, there is always a necessity for we to be at a higher level and

switch down to a lower and come back to that higher level right. Right, then there are

other needs like for example, les us take setting password right.

So,  your  updating  your  password  right,  in  your  unique  system  where  does  your

password get stored? Slash etcetera slash password slash etcetera. Slash password is

the file in slash etcetera directory is password file. That password that file can you write

into that password file? No, but you are writing into that password file, because you say

password and you enter a new password it is get written to that file. Though that file by

principal is only editable by the root are the super user, you are able to know as normal

user you are able to go and update that file and come back. Means even though I have



a very privileged object inside my operating system there is a need for a less privileged

process to come and manipulate and do something, but with subject to certain rules and

regulations. What is the rules rule and regulation a single rule and for updating your



password? You can go and change your password there, a your shadow password

basically password not stored like that it basically store ash and stored.

So, you can go and change your ash of your line in that particular file. You can not

go  and  change  his  line.  So,  I  have  a  selected  way  I  have  a  selective  way  of

permitting you to go and change an object, which is set a very higher privilege level,

do  you  understand  this?  Right,  and  So,  the  underline  architecture  should  have

certain hardware mechanism to allow you to do this right. So, this what we are trying

cover in this task switching right. This understanding is quite necessary because

tomorrow when you look at operating system then you will face this question which

would asked and then you the answer is not just software. Answer is both software

plus  hardware  together.  If  you  want  a  really  full  prof  mechanism for  password

updation then it is in my opinion it is going to be a careful mixture of hardware and

software together. And as a part of this course we need to teach you what is that

hardware component. Are you able to follow? Am I setting the stage correct ok.

Now So, all is about task I have a task this task is executing at privilege 0, I want execulate

it is privilege or demote it is privilege to 3 3 as lesser privilege then this something is working

at 3 I want exculate privilege to 0 vice versa. So, that is what this entire assignment is about

we are made it very short. So, that you know we are given you lot more template. So, that

you can complete it within a week you spend this Saturday Sunday and you can finish it off

very, very going to be very simple we are not putting lot of pressure on that, but please

understand this. So, when I have a task I want to keep executing the task. And there is a

need to switch from one task to another task which is call that context switch right. So, I stop

this task and starting executing this task. And if this context switch is not done with enough

amount of security then we may land up with
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Lot of issue in information security, this become potentially threat to information

security right.

If you look at all the attack that have happened in the past many of them or because

of this problems in switching between one function to another function or one task to

another task. Now let us go and study this in great detail, how in Intel as put certain

security mechanism for task switching. Now first and foremost let us understand that

I have a task I am switching into another task. So, what is it that I need to save? And

that is call the context of the task. The context we have already define what is the

context of a process, it is the minimum amount of information that is necessary to

restart that task from exactly the point where it is stop and that is what we mean by

this mechanism. So, let us see, what is it.
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So, I will just quickly go into that what you call as So, this is the whatever you see

here. This is the task state segment right, this task state segment basically as So, it

as a place for all your general purposes suggested look at this index 40 etcetera.

It as a place for all your general purpose suggested ES CCS CDS CBS TSP VPSI

IEDA right than it as a place for reflags because your flags are very important right.

So, I might have done in add operation. And then I would have I would have done a

compare operation. And then the root have been a context switch next time I want to

jump on 0, the flag is very important for me to save, correct?

Why should we save the flag I would done a compare impression. Next time I say j

inside. Before j inside and after the compare there was a context switch. Then I

need to save the flags right. So, flags are to be saved. The instruction pointer of the

next instruction to be executed that is saved here EIP, if you look at and I say told

you your cr 3 is also save because every processor can have it is own past table.

So, here cr 3 is also saved. Then the content of all your GS FS ES SS CS CSS, all this are

saved. And then I could have something called GDT that is global disrupter table I will have

a local  disrupter  table for some of my local memory accesses, which is creating by the



operating system. That LDT segment selector is also saved, which will point you to the LDT

where  the  segments  are  there.  So,  other  than  that  please  look  that  there  are  3  task

segments SS 0 SS 1 SS 2. Basically ESP 0 ESP 1 ESP 2 there are task pointers of



that. And those are basically created. Why it is created? Because when I when I

am a program and suddenly I want to go to a task 0 right, task 0 it is a interrupt

service routine right, now what stack will task 0 use.

It will not use this 3 stack, I do not want it to use. I am a privilege level 3 code I am

executing and I am having an SSP ESP 3 stack, a stack with privilege level a stack

whose segment is privilege level 3. I do not want my other program to use the same

stack.  Because when it  comes out  then some information of  that  stack  can  be

leaked. Because if it is using the same stack; that means, what is going to happen it

is going to write into your that privilege 3 data segment and then any other fellow

can come and access this privilege 3 data segment, you are able to understand?

So, if I am a privilege 3 and I am calling kernel level routine it also uses a same

privilege 3 stack when that kernel level routine is executing there can be a context

switch and another privilege 3 level code can start accessing and it can go on now

and screw of the kernel level 3 data structure you are getting this?

So, when I when I am doing when I get an interrupt for example, when I get an interrupt

right, and my interrupt service routine is a privilege level 0 it will start using the privilege

level 0 stack and not the privilege level 3 stack. So, when a process go call  has a

system called or it has a trap the trap routine or the system call whatever that routine if it

is going to execute at say at lower privilege level that will use the stack of the lower

privilege, you are getting this, right? So, so that is why when you are setting up this task

state segment you create a stack for privilege 0 privilege 1 and privilege 2, because in

case that program that your executing which is privilege level k. Once you have a kernel

level  service or  a system level  service of  a lower privilege level  the stack that  that

service will use is not your stack, but this stack that is given here ok.

So, the entire task state segment is set up by whom? By the by the operating system, so,

when you are spurning a task immediately I create one segment for you like this right. And

then So, this segment whenever there is a context switch when you are moving out the

latest value of all  these things will  be saved in the segment. So, there are 2 processes

working, when he is working after he finishes it is his latest value will be stored in this task

state segment. And we go the next fellow we load all the things from his task state segment

and start executing. After he finishes say round robin he finishes his that state





will be stored in his task state segment, and he should reach state we will reload

from his task state segment and start executing.

Like this so, this is basically what we call as the process control block from the operating

system point of view, this TSS is basically called as a what? A process control block. This is

an hardware image of a process control block, are you able to follow? Yes or no?

(Refer Slide Time: 12:58)

So now, what happens is, So how do you switch from one task to another? So, there

are 2 levels of things first is there something call a task gate right, the task gate is a

part  of  your GDT or LDT or IDT task gate is a part  of  your global  descript  it  is

another descriptor like another segment descriptor. And what it will store there is a

descriptor privilege level there DPL there is a present bit of course, that should be 1.

And then there is a type 0 0 1 0 1, that essentially means this is a task gate. And

then there is a selector. So, there is a selector here, this selector will tell you which

task state segment you need to go right, now how will this selector look?
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So, this a DSS descriptor this will tell you where is the base address, this is a

normal you know segment selector right, it will tell you what is the base address

of that TSS that 104 bits and then what is the limit then the type please note it

should be 0 1 0 B 1. And then you have a DPL and this granularity and this is the

limit. So, a TSS descriptor will be as same as the you know Normal descriptor.

(Refer Slide Time: 14:29)



So, this is how we access, now there is a task gate if I want to jump to another privilege 

level, I jump on this task gate right. This task gate will point a TSS descriptor. Because



this is a task gate right,  this task gate will  point  a TSS descriptor. That TSS

descriptor will point you a basic address of 104 bits.

(Refer Slide Time: 15:00)

So, from that 104 bits what you do you copy ES CCS all these things copy set all

these things. And then your EIP will also be copy. So, you will start executing the

other routine. And what will be the privilege level of this? There is a CS here you

have jumped to this CS has a privilege level. This is a CS is nothing but a court

segment selector right, it as a privilege level.

So, you will jump to the third privilege level third from third to 2 or 1 or 0 whatever is

a privilege level of the CS you get it. So, essentially; that means, you have a TSS for

a privilege level 0 stack privilege level one stack and privilege level 2 stack and 3

stack  right,  you  can  have  TSS  for  it.  And  you  will  have  a  corresponding  TSS

descriptor then you will have corresponding TS task gate which will be pointing to

the TS, now what we need to do if you want to go to that task.

Basically do what? You do a task gate you jump to that task gate, in a LDT or GDT you

jump on the task jump the task gate selector if jump on the selector. If the task gate is

stored at say 0 x 16 right, you just say jump 0 x 16 are calls 0 x 16. Immediately that will



now come to  the if  that  a  task  gate  it  will  point  TSS descriptor  it  come to  a  DSS

descriptor from the TSS descriptor, it will basically upload your new task and you will



start executing from where that tip in the TSS. TSS as an EIP, you start 

executing with the privilege level of what that CS segment.

So, I go from 0 to 3 like this are 3 to 0 back, are you able to follow? Yes or no? So, so 

this is something like this 0 x 7 9, will store yeah TSS task switch. So, you just say 0 x 7

9. And that will point to a TSS segment selector let it be a 0 x 7 8. And the you go to 0 x

7 8 or whatever and you basically go to the TSS segment, upload everything and

start executing. While doing this we also as to make sure that if I am an third I am I

am there is a DPL right, there is a descript privilege level for this task gate and also

for this task descriptor. All of them should be you know as the descriptor privilege

level like the task gate should be have 3 means then 3 2 1 or 0 can jump through it.

If a put it two; that means, a 3 level process cannot jump to this ok.

So, that is why I adjust the value of DPL of the task gate and task descriptor to

basically tell who can come and jump to me, who can come use me? I have such

that level of privilege. So, this is the way I can switch from one task to another task.

And now let me introduce one very important concept, suppose what happens when

there is interrupt? What happen when there is an interrupt? Immediately something

is loaded on the stack and then you go to the interrupt service routine you your right,

now when as a privilege 3 code and I have stack fault that also an trap right, that not

cause any problem because whatever I am going push in a privilege level 0 stack.

My privilege level 3 stack is what is getting effect there is stock fall privilege level 3

stack there is a privilege level 0 there is a another privilege level 0 stack.

So, privilege level 3 stack something happens, but I am going to only update the privilege

level 0 stack, correct? But if a privilege level 0 code itself as a stack fault; that means, I am

trying when there is  a  fault,  I  am trying to  load when there is  trap I  am trying to  load

something and then calling the interrupt service routine. So, there are 3 step there is a trap

that has occurred then I am loading something into that stack and then calling the interrupt

routine. So, hardware does 3 step there. While I am trying to load into the stack itself I land

up with another problem, then that is called a double fault. It is called a double fault, please

understand. I am a process, I have a trap I encounter a trap, as a part of do solve servicing

this trap what is should do? I do I push something into the stack and then call the interrupt



service routine, the trap service routine does something and then returns back, when I am

trying to push something before even calling the



interrupt service routine after I have got a trap and before calling the interrupt

service routine when I am trying to push something into a stack.

If there is another problem that is coming that is called a double fault, understand? So,

what is a double fault? I have asked n times I asked in the interview for So many people

last 17 year of my stay at IIT madras. Everybody says that when the interrupt service

routine is executing, interrupt service routine lands up with another interrupt then it say

double fault, no. When a interrupt service routine start executing it is another process by

itself it creates a fault then it is it is fault it is not a double fault. I have an interrupt fault, I

have fault when I am trying to process that fault before even calling the interrupt service

routine I will land up with another fault that is called a double fault. There is one very

good instant, a privilege level 0 stack there is a privilege level 0 code which is trying to

execute an which has stack fault, and interrupt service routine is also privilege level 0

and they share the stack essentially then I land up with a stack fault.

When there is a double fault  what I can do? I have to do a completely some other

process as to come and handle. I can not I can not handle this fault like a function call.

Because function call will need a stack and my stack is ruined right. So, I have to go and

have a trap I have to go and call entirely different process which use entirely different

stack to handle this, are you able to get this? So, that is one of the reason in IDT right,

in the interrupt descriptor table I will have lot of interrupt gate and trap gates, but for at

least one fault I need to have a task gate. Which one instead if this interrupt comes I

need to completely do a task switching right, because I have to do completely because,

and one of that prominent cases for that you could have other devise driver also at as a

part of it, but one of the prominent cases for this is the double fault. Because double

fault as of today when we perceive it is because the stack got corrupted and if the stack

got corrupted I cannot use a interrupt or a trap gate to solve it.

Because interrupt and trap gate heavily realised upon the this stack again. So, that is a

reason I will have a double fault which will take you to entire different process. And the

process will start you know servicing this fault. So, that is why we try and use it task

gate in your in your IDT, are you able to follow? Please understand and appreciate what

is a double fault, it is not a interrupt service routine creating a another fault. It is not

double fault there is a certain different here I hope you followed.





(Refer Slide Time : 23:03).

So, when I do a call what is a different between a jump and the call I have to return

back. When I do a call on as a task switch I call some other process; that means, I some

completely come out and he execute, after he finish and he return I have to come back

here. Please note that in this in this there is a previous task link 0, if you look at 0 there

is a previous task link. This will point to the previous task state segment.

Student: Sir.

Yes.

Student: Note different 2 task have the same privilege level they still different rage so.

They are still different they.

Student: (Refer Time: 23:42) they are like inter process protection problem here.

So, that we will that a good question, but as of now yes there can be inter falls of

protection. How would we handle that I can we will just basically see after this step,

but now can you see that I if do a call my previous link will be stored here. So, after

you return automatically  this  previous task  link  will  go there and it  will  load the

context of it. So, so when I do nested calls I move from one task to another start



task as a nested call please note that the previous task link will be updated. So, the I

could come back to the previous task. So, that is also very important.
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So, this is 1. So, with this amount of data now let us go and look at one more for this

option. One more thing is where is call gate it is not there I will just basically explain.

So, another thing is one of the entries that you can have in your descriptor table GDT

LDT is set of a call gate. In the call gate what you have is that you basically say that you

give a code segment and then index within that code segment right, you give a code

segment. Then index between a code segment now we say privilege level 3 we can call

this if we calls this then what we can do we can go and execute that code from that

index only right, followed so and but that code can be in whatever lesser privilege level

like. So, this helps in the context of a password. So, so I want to change the password.

So, I type password this will point to me a process through a call gate mechanism, and I

go and execute that process there right, but I am unable to execute that process of a

higher privilege. And which will and that alone will execute I can not have an influence

on that process it will execute and return back right.

So, essentially I am saying I am privilege level 3 I am poor he is privilege 0 etcetera,

password I can even touch him, but you are a nice man. So, please go and deposit that

you tell the call gate right, the call gate will gate some routine which will go and deposit



and come. So, the call gate it will tell me or vice versa the call gate call gate, not tooth

brush. So, call gate, call gate. The call gate will tell me that hey you want to do this

action you can do. You tell me I will do you will not, but you can tell me, and I will do it



for you. So, what you tell him a this is my new password go and save it. This call

gate you tell the call gate through the call gate and that fellow take your data

(Refer Time: 26:48) and give it back.

So,  call  gate  is  another  mechanism where  a  privilege level  3  code,  can  go  an

access  a  privilege  level  0  segment  through  a  privilege  level  0  code  which  is

accessed through the call gate. So, this gives without doing all this task switching is

essentially you see it is a very shitty thing correct? I have to do So many things

there to get this task switch. I have go to one task gate then one TSS descriptor,

then to TSS and then from there load everything here, store everything currently

load the new thing then start with one [FL] will over. One full, one year will get over.

So, that is a very heavily you know intensive compute intensive task. So, call gate

gives you an ex very good advantage of you know enhancing or enhancing your

privilege level. Is it fine? So, you will also implement call gate here ok.

(Refer Slide Time: 27:51)

Now, I will go to this (Refer Time: 27:51). In the lab say please now note, now there is a PL

0 kernel I will I will do one small story here completely like how we jump across. Then there

are blue colour PL 1, PL 1, PL 1. Then there are some PL twos then there are lot of PL



threes PL 3 PL 3 PL 3. Now when PL 0 start executing, now there is a GDT, in which there

are some code segments task segment blah blah blah, these are all privilege



level 0 segment. These are all privilege level 0 segments and then there is one

task state segment for the privilege level 0 code.

So, the GDT ends here this is the GDT then there is a task state segment. So, there is a

task gate here, which points to a TSS descriptor. Which in turn point to this all these are

here. Now what happen is when the kernel comes it start executing right, it also makes there

is execution call there is a instruction call LTR which is a privilege instruction. And this LTR it

will store the index of this task gate let we store at 0 x 2 0 or something I will store 0 x 2 0

here. This is store the index of the task gate so now, PL 0 code is executing, each context

available in this TSS. Because the task gate points to TSS descriptor which is in the GDT

and that will point to this TSS. And this (Refer Time: 30:15) ok.

Now, I want to go let us say I want to go to a PL 3 code right, are you able to follow what I

am saying? So, immediately what this GDT this fellow will do he will set up an LDT for this.

And then in the LDT this is the local descriptor table, he will create the CS DS

SS right, and then he will put one task gate one TSS descriptor. And then another TSS

forever in same memory this will point to this for PL 3. This PL 3 process and then he

will have a he will have a task gate. So, you will do this and this fellow will jump on this

task gate. Let us say this is 0 x 40 something he will jump on this 0 x 41. This is a LDT

right? He will jump on this task gate. In this task gate you would have initialized the EIP

here, and it will start executing from the tip point you are getting this? Yes.

Student: (Refer Time: 31:42)

Student: we can not have TSS descriptor LDT.

(Refer  time:  31:50)  TG,  only  you  can  have  right,  you  can  not  have  TSS

descriptor [FL] let that TSS ok.

But TGA can TG can only TSS. So, this TG will be pointing to this and the TSS will

be somewhere in the value. Now this fellow will be executing. And then he wants to

come back, what he just? He just again say jump back or return. When it return so,

when I do this jump your LTR will now point to this TG. Now your LTR will become 0

x 40 when this is executing. When it just black a return become lx 0 20. When I go

from this process to this process I will save all the details of this fellow, and then



load all the details from this TSS (Refer Time: 32:52) right.



Now, please note that this is also in privilege level 0, this is also in privilege level

0. The PL 3 process which I am is quant this process namely cannot go and

adjust the value of this LDT, because this is the it can use the value also (Refer

Time: 33:13). So, essentially it can only access the TSS SS the etcetera, that

only the descriptor that are stored here those memory only it  can access. It

cannot  access  anything  more  than  that.  Because  every  memory  access  is

governed through a descriptor and that descriptor has a base and limit.

So, the privilege 3 process will only use this and it that is all. And TSS also will have a

pointer past table you can use only those page pages, you cannot it  cannot go and

touch any part of, for example, it cannot touch this GDT because none of the descriptors

in the LDT right,  points to the GDT include the GDT. So,  I  can not go and change

anything as a PL 3 process I can not go and anything in the GDT. Because it should

have a segment descriptor here with privilege level 3 which should allow which includes

the address where GDT is store and that will not (Refer Time: 34:07). So, I can not go

and change the GDT, got this? Are you able to follow? Yes or no yes? Ok.

Now, what happens? Now I will come back here again now another PL 3 we want to

start, let us take green fellow PL 3. Again this fellow will put another LDT, another LDT

entry again there will CS DS (Refer Time: 34:34) there will be a TG (Refer Time: 34:35)

then there will be a TSS. And there will be a TSS descriptor for that also imaging. So,

when I count this I will just start executing with this EIP in this TSS. And I will execute

and again come back. Now this process can touch only the data segments that are

available in this LDT. Because all here there are PL 0, all here are only PL 3 it cannot

access this because the LDT are registered can be changed only by an lLDT instruction

which is already privileged. So, I can not go and adjust my LDT. So, the LDT is basically

given by the kernel, I can use only the segments that are available and I adjust in such a

way that these 2 (Refer Time: 35:24).

So, by using an LDT a privilege level 3 for both of privilege level 3 process, but this can

not access that fellow memory and that fellow cannot access this fellow memory yes.

Student: what about (Refer Time: 35:35).



Each will have it is own stack here this access this access. So, any memory I can touch

only I can use I can use only the descriptor that is given the LDT. I can not use any of

the descriptor in GDT. Why because there are GDP why because there are privilege

level 0. I can use only the descriptor in my LDT. And I can not change my LDT. I want

change my LDT go back to the operating. So, this type of mechanism gives obsolete

isolation between 2 processes that are running, correct? So, this is this is so, then then

when I am move out again I save everything in this task state segment. And then I again

load everything from this you know the PL 0 task state segment, again I go. Now I want

to restart this again I jump to this and then call this and then go back. So, are you able

to follow see how I move from this. So, a notion of a LDT and that the LDT can be

privilege and your LDTR is privilege registered.

So,  thus  gives  us  way  by  which  I  could  have inter  process protection between

several processes of privileged level three. So, this is another thing that you need to

keep in mind. So, your GDT and there is a GDT for the entire system there is a per

process LDT. And the per process LTD also is created by the operating system and

it is put in area of maximum privilege level. So, that nobody can change it. Are you

able to follow? Any doubts? So, with this I think all my lecture with respect to lab is

over. So, you have any doubts you can ask me.


