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Sorting and Searching  

Welcome to Programming in Modern C++. We are in week 1 and going to discuss module 4. 
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In the previous module, we have talked about various types of arrays, fixed size, variable 

size, and how we can make the use of vectors in C++ standard library to make the arrays 

really efficient and easy to use, whether they are fixed size or they are of a dynamically 

known and dynamically created runtime size, they can actually be resized during the 

execution of the program as well.  

And we have also taken a look in depth about the string operations which are easier with the 

string type given in the C++ standard library. And along with that, the C standard library of 

string functions also remain to be available. 
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In the discussion in the current module, we will talk about Sorting and Searching in C and 

C++, which is the most common algorithms everybody learns when they start programming. 
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So, this is going to be the outline as will be available on the left-hand side. 
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So, first we talk about sorting. 
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Now, possibly the most widely known sorting algorithm, the oldest is the Bubble Sort, which 

I presume that all of you know how to do Bubble Sort, scan the array from one end to the 

other, look at conjugative elements if they are not in order swap them if they are in order, just 

move over to the next two elements.  

And once one scan is over go over and scan it again keep on doing this till no change is done 

in an entire scan once that has been achieved, then the array has been sorted. Now, we have 

studied about the complexity of this efficiency in C or rather relative inefficiency of this 

sorting, we are not concerned with all of that, we are concerned with the how to really write 

the sorting.  

So, here is a Bubble Sort code. And if you compare the codes between C and C++, you will 

find that they can be exactly identical except for the header for the io, which we discussed 

earlier in module two actually, as to what the purpose of these headers are. And accordingly, 

the print statements are also different. 
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Now, let us see if we are doing sorting, can we make use of the standard library. In fact, I 

would presume that many of you who have been programming in C for a while may not be 

aware or may not have used the sorting function given in the C standard library and which is 

one of the best sorting algorithms known that is quicksort. The name of the function is qsort 

as you can see here. And it is available as a part of the standard library, stdlib. So, we include 

that header. 

Now, this is how you invoke the quicksort function. So, what we are intending to do, we have 

a data array wherein we have initialized with 5 elements and we want to sort that array. So, 

what are the things that we need to know? Obviously, the quicksort need to be told as to what 

is the array to sort. So, we need to tell what is array to sort and the way we tell that is we 

actually give the address of the zeroth location which is data, the base pointer, which the 

quicksort would be able to traverse an array starting from that. 

Next thing it needs to know naturally is the size. How many elements are there? So, we say 

there are 5 elements. Now, how do you, from the initialization how do you find out there are 

5 elements is a different question, which is a very standard code if you do not know we will 

discuss at some point of time, but here you can clearly see that there are 5 elements. 

So, quicksort now knows the array and the number of elements, but just think of it that when 

someone wrote this quicksort code that programmer did not know whether you are sorting an 

array of integers int or an array of double or an array of float or an array of characters or for 

that matter an area of some structures, the person had no idea and still the person had to write 

the code for quicksort. 

So, how could he have written a code which is general enough, so that it can solve the 

purpose. What he does is something very simple, assumes that the array is of bytes and it can 

traverse the array in certain stride of bytes either as a single byte each or two bytes each or 

four bytes each. So, that if the array is of type of array element type int and if int has a size 4, 

then what it does it takes 4 consecutive bytes together and takes that as a data value, then it 

takes the next 4 bytes and takes that as a data value which is this next integer and so on. 

So, in brief what it needs to know is what is the size of every element that this array 

represents. If it knows that, then from the byte array it can easily interpret it as an array of the 



specific type of element that you have provided. So, the third thing that quicksort needs to 

know is what is the size of every element. So, here I have five elements if size of int is 4, then 

actually quicksort got an array of 20 bytes, 4 times 5. 

And now, it knows that there are 5 elements each element is of size 4. So, it will keep on 

doing a stride of 4 elements, 4 bytes consecutively and interpret them as the every individual 

element data, 5 different element data in the array, that is the whole idea. Having said that, 

the final question is to be able to sort you should be able to compare two elements. Now, 

when it is integer, you know how to compare there is comparison operator, when it is int, you 

know, when it is say double, you know what is the comparison operator. 

But in general, you may not know how to compare two values of certain data type. For 

example, the elements could be strings themselves, how do you compare two strings you 

cannot do it by the comparison operator, you have to use strcmp or something, if the elements 

are user defined structure type, say complex number having two components of the structure, 

how do you compare them, you would not know how to compare, because quicksort was 

written well before its use when all these were not known to it. 

And it is one code which must work for int, for double, for string, for character, for bool, for 

user defined structures, and so on so forth. So, the trick that is done is you have to tell 

quicksort how to compare. So, this is what is done here. You would recall that C has a 

mechanism called function pointers. So, a function pointer is a function whose address is 

being passed and the actual function will be given separately. 

So, besides, while calling quicksort besides the actual call, it is the responsibility of the user 

programmer to also define this compare function. So, what is compare function let us 

consider, a compare function will take two elements, compare them and say if it is less or it is 

more and so on. So, I can think of compare function taking two elements say a and b and 

giving me a bool, Boolean result, saying whether it is a is less than b, then say it is true 

otherwise, it is false. 

If I have such a function then qsort can use that function as a function pointer without 

actually knowing what the function is. So, the user will write that function. Now, there is a 

big question again, another stumbling block, what is that? If I want to say I am comparing a 

with b, I should be able to say what is the type of a and what is the type of b, are they ints, are 

the doubles, are the strings, are they user defined structure?  

The comparison logic could be different and the comparison that you need to do that data 

type would be different for this compare function and you do not know that. So, what do you 

do you do another trick, I would, more than a trick I should call it a hack, which is very 

common hack in C, which makes it very risky actually, is that you, let me erase whatever is. 
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Now, look at the compare function, the compare function and see what is the first argument 

and what is the second argument, the numbers to compare. What we say is the first argument 

is const void*, forget about the const part, we have not done const, all that it says is you 

cannot change this formal parameter from within this function, forget about that we will 

study that later, but the basic point is the value is passed not as a value but as a pointer to it. 

But if the value were, if a is int, if a were int, then the value that the pointer that we will need 

to pass int*, if it is double, you need to pass a double* you do not know that. So, what do you 

do? You pass void* which says that this is a pointer to a type that I do not know. So, the 

quicksort actually is calling a function to compare which takes two void* pointers. 

The two elements it wants to compare, so that whatever is the element type it can pass the 

addresses of the corresponding locations and then the user function will know what is the 

type, so the user function has to cast the pointer to the appropriate type compare the values 

and return the Boolean. So, this is the basic idea.  

So, if you now see these are the two parameters with void* pointer, const void* pointer, you 

cast first you cast that as int* because you know that you are doing this to sort an array 

having elements of the int type. So, you cast it to int* it becomes int* pointer, the a’s address 

is now int* pointer and then you dereference a*. So, it now gives you the value of a.  

Similarly, here you get the value of b. So, this is equivalent to a < b. But if you had done an 

array of double, you would have done this casting not to int* you would have done it to 

doubl*, whatever is your element type you will cast to that. You do the comparison and 

return the Boolean result and as you know in C in general you may not have Boolean, 

particularly we have seen how to do stdbool and all that.  

So, you quicksort takes that what you return, actually quicksort was given in the library in the 

K and RC time. So, when the bool was not there, so the only way to realize Boolean was 

through int. So, the prototype of compare that function pointer for compare is int, return type 

of that is int, so it returns an integer value for example, if a < b, it will return 1, if a > b it will 

return 0. 

So, using that, now we pass that function pointer. And as you know, for function pointer, it is 

not necessary to take the address so I can just write the function name. Alternately, I could 

have written, & compare also, both of them would be correct. So now, quicksort knows the 

array, the number of elements, the size of every element to stride, and the comparison 

function and with that quicksort will be able to sort this. 

And as a part of C programming, I do not know, if you have used this, if you have not, you 

can use it, it is a very efficient and safe way of using. Though, there is a lot of questions 

regarding this compare function, you have to write it very, very carefully. Let us go over to 

C++. C++ standard library also provides a sorting function, it is called sort and it is provided 

in the standard library component called algorithm. Algorithm is a component of C++ 

standard library, which gives you a number of algorithms.  

So, when you call sort again, we have the same data array for the elements which we want to 

sort so you call sort, first you say what is the starting address, starting pointer then what you 

say you do not really say the number of elements, but you give a pointer to the last element. 

data + 5, what will be data + 5? This is data, this is data + 1, data + 2, data + 3, data + 4. So, 

data + 5 is here. So, earlier I discussed about defining a range starting from an element and 

ending but not including the last element. 



So, the starting pointer is data, the ending which is not included is data + 5 which is data[5] in 

the in the array notation. So, it will not get included, so that is of 5 elements. It also has to 

give a compare function to tell how to compare. Now, the point to note here is it does not 

need to provide the number of elements, I am sorry, the size of the element. Why? Because in 

C++, what it does, it knows the type of the array data. 

And it uses some trick in writing the sort function, a trick of templates as we will see later, so 

that the compiler can generate an appropriate sort function for you from the templatized code 

given in the algorithm, when you use it for int type, which is known from the type of the data 

array that you have declared.  

Interestingly, if this were in array of double the compiler will generate a code for double, if it 

were for a user defined structure, the compiler will generate a code for that user defined 

structure wherein, we will buy the time we will know what is the size, so this no not 

necessary to pass this third parameter which you require for the qsort. But you still need to 

tell the compare function because of two reasons, one is what do you assume to be comparing 

is it less or it is more, there are two choices.  

So, you cannot make both the choices in the library, so you have to decide on which choice 

you are making and accordingly you will have to put that function. So, you can do that if you 

pass it as a function pointer. Second, in general, what you want to do for comparison is your 

choice, you may want to do a lexicographic sorting, you may want to do a topological 

sorting, it depends on what kind of sort you want to do. 

So, the library allows you to give pass a function pointer here. And interestingly, since the 

type is now known to be int, you do not need to do all this roundabout of const void* and all 

that, you can directly have the element type in the parameters of the compare function. So, a 

different compare function for double when you are sorting double will have double as the 

two parameters of the compare function. 

And certainly, in C you have bool so you will use bool directly as a return type. And with 

this, like in the case of C you will be able to sort that, very simple. So, one major problem 

that we always have is to have a sorting is directly given, just it is just a one line of code and 

a compare function that you provide. 
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So, let us move on. Now, this, the example that I showed is sorts in descending order, if you 

want to sort in ascending order, it becomes even simpler, because that is considered to be the 

default for the algorithm sort given. So, you do not even need the third parameter, you just 

say what is the range, data, data + 5 and asked to sort. 

So, for predefined type, built-in types, and for ascending order, you do not even need to 

specify the compare function to be passed as the function pointer, if you want to use it for 

user defined types and or for ascending order or for some other order, you will have to write 

the compare function for yourself. 

So, this is a story of sorting between C and C++ and you must have noticed that how easy it 

is to write this sorting function from the, use the sorting function from the standard library in 

C++ compared to the cumbersome your different casting that you need to do wherein you can 

always make mistakes and so on. And it is just straightforward compare function and sort call 

that will solve the problem in C, C++. 
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Now, let us take a look at searching wherein we have a very similar solution. Again, I am not 

sure if you have used it in your programming, but C standard library provides a binary search 

function as we all know, for searching binary search is a good way to search in an array, just 

keep that sorted and then we are binary search. So, for how do you invoke binary search? 

What you will have to provide? 

You will have to provide the array naturally, you have to provide the array, so the starting 

pointer. You have to tell the number of elements in the same way. You have to tell the size of 

every element because bsearch was again wrote long before your code was wrote, so it does 

not know what is the strike, what is the unit of the elements in terms of the number of bytes 

that it knows. 

You have to give the function to compare so that you can do the comparison. And you have 

to also tell the element the value that you want to search. So, that is the first parameter. Note 

that this is passed as an address, because it becomes easier for the bsearch to manipulate that 

because internally it does not again know what is the type of value that is involved. So 

internally, it cannot have a value k because it does not know the type. 

So internally what it does, it assumes that it is getting an address, which is again of the type 

void* and makes use of that, using the size, it make figured out as to how much of it is to be 

read. Now, coming to the compare function. In binary search, in while you are sorting, it is 

just okay to know if it is less or if it is more, so less and greater than or equal to or greater and 

less than equal to solves a sorting problem, because you really are not concerned about the 

ordering of the equal elements, they are obviously they will become conservative in this and 

they are indistinguishable. 

Whereas, in binary search, you have a three-way comparison to be done, you want to hit the 

middle. See if that value is matching, if it is matching you have already found it, if it is not 

you will have to go to left assuming that the array is sorted in increasing order as is given in 

this example. So, you have to go to the left half of the array, if it is more you have to go to the 

right half of the array. So, you need a three way, you need a three-way comparison result less, 

equal to, more. 

So, you have to have a different kind of comparison function, so that comparison function is 

what is written here. So again, you take the parameters as const void* because you do not 

know that type, because bsearch does not know that type. So, the function signature, function 

pointer signature does cannot have any other type, then you have to cast them in the same 

way, first cast it to integer pointer, then dereference to get the value, if it is less, you have to 

return -1. 

If it is equal, you have to return 0. If it is greater, you have to return +1 that is a protocol, it is 

pretty much like what the strcmp does, -1 for less, 0 for equal, and +1 for greater. So, 

naturally this is not int interpreted as bool this necessarily is a bool because you have three 

possible outcomes and that is the assumption that bsearch has made in taking this function 

pointers. 

So, now, you have the compare function pointer given here, whatever is your type 

accordingly, he will write this part of the compare code to tell binary search how to compare 

two elements, how to find if they are equal or if 1 is less than the other greater than the other 

and so on. And pass that along with the array base address, number of elements, size of every 

element, and pointed to the particular value that you want to search. So, if you do that, you 

will find. Naturally we took 3, so it is found to be available.  



So, if you do the similar thing, if you want to do that similar thing in in C++, again, the 

algorithm component has a binary_search function given, algorithm given. And all that you 

need to give you can understand that you do not need to provide any size parameter, you need 

to give the range data, data + 5 like before, you need to provide the value that you want to 

search for, which is k. 

Again, since it knows the type, you do not need to pass a pointer because again, it is 

internally during that template magic so that given int it will create a binary search for you 

for integer values, so it knows the int, if it is of your user defined type, it will do that 

accordingly. And in this case, since you are doing a binary_search on a predefined or built-in 

type, you do not need to provide the compare function. If you want to do it for your own data 

type, or your defined structure, you will have to provide the compare function as well. So, it 

is as simple as that. 
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So, as we can see that sorting and searching are really, really easy using the C++ standard 

library. Now, this algorithm library has several other functions as well, which are of great 



convenience, for example, you can replace an element in an array, you can rotate the 

elements in the array, which are things you require in various algorithms. 
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So here I have given code snippets, I mean codes to show the use of some of these functions 

like replace, here will take the range, which now you have understood is the style of doing it, 

then it takes in the range, the positional value point where you have to want to make the 

change. So, this is 1, 2, 3 I want to make changes here. So, I write 3 and the value that I 

change it to, so I give 2 you can see, this third value or data 2 has got changed to the value 2. 

Simple one call and I can need to do that in generality. 

You can also rotate by giving the range the basic convention is little different, this is where 

you give the range from the first and the third and in the middle, you see the point up to 

which you rotate. So, this says that you rotate up to 2. So, if you rotate once, then 1 comes 

here, if you rotate twice, then 2 comes here and therefore it becomes 3 4 5 1 2, 3 4 5 1 2. And 

data 2 is what becomes the beginning after the rotation. So, these are some of those, some of 

the very common algorithms which are all available, you can just need to include the 

algorithm component and keep using it. 
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So, besides rotate, replace, you also have merge, you have swap already given, you have 

remove an element, and so on so forth. So, it has a lot of good value. So, what you have seen 

in this module is that compared to C standard library, it has C++ standard library has all the 

same functionality, but in a more convenient way in the algorithm component.  

And in addition, it provides a lot of additional functions which are commonly used in writing 

different problems. So, that brings us to the end of this module. Thank you very much for 

your attention, and we will meet in the next module. 

 

 

 


