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Welcome to Programming in Modern C++. We are in Week 8 and I am going to discuss Module 

36. In the last week, we have talked about a variety of things. We have discussed about the 

virtual function pointed cable, how was it implemented, and for three modules, we have 

discussed different aspects of typecasting in C++ including polymorphic runtime casting. And in 

the last module, we have discussed about multiple inheritance.   
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So, with this we kind of covered a major part of the primary features of C++ programming which 

you need to know. We will digress little bit, step aside. And in this module and the next, we are 

going to talk about how do you handle errors that happen in C or C++ program. In the present 

module, we will talk about error handling features available or styles available in C. And then in 

the next module, we will see how they are again refined significantly in C++. 
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This is the outline and will be available on our left panel.  
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Now, let us, let me start by defining few fundamental notions.  
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The first thing that you must notice is I am using a word exception. We have in C programming 

talked about errors. Now, there is a subtle difference between errors and exceptions. Errors are 

normally what you know is a, it could be a programming error, it could be that the logic is not 

working correctly. It could be that you expect, you do not expect the stack to be empty, but it has 

become empty at a certain point, so the data is not appropriate.  



Whereas an exception is often something which happens due to maybe external factors or factors 

in your program, but normally, exceptions should be infrequent, unexpected. And many a times, 

they are crippling, they could put the entire system into difficulty and so on. Now, this 

dichotomy of terms continue to remain, because as C evolved, the separate notion of exception 

or separating exceptions for the normal programming error was not there.  

So, in C, you will find that all kinds, whether it is your programming logic error, whether your, 

whether it is a error due to a data being too large or too small, or it is an error because something 

has gone wrong in terms of your hardware, yeah, somebody has pressed control C or anything, 

all were treated as errors. 

So, C talks about error handling, whereas C++ tried to build up on that and take out as much of 

these error situations, common error situations out in terms of what is defined as exception and 

still review with the scope of handling your program errors but others are handled in a very 

structured manner. We will talk about that in the next module. But that is why I say that you 

know at times you might feel confused with this use of word error and the exceptions, but they 

kind of are talking about the same thing, but errors are what we commit and exceptions often are 

what infrequently, unexpectedly happens.  
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Now, what could be the cause of an exception? There could be several, and a majority of them 

have listed there. It could be due to unexpected system state, that is you have run out of free 

store, you have run out of disk area, you are trying to, you have an array to hold a stack and you 

are, you have filled up that array already. You are pushing to your full stack. So, these are kind 

of, you are running out of system state. 

So, some of them at least is not under a programmer's control, while programming you would no 

conceive this. Some maybe if you are cautious or maybe not. There could be external events like 

control C to terminate a program that would be an event on the network socket and so on. There 

could be simple logical errors. This is what I was saying that more common errors, you are 

trying to pop from an empty stack, your resource errors like memory leak, memory read write 

errors and so on.  

There could be run time errors like divide by 0, underflow, overflow, out of range. Undefined 

operation divide by 0 actually. This is undefined, not exactly run time error. So, there could be 

different cases of exceptions, root of exceptions. And the programmer has to handle all of that 

together.  
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Now, in the world of C, this, in that since the programmer has to handle this, so there will be 

code detect such errors happening, to take care of that, to handle that, come back to continue the 



program. So, this part is what is now called an exception flow. And normal flow refers to if 

nothing of this happened, then whatever the logic that you wanted to write. In C typically, these 

two are entangled twice, one into the other. In C++, the attempt has been to separate out the 

exception flow from the normal flow. We will see that, we will check that on the next module 

after we have seen the style of C.  
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There are exceptions are primarily of two types, asynchronous and synchronous. Asynchronous 

is which has no logic, no relationship with the current execution thread. So, that come in 

unexpectedly, like interrupting a program, taking a thread away from the context, and so on. 

Whereas synchronous exceptions are mostly planned exceptions. They are handled in an 

organized manner. And most common type, as we will see, is implemented in terms of a throw. 

This will come in details. I am just trying to give you a basic overview to the whole idea.  
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Now, typically exception is considered or error handling is considered to be in five stages. First, 

the incidence of the error, the error will have to happen. It can happen synchronously, logical 

error, or it can happen asynchronously, which is the hardware error, like run out of memory, run 

out of disk space, socket event, and so on. Once that has happened, then you create an object and 

raise that exception. You have to tell somebody either later part of your own function or the 

calling function that something has happened which was not desired.  

So, you create an object which is indicative of that and you raise that exception which this object 

could be a simple integer value that, I mean, we often say that from main return 0, it means 

health. If I return minus 1, if I return minus 2, it means that something is wrong. So, that is the 

notion of the object. 

If I give, return an int, which is -1, it says that, well, not everything is fine. Then if you are 

raising that, then it has to be detected. That somebody has to respond to that, somebody has to 

check that I have returned -1. So, that is polling, it could happen through notification also, we 

will see more of that later.  

And then you have to handle that exception. There could be several strategies which are specific 

to a particular situation. You could ignore, it may be okay. I know that, that is fine, I do not care. 



It could act that do something and also let others do more things. So, you do something and 

maybe call other function to do more or you can take total ownership, is okay. I have understood 

what the error was, I have taken care of that and now it is all handled, we can proceed. And 

finally, to recover, that is, if it is possible, that is what is desirable that you continue with the 

execution, or if you cannot, then you abort. So, these are the basic five stages of an exception or 

error handling that one has to deal with.  
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And I will show you a simple example. So, function main calls a function f here, f has a variable 

internally which it checks to see if an error has happened or it sets if an error has happened. So, 

these are different function codes that go in that. And if the error has happened, then it returns -1. 

So, when you check this value error and you find that error has occurred, that is the instance, 

incidence of the error, stage 1. Then when you return, you have generated the exception object, 

which is an integer value -1 and you are raising it. The control comes back here. 

Then you are checking if it is not 0. If it is 0, then everything is healthy. If it is not 0, then an 

exception has happened, so you detect. Then you write a piece of code to handle that whatever 

needs to be done, and then you proceed again. Maybe we will call that function again or do some 

other function, and so on. So, this is, this structure simply tells you in principle what are these 

five stages that they do. 
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So, this was the overall general idea about exceptions and errors. And let me talk specifically 

about what you have in C.  
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Now, as a language, C has not provided any specific feature for error handling. It was not 

considered at that time, and henceforth, the language has no feature for error handling. The 

developers have to use the normal program code development styles, like the one we just saw to 

handle errors. So, over time, what has happened, there are common industry practices which 



have emerged which the developers should abide by, several companies have coding styles 

where they say that you will have to handle this error like this, that error like that, and so on and 

so forth.  

When it was realized that C language has no support for error handling, several C standard 

library headers started coming up to deal with different types of errors in different contexts. But 

there was no comprehensive support, because the language is already there fixed and you are 

providing library to support. So, each header library, standard library deals with certain aspects 

of certain types of errors, but not together complete in itself.  

So, the onus still lies with the programmer to decide which particular library to use in which 

context. And if you do that properly, then most of the error situations can be handled pretty well 

in C as well. But the best that I would advise is follow the industry practices, because that is a 

most important, then you will not, you will be consistent with your fellow developers and you 

will not need to reinvent the wheels. 

Now, if we look at the language features that the only thing C has is it can return a value, single 

value or multiple parameters, and it has something called a local goto, local goto, which we 

normally say do not use. So, this is probably the only situation where we will advise that you 

may use gotos locally. And then there are different standard, you can see that there are five types 

of support I have talked of Global Variable, Abnormal Termination, Conditional Termination, 

Non-Local gotos which is a new concept and signals, each one come from a different library 

component, different header.  

Some are like the setjmp, assert, signal, errno number, these are specifically created for error 

handling standard library of course and several other things as well.  So, now we will go over 

and look at each one of them, what do they do and how they can be used for error handling? 
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The first one, return value and mechanism is very simple. The caller checks for error condition 

and when you have an error situation, you return the error object as we just saw. The return value 

can be ignored and lost, that is a problem. And return values are temporary, so you will not, if 

you do not catch it or if you do not take action on it, as soon as the control from the function 

comes back, you will lose that information. If you now once you have that, if you want to use 

return value to give you the status of what has happened in the function, then you lose the basic 

value of the function. So, what I am meaning is I have add, say int, int, int. 

Now, how do I use return value to check whether add has happened properly or it had a 

overflow? It is adding two integers, it might have an overflow. So, how do I check that? If I want 

to return a status value here, then I lose the basic property of the function which is to give the 

added value of the two numbers passed to it. So, what something unnatural that we can do is we 

can have more parameters. This is an explicitly outbound argument where I can pass an integer 

value back to my caller to show whether the function is done successfully or not. But it is a huge 

problem, because he will use the function as C add(a, b). Now, you have to use it as C is add(a, 

b, &error).  

Even that does not work, because you are not being able to check this error. So, if you have to 

check that, you have to do if, you have to first do C add all this, then you have to check the error 



that has come up. Take actions, it is a big mess. The whole beauty of functions get lost, but that 

is the best that you have if you are using function returning values.  
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Like here, I have changed the signature of stack to return an int, so that if the stack is full, then 

you return a 0, otherwise you return 1. So, always after push you have to check that to detect and 

to be able to handle.  
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Local gotos or simply gotos for now has always happened C programmers, has helped C 

programmers to kind of get out from a very deeply nested loop or to refactor the same code, 

same error handling code from multiple places together. So, under this, I will put all different 

kind of control statements like goto, break and continue which are things that you do for error 

handling, that if some error conditions happen, you break from a loop or you continue in the next 

iteration of the loop without doing the rest, you can, have default in case of switch to take care of 

situations that are not expected and so on and so forth. 
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So, for example, this is just a sample code to show you this I lifted from the WINSIG.C, source 

of certain version of Visual Studio and a lot of the code I have skipped, because it is a huge code. 

I just wanted to show that, well, in different points. The programmer is checking for different 

error conditions like sigact support, not exceptions in the hostways, exceptions in the hostways 

and so on. And doing a goto to a common level, gotos are bad we know. But this kind of a 

discipline uses code, because otherwise we would need to write the handling code of what 

happens on that error right at that point, which will be lot of code repeatation. And as you know, 

any code repeatation is bad.  
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So, this is another style which is often used. So, this is just to show you in terms of visualization 

that this is the program code, and if an error happens and all of these are gathered into one point, 

so which gives you a power to refactor. And if it is okay, then it gathers to a different point. So, 

you have only two program points where you may need to fix what you do. But from everywhere 

else, the success and failure fall into these two buckets. So, that is industry recommended 

practice of using gotos for handling errors.  
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Now, let us go into the different features that the libraries provide. The GV Mechanism or Global 

Variable Mechanism is several library functions practice this that if they come across an error, if 

they happen to have an error, then they set a global variable which is provided in the errno.h. So, 

an example will make it clear.  

(Refer Slide Time: 21:14)  

 

Here, I am trying to do a power function, x to the power y. So, x and y are some values. Now, 

when you do that, before that you set errno to 0 and you have included this header file. errno is 

defined in that header file, is you are not declaring that variable, you are just setting it to 0, it is a 

global variable. So, if pow has some kind of a problem, say it is not of the proper domain where 

pow can be used. It will set errno to enumerated value EDOM error DOM. 

So, if after pow, you find that errno is EDOM, then you know that this error has happened in 

pow and you can decide what to do. pow is taking power, so it can potentially make the numbers 

very big, so it can easily go out of range. So, this is another which tells you that it has gone out 

of range and you can check that and do this. Otherwise, you know that everything is correct and 

you can proceed with the result.  

So, this is a standard practice that several C standard library functions follow and you can get if 

the function has worked properly or not using this GV Mechanism. And naturally after you have 



found an error, naturally what you will have to do is to reset the error no again to 0 so that you 

can find the next error.  
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Let us move to the next one which is abnormal termination. That is this you take care of course 

of if you have come to a point where there is no other way than to terminate. There are two ways 

to terminate, two functions to terminate a function, terminate a program. One is called abort, 

which is called catastrophic program failure. There is nothing that else that you can do. So, you 

just want to go out of this. You call abort, it does nothing. But there is another which mostly you 

should use, which is known as exit. Exit can take care of a few things using at exit registration. 

So, let us see what is at exit. 
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Here is a main function. Here are two functions that I have defined as handlers. What is 

important to note is I have called the library function at exit and passed the pointer to the first 

function. What it does atexit internally maintains a stack of function pointers, so it will put it 

inside the stack. Then I have done atexit once more. A second handler is also pushed onto the 

atexit stack. 

Then I do exit. If I do exit what it does, it goes to that stack, pops up the first function pointer, 

calls it. So, you will get_atexit_handler 2. Similarly it takes us next, calls it. So, if you can see 

with this atexit mechanism, I can, before I go out I can try to do some wrap up, maybe some 

memory was allocated which now need to be released and all that. Those can be done using these 

handlers. And for moving on to C++, please understand that this atexit mechanism is which 

makes the invisible call to the destructors possible when you go out of the function scope. But if 

you instead of exit, if you call abort, this atexit registered handlers will not be called.  
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There is a conditional termination also. You can, you have a feature in assert, where you can 

assert a certain property under the debug build.  
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So, you do that using the NDEBUG definition of the compiler. So, debug or NDEBUG, 

NDEBUG means do not debug, debug means debug. So, I have kept it commented. So, I am in 

the debugging build. And I say assert and I say some condition. So, if that condition fails then it 

will assert, that it will terminate the program at that point. So, assertion failed because here, if 



you looked at then i as 0 and I do ++i, so I became one, so it is not equal to 0. So, it has failed 

and it gives a file name, the line number. All of these I can easily print. This is from Microsoft 

Visual C++. This is a simple output from online GDB. You can check what kind of output you 

get on your compiler. Now, the advantage of this assert is we are using this, at compile time, you 

can see conditions at different places.  
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 But well, this is how the visual studio screen looks after the assertion has failed.  
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Now, the advantage of assert is that if you have checked everything and you are okay, then for 

the release build, you can just erase the assert silently. All that you need to do is to set 

NDEBUG, define NDEBUG. If you define NDEBUG, then this part is under ifdef condition, and 

therefore this part will not come in the compilation, it is not in the source. So, in the same case, 

now you do not have any assertion happening. Now, you have the actual output that is going on. 

So, this is very good for conditional compilation.  
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The most important and closest to C++ is what is called a non-local goto that is a local, with 

local goto, you can take care of error which is within f function. But what you have called a 

function and that function has an error, how does that information come back to the caller? That 

is the basic question. So, it uses two calls, two functions, one is called setjmp, one is called 

longjmp. 

Setjmp sets a point in the caller, where, in case of error, you would like to come back and long 

jump is in the called function where you say that, well, I have an error, so I want to go back to 

the caller where the setjmp was done. Now, suddenly you have two different environments, two 

functions. One is a calling function, one is a called function. So, when you are doing longjmp 

you are in the call function. So, how do you know the environment of the calling function? So, 

you use a jmp_buf, which stores this environment information. That is the simple idea and we 

will see how this has got, has been imbibed in C++ in terms of a beautiful exception mechanism.  
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So, this is how you do it. This is the header, this is the jmp buffer that I have defined and you do 

setjmp, jump buffer. So, at this point, the buffer gets the environment of the main. And I am 

doing it for the first time, so it is 0, which means that everything is good. So, I say that g is being 

called, call g, the control comes here and the execution starts. If I assume that there is no error, 

then the execution will go till the end. 

If there is an error, then this long jump will happen. So, let us see the subsequent progress. So, 

here I have assumed that there is no error. So, I have set the return point, I have called g naturally 

the control comes up to this point and goes back to this point. So, you say g called, then g started, 

g ended and g returned. This is the no error path.  
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Now, suppose I have set this error to true. I am just using a variable to simulate an error 

situation. So, again the setjmp is setting the buffer with the environment to 0 it is called. So, the 

control comes here. We are in a new environment. g started. So, g called, g started. Now, the 

error is true. So, you do a longjmp. What it does? In the longjmp, it uses the environment from 

the buffer and goes back to that same point, but with a non-zero value. So, it goes back to this 

context of setjmp with 1, which means that the else will now get executed. So, this part of the 

function does not continue and we say that function g has thrown and only the failed will happen 

now. So, g called long jump executed and setjump text to the handler. So, this is the basic 

mechanism of what is called nonlocal go to or setjmp, longjmp.  
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It is somewhat counterintuitive. So, practice this example. So, I have given another example for 

you to practice and understand what is going on, but it is a very powerful mechanism and we will 

see how it seamlessly gets into C++ where you do not have to remember all this buffer and all 

these values and so on.  
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The last is signals which you can send a signal to an executing program and you can have a 

handler for that signal. Signals are particularly used if you have studied operating system, you 

must have talked about signals quite a lot. Signals are particularly used to convert a hardware 

interrupt into a software one. So, here I show how to do that, include signal define and handler 

which should, what it should do if that hardware event happens, then this is a function pointer for 

the SignalHandler and put a previous handler and then do signal.  

So, I have actually forcibly sending signal abort to myself with this SignalHandler and this signal 

function returns me whatever was registered as a last function. Because it can, at a time, it can 

have only one registered function for every type of signal that you have. So, what will happen at 

this point? This has got registered. So, when I go to, when I get this signal abort, which I have 

sent myself, I will have this code executed which is say that application is aborting, and then you 

come and abort, you leave everything and go ahead. So, these are the different mechanisms that 

are possible.  
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So, we have seen a number of C mechanisms, but they help you in error handling and that is how 

the C programmers survive. But certainly, they have a lot of shortcomings like they are 

destructor ignorant, they, it does not, they will not destroy the objects when long jump is going 

out of scope, they are obtrusive, that is, they are mixing up with your normal logic as we have 

saw in, seen in return value mechanism or in global variable mechanism.  

They are not flexible, because normal function semantics is getting lost, because you have to 

have value parameters and so on. They are non-native, because they are not part of the language 

and they are coming as library support and so on.  So, these shortcomings will be solved when 

we actually go on to C++ error handling exceptions in the next module.  
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So, to summarize in this module, we have introduced the concept of exceptions and particularly 

discussed error handling in C, and illustrated various language features, but primarily library 

support in C for handling errors with examples. Thank you very much for your attention and see 

you in the next module. 


