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Welcome to this lecture, we are discussing in the last lecture about the priority ceiling protocol. 

The priority ceiling protocol is a sophisticated protocol used in large sophisticated applications. 

It is bit more complex than the basic priority inheritance protocol and the highest locker protocol, 

in the last class trying to understand the priority ceiling protocol.   

In this lecture, we will first discuss the nitty-gritty of the priority ceiling protocol and then we 

will find the maximum blocking times that the tasks may suffer, maximum inversion times that 

the tasks can suffer under the ceiling protocol and then we will compute the schedulability of a 

task, the impact of the schedulability when the ceiling protocol is used and based on this we can 

also easily compute the impact of the schedulability of the basic priority inheritance scheme and 

the highest locker scheme. Now, let us proceed. 
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Just to recollect in the priority ceiling protocol, we need a system environment variable called as 

the current system ceiling CSC and anytime during the execution, the current system ceiling has 

the value of the ceiling of all the resources that are currently in use. If some new resources 



acquired by a task, then the ceiling value, the CSC is examined and it is updated if the new 

resource which has acquired has a higher ceiling value.  

And similarly, if a task releases a resource, then its impact on the CSC is examined if the ceiling 

value of the task is equal to the system ceiling, then the system ceiling value is adjusted to be the 

highest ceiling of all remaining resources that are being used. And at system start, the system 

ceiling is set to zero assuming that there is no such priority as zero priority.  

So, it would be set to zero to indicate that it is a system initialized and there is no resources that 

are being used and the ceiling value is used by the protocol, when tasks, request for resource and 

tasks, release resources. So, both of these times the ceiling protocol has a set of rules. When a 

task requests for a resource, the resource request rule is applied and when a tasks releases a rule, 

the resource release rule is applied.  
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Now, let us look at the resource request rule. That is the rule that is applied when a task requests 

for protocol for resource under this protocol. The resource request rule has 2 clauses one is the 

resource grant clause whenever a task a request for a resource, the resource grant clause is 

applied and when the grant clause is applied, it may be determined based on this grant clause 

whether the resource can be granted or not granted.  



So, if the resource is granted, then only the ceiling value will be changed. So, your current 

system ceiling and so on. On the other hand, if the resource is denied, to a task requesting for a 

resource, then an inheritance clause is applied to the presently executing task.  
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Now, let us look at these 2 clauses of the resource request rule with some examples, so that we 

can better understand this. Under the resource request rule, the first clause is the resource grant 

.clause. So, here a resource requested by a task is granted to the task, if that task had set the 

current system ceiling. So, that means, if there is a task that is using a resource.  

So, let me just say that this is the resource and there is a task which is using the resource. Let us, 

say some T5 is using resource R1. Then the current system ceiling if it is set by T5, so which is 

current system ceiling, if it is equal to the ceiling of R1. Then if T5 requests resource R2 under 

the resource grant clause, it is granted the resource. But let us say if a task T3 needs another 

resource, let us say R3. If T3 requests R3 then this will be denied.  

Because T3’s priority is less than the current system ceiling, R1 might be used by let us say T1 

and therefore ceiling of R1 is equal to let us say 1 and T3’s priority, let us say 3 and 3 will be 

compared with 1 and since 3 < 1, T3 will be denied using R3 even though R3 is free. And of 

course, let us say the ceiling is 2 here and if a task 1 with priority 1 requests some resource that 

will be granted that resource.  



So, that is what it says, it can lock a resource if its priority is greater than CSC. So, when a 

request for a resource comes, if it is a task, which is using the highest ceiling value resource with 

highest ceiling value, then it will be granted the resource. Otherwise, if its priority is greater than 

the CSC value, then it will be granted the resource otherwise it will just block. It will be denied 

the resource.  
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But if it is denied the resource so if it is not granted, it is not granted the resource and under the 

situation if it is not the task, which is holding the maximal ceiling resources maximum ceiling 

value or its priority is greater than current system ceiling. Otherwise it will be denied the 

resource. 
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If it is denied the resource and if it is granted the resource let us say, if it is granted, a task is 

granted a resource R1 the ceiling value is let us say 5 and it was being used by a task T7 and T7 

requested another resource R2 who’s ceiling value is 3. So, when T7 was executing using R1 the 

current system ceiling is equal to 5.  

Now, when T7 requested R2 it will be granted because this is the task which is set to the CSC 

and now it has acquired R2 whose ceiling value is 3. So, immediately, thus, current system 

ceiling will be made equal to 3. So, that is the rule that is what we are saying here. When Ti is 

granted access to the resource, if the current system ceiling is less than the new resource which 

has been granted, then CSC is made equal to the ceiling of CRj. 
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If a task requesting a resource is denied the resource, then the inheritance clause comes into 

picture. If the task is granted the resource we do not apply the inheritance clause. The task is 

prevented from locking a resource then the inheritance clause is applied here the task holding the 

resource inherits the priority of the blocked task if the priority of the task holding the resource is 

lower than the priority of the blocked task.  

So, here, let us say the current system ceiling is 10 is 1 the current system ceiling is let us say 1 

because a resource R1 whose ceiling is 1 is being held by a task T10 whose priority is 10. So, 

when T10 acquired R1 the current system ceiling will be set to 1 because the ceiling priority of 

R1 is 1. Now, let us say there is another task T5 would start executing T5 can execute because 

T10’s priority has not changed, it still executes it priority 10 and 5 is a higher priority task and it 

starts executing and after some time it requests R5 or let us say R2.  

Now, T5’s priority is checked against the current system ceiling. So, 5 is less than 1. So, it is not 

a higher priority task than the current system ceiling and also it is not the task which is set the 

ceiling value the current system ceiling. So, T5 will be denied access to R2, even though R2 was 

free. But as soon as it is denied, the inheritance clause will be applied and T10 will inherit the 

priority T5. So, T10’s priority will become 5. So, that is the inheritance clause here.  
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We will look at another example to illustrate this. And when a task releases a resource the 

resource release rule is applied. Here the resource which was released by a task if that is the 

ceiling priority of that is equal to the current system ceiling then the current system ceiling is set 

to the maximum of the remaining resources under use very intuitive.  

Otherwise, if the resource that was released is not the ceiling of that resource is not equal to 

CSC, CSC is higher than the ceiling of the resource being released then CSC remains unchanged 

and priority of the task is also updated. It might have inherited the priority of some task waiting 

for that resource. So, in that case, it would revert to its original priority. But if it is still holding 

other resources for which there are also tasks waiting, then it would have the highest priority of 

the all the tasks waiting for the resources that are being held by Ti.  



(Refer Slide Time: 14:00) 

 

Now, let us take one example. Let us, say from a static analysis of the code it determine that the 

resource CR1 will be used some time or other by 3 tasks T1, T2, T3, T1’s priority is 10, T2’s 

priority is 2 and T3’s priority is 5 and the smaller the priority value higher the priority. So, T2 is 

the highest priority task. Now, what will be the ceiling priority of the resource CR1? The ceiling 

priority of the resource CR1 is the maximum of the priority of all these tasks.  

So, the maximum priority of T1, T2, T3, which is equal to 2. So, the CR1, the ceiling will be 

become 2 and to start with the current system ceiling will be set to 0. Now, let us say there is a 

task, the task T3 is waiting and its priority is 5. The T3 is executing, and its priority is 5 and at 

this time, it acquired the resource CR1. So, what will be the implication of this?  

It requested CR1 and since the current system ceiling is 0, indicating that no task is using any 

resource, so T3 will be granted access to CR1, its own priority will remain unchanged. But then 

the current system ceiling = 2 and there will be no other change.  
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Now, let us explain the working of the ceiling protocol with slightly different in more complex 

situation. Let us, say we have a task T5 using a critical resource 5 a critical resource and the 

priority of T5 is 5 that is at the instance in the CSC is 2 and at instant 2 T4 starts executing T5 

even though it has used the acquired the critical resource, its own priority has not changed. It is 

executing at its own priority 5, it is only the system ceiling current system ceiling is equal to the 

ceiling priority of CR and ceiling priority of CR is 2 therefore CSC is 2.  

And now T4 is the higher priority task than T5 it starts executing and after some time, it needs the 

resource CR and as soon as it needs the resource CR the T5’s priority becomes 4 it has inherited 

the priority T4, T4 was denied access to the resource and the priority of T5 increases to 4 and it 

inherits the priority of 4.  

Now, let us say after some time T5 releases the resource so it gets back its own priority 5 and T4 

gets the resource CR the current system ceiling remains unchanged because that is the ceiling 

priority of CR and the priority of T4, it just executes at its own priority 4. But let us say a higher 

priority tasks T3 starts executing because that is higher than T4 it can preempt T4 before T3 starts 

executing. And let us say after some time it requests for CR2, that is a different resource.  

It is holding CR now it is requesting for CR2 but it will be denied access to CR2 because T3’s 

priority is less than the current system ceiling so that clause will be applied. There is resource 



grant clause and T3 will be denied access to CR2 even though CR2 is free. So, that is the 

working of the priority ceiling protocol.  
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When a task is granted a resource only the CSC changes, the priority of the task does not change. 

This is different from the highest locker protocol. In the highest locker protocol as soon as a task 

is granted a resource, the tasks priority becomes equal to the ceiling priority of the resource. Here 

does nothing happens, the task continues to execute its own priority and only some system 

variable CSC’s value changes.  

And if you can remember that in the highest locker protocol, the inheritance related inversions 

were occurring, because the task was getting very high priority value as soon as it acquired a 

resource, but here its priority is not changing is executing at its own priority and therefore, such 

inheritance inversions will not occur here. The priority of the task does not change, the priority 

of a task changes only when there is another higher priority task waiting for this resource and 

then the inheritance clause is applied.  
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Now, let us analyse the priority ceiling protocol. We will see that it prevents deadlock, it 

prevents chain blocking, it prevents unbounded priority inversion and it limits the inheritance 

related inversion. Inheritance related inversion does not become 0 because here also there is 

inheritance clause and the tasks priority may become higher when another task with a resource 

requirement is waiting, which has been denied access to a resource.  

So, as you can see, this is the superior protocol compared to the basic inheritance scheme priority 

inheritance scheme and also the highest locker protocol it prevents deadlock prevents chain 

blocking prevents unbounded priority inversion and the inheritance related inversion is brought 

down to very low values compared to the highest locker protocol when inheritance related 

inversion is very high.  
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Now, let us understand the inversions that can occur in PCP and we will use this in our analysis 

schedulability analysis that will do the total blocking time or priority inversion time for a task 

and that we will use for computing its schedulability. Now, the types of inversions that can occur 

in the ceiling protocol, one is the direct inversion inheritance related inversion and avoidance 

related inversion. So, there are 3 types of inversion that can occur in the ceiling protocol.  
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First, let us look at the direct inversion. This is very simple. A low priority task is holding 

resource and high priority task requests for that resource it has to wait. So, this is the situation for 



direct inversion. A high priority task is blocking for a resource which is being held by a low 

priority task. So, in highest locker protocol, this situation does not occur, direct inversion does 

not occur, because as soon as TL acquires a resource its priority becomes very high.  

And then the high priority task cannot execute, cannot preempt TL because its priority has 

become equal to its own priority cannot preempt that and therefore direct inversion does not 

occur in the highest locker protocol. But here it can occur because TL even after occurring CR, 

its priority does not change. So, TH can preempt TL start executing and after some time it needs 

CR and TH’s priority will be compared to the CSC.  

And since CSC will be at least equal to that TH. It will be denied access to the resource CR and 

therefore it will block and priority of TL will be increased by the resource inheritance clause. But 

we say that whenever the situation occurs, that a low priority task is holding a resource then the 

high priority task is waiting for that resource, we call this as the direct inversion.  
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Now, let us look at this task resource graph which you have obtained from a static analysis of the 

code there are 6 tasks T1 is the highest priority task and T6 is the lowest priority task and we have 

named the tasks such that they are in the descending order of their priority T1 is the highest 

priority and T6 is the lowest priority and their resource requirement is shown by shaded line a 

dotted line and the time for which the need the resource is shown on the dotted line.  



Now, R2 is needed by T1 and T4, R1 is needed by T1 T2 and R3 is needed by T2 T6. Now, here, 

which tasks can undergo direct inversion and for how long? So, T1 can undergo direct inversion 

by T4 on account of R2. So, T4 might be holding R2 and then T1 starts executing needs R2 and it 

gets blocked. So, what is the duration for which T1 can undergo direct inversion that is 5 because 

T4 can hold it for 5 units and therefore, T1 can undergo direct inversion for 5 units T1 can also 

undergo direct inversion by T2 on account of R1 for 2 units.  

But, can T2 undergo inversion due to R1? No, T2 does not go even though T1 is holding R1, T2 

does not undergo inversion because T2 cannot execute when T1 is executing and also a task 

undergoes inversion only by the lower priority tasks. If a higher priority task is executing, it is 

not called inversion.  

Now, what about T2 and T6? T2 undergoes direct inversion due to T6 for duration of 8 units 

because T6 might use R3 for 8 units. So, T2 can undergo inversion on account of T6 for 8 units. 

So, there are 3 tasks which can under 2 tasks T1 can undergo inversion for 2 units and 5 units T2 

can undergo for 8 units so two tasks T1 and T2 can undergo inversion.  
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Now, the other type of inversion is called as inheritance related inversion here if a task is holding 

a resource a low priority task is holding a resource and the high priority task is waiting then the 

low priority task will get the priority of the high priority task and let us say some intermediate 



priority tasks they will they cannot execute because the priority of TL is become equal to that of 

the high priority task. 

So, the inheritance clause by that the priority of TL is raised to that of TH and therefore the task 

Ti which is higher than L but lower than H this will undergo inheritance related inversion. So, 

again we will do a bit of analysis for inheritance related inversion, like given a task graph, what 

is the inheritance related inversion that a task may suffer. We are at the end of this lecture. We 

will stop here and we will continue in the next lecture. Thank you.  


