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Welcome to this lecture. In the last lecture we had discussed about the Life Cycle Model 

and especially the classical waterfall model and as part of the life cycle model we had 

looked at various activities that are undertaken during the development process. And we 

had spent some time on the feasibility study which is a important activity undertaken by 

the project manager with the help of a case study we had identified what are the activities 

that are taken up by the project manager during feasibility study and at the end of the 

feasibility study the business case is written. This is one of the initiating processes 

writing the business case and we had seen that how an effective business case can be 

written. 
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Now, let us proceed further in this lecture based on the discussions that we had the last 

lecture we will discuss about the iterative waterfall model we will look at the V model, 

evolutionary model and prototyping model that is the plan for this lecture. 
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The classical waterfall model is an idealistic model, the main problem is that it assumes 

no defect is introduced during any phase each phase is completed and the next phase 

starts and so on until the project completes, but in effect there are lot of defects that are 

introduced in almost every phase of the lifecycle. 
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And that is the reason why it may be necessary to go back to a previous phase once a 

defect is identified. For example, a defect may be identified in the design phase that a 

requirement specification a functionality was missing and then need to take up the 



requirements activity rework the requirement specification document and then again 

come back to the design phase, that is the reason why we need the feedback path. Once 

the defect occurs in a phase there is a mistake by a developer it often remains unnoticed 

until a later phase and then once it is noticed in a later phase, it is then removed. 

But the question here is that the later the phase the more expensive is to correct this 

defect, why is that? The answer is not very far to sake because if defect occurs and it is 

removed immediately, then that is the best thing the cost will be minimal, but let us say 

the defect is removed after one phase that is the next phase then only two phases are 

affected; only two phase documents need to be changed. But if let us say a defect is 

occurs in the requirement specification phase and it is discovered during testing, then not 

only the requirement specification document has to change the design needs to be 

changed, the code needs to be changed and these are lot of activities and lot of 

documents need to change. And that is the reason why the later the phase in which the 

defect gets detected the more expensive is the removal of the defect this is a very 

important concept and it is known as the phase containment of errors. 
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So, that is what is written here that once the defect is detected redo the work in the 

previous phases. And therefore, if there are lot of intermediate phases it has crossed 

many phases before the defect is detected, then lot of rework is needed. 
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In the iterative waterfall model is very similar to the classical waterfall model, so you 

can see the waterfall here, but also there are feedback paths; this feedback paths make 

the model realistic unlike the classical model where one phase completes and then the 

next phase completes and so on. Here we assume that there can be a defect which will 

get noticed during the testing phase and we need to go back to the design phase or maybe 

the requirement analysis phase and then fix that defect and not only that fix the work in 

the later phases as well. 
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As we are saying that it is a important concept for the errors when they are the mistakes 

are made by the developers they must be fixed in the same phase that is the ideal that the 

defects are detected and fixed in the same phase that will incur the lowest cost. The more 

delay occurs in detecting the defect, the more expensive it will be. 

If a design defect is detected in the design phase itself, then it just need to change the 

design document, but if it is detected during the testing phase not only the design 

document needs to be changed, but the code needs to be reworked and that will be much 

more expensive. So, this is called as the phase containment of errors it is an important 

principle that, once a mistake occurs mistake or error occurs this must be contained to 

the same phase it is called as a phase containment of errors. 
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The principle of detecting errors as close to its point of introduction is called as the phase 

containment of errors it is a very important principle and very intuitive also. So, this is 

the iterative waterfall model, the phases are identical to the classical model excepting 

that the feedback paths are available. 
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The main strengths of the waterfall model is it is very intuitive easy to understand all the 

developers can very easily understand and use the model. The milestones are clear 

understood by the team and the project manager can easily monitor the progress, it 

provides the required stability. Management the project manager can have a strong 

control put scheduled milestones and monitor, but then it has lot of deficiencies. 
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One of the major problem with the waterfall model is that it is not very suitable to handle 

changes to the functionalities, but in almost every software project the requirements 



change there are many reasons why the requirement may change. For example, the 

customer may not be may not have thought that some functionalities will be required 

because he did not understand or did not think you cannot grasp what are all required at 

the beginning of the project, but as he looks at functionalities then he can make out that 

certain functions will be required. The other is that as the development takes place, the 

business itself might undergo some change and therefore, changes will be required. 

So, there are many reasons why changes will be required during the development of the 

software, but in the waterfall model the requirements are fixed upfront and then the 

design coding and testing are undertaken and there is no way provided by the waterfall 

model to make any changes, this is possibly the biggest shortcoming of the waterfall 

model. The other shortcomings are that here lot of documents are produced phases are 

completed, the requirements is complete, design is complete documents are produced, 

code is complete, but during testing found that most of the requirements are not met. 

So, the project manager gets a false impression of the progress that, the progress is the 

project is proceeding nicely according to the plan, but during the testing phase finds out 

that very little has been done. The main reason for that is that, the integration is a big 

bang at the end till then everything was fine, but at during integration it has found that 

most of the functionalities are not working. 

Another problem with this model is that, once the customer gives the requirement they 

have no chance to see the system till the end when it is delivered to them. It would have 

been really good if the customers were involved they could see that what are the 

functionalities that’s they are being developed they could have suggested modifications 

and so on. These are the major difficulties with the waterfall model the biggest one is 

that it does not have the flexibility to handle the requirement change, false impression of 

progress because phases are getting complete, but integration is on big bang at the end 

where it is noticed that the progress is very less; most of the functionalities are not 

working and the customer involvement is very minimal, the customer cannot give 

suggestions. 
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But then the waterfall model was popular and it is also successfully used in some types 

of projects. The projects for which waterfall model is suitable is that, the requirements 

are very well understood and known to the customer they have used similar software 

they know what all is required, it is not that something they are thinking of a new type of 

software it is a regular software. Requirements are well known and stable, technology is 

understood, development team have experience with similar projects. 

So, as you can see here that the project is rather routine project where the development 

team have done similar work, they are just trying to develop one more of that you can 

say that the challenges here are less because the requirements are known what the 

software will finally, look like what functionalities is very well known. The technology 

is understood, development team had experience in similar projects and for such simple 

projects waterfall model can be used and this happens to be the most efficient way to 

complete these projects. 
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But what about the classical waterfall model, the iterative waterfall model has its use we 

saw that for simple projects they can be used, but what about the classical waterfall 

model? Because here this was the idealistic model where it was assumed that there is no 

defect in any phase all phase proceed idealistically, but the use of this is that the final 

documentation should appear like the software is developed in a using a classical 

waterfall model, there are no backtracking no mistakes nothing and if the document is 

written that way then it facilitates comprehension of the documents. 
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Just to give an analogy you may be trying to do a mathematical theorem proving or 

maybe trying to solve a problem mathematical problem and you might many times do 

rework mistakes, go back to the previous phase previous step and so on. But if your final 

document for this problem has all these things that where you did mistake where you 

went back corrected and so on, then it becomes extremely complicated for somebody 

trying to understand. 

The best for somebody to understand is that you give him the correct steps as if you had 

not committed any mistakes and so on and that is what is basically the classical waterfall 

model that all phases proceed without any mistakes. Now, let us look at the V model this 

is a variant of the waterfall model only small changes are there small derivative of the 

waterfall model essentially all the activities are there the waterfall model. 
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Now, let us look at the V model, the v model emphasizes on the verification and 

validation activities throughout the lifecycle. We had seen that in the waterfall model the 

testing activity was only at the end, initially there is requirements specification then there 

is design coding, but the testing activities are only at the end and that is the reason why 

the testing activities take long time. And the other problem is that what do the testers do, 

till the testing phase starts what do they do? 

The V model gives answer to that, it emphasizes verification and validation and normally 

this model is used where the software is supposed to be more reliable. For example, 



those software being used in critical applications the V model is used. Here in every 

phase of development there are some test activities for example, planning the test cases 

and later they may get executed, but every phase there are some test activities that occur. 
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So, this is the diagrammatic representation of the V model looks like a V here the model 

representation and that is the reason why it is called as a V model. During the 

requirement specification, the system test cases are developed which are executed during 

system testing during high level design the integration test cases are developed, during 

the detailed design the unit test cases are developed which are used during the unit 

testing after the coding is complete. As you can see here that there is a emphasis on 

verification and validation activities and every phase there are some test activities unlike 

the waterfall model where the test activities occurred only when only in the integration 

and system testing. 



(Refer Slide Time: 19:14) 

 

Here this slide it just says what are the system the test activities occur during the 

requirement analysis and specification system test case design activities occur, high level 

design the integration test design activities occur and during the detailed design the unit 

tests design activities occur. 
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The strength of this model is that it emphasizes verification and validation, its very 

similar to the waterfall model excepting that every phase has some verification and 

validation activities. 
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But then it has many weaknesses just like the waterfall model here it does not support 

overlapping of the phases that is one phase has to complete then the next phase starts, 

what if some of the developers few of the developers complete first should they wait for 

the other developers to complete just idle or they can get started with the next phase this 

model does not allow that, they wait for all phase the phase to complete and only then 

they can start the next phase. Does not easily accommodate later change requirements, 

does not provide support for effective risk handling. 
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So, these are some of the problems of the V model, but then it is the natural choice for 

systems requiring high reliability and it is used when all requirements are known upfront 

and the technology is known. Now, let us look at the prototyping model which is also a 

small variation of the basic waterfall model. 
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If we look at the diagrammatic representation of the prototyping model the initial phase 

here is prototype construction and after that the design coding etcetera are carried out. 

Here just like the waterfall model the activities are organized, but then before starting the 

actual development a working prototype must be built. What is a prototype? A prototype 

is a toy implementation of the system which has limited functionalities, low reliability 

and so on. But the question is that why do we need to develop a prototype before we start 

to develop a system, what are the advantages of developing the prototype? 
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The first thing is that once you develop the prototype we can know what are all the 

requirements that should be there, if there are any requirements which are missing. If the 

customer can look at the prototype, then you can find out what are the missing 

requirements. There is a improved communication with the customer, there is a user 

involvement because unlike the classical or the iterative waterfall model where the after 

the requirements are given the only thing that the customer sees the delivered software 

here in contrast in this model the prototype is constructed and given to the customer for 

his comments and also since a prototype exists, it reduces the documentation, reduces the 

maintenance costs. And also if there are technical risks that the development team 

anticipates then they can through the prototype construction they can address those risks. 
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The reason for developing the prototype is to illustrate to the customer what is the 

software is going to look like, what will be the input data formats, messages, reports, 

interactive dialogues. The technical issues associated with the product development, the 

developers can experiment and find out what is the best way to handle technical issues 

sometimes the major decisions depends on issues like the response time of the hardware 

controller. 

And here by developing the prototype the designers can have their solution based on the 

hardware, the response time of the hardware controller at the upfront rather than 

proceeding throughout all the development activities and finding out that the hardware 

controller response time is slow and they need to change everything. So, developing a 

prototype helps in getting the customer feedback and also many technical issues are 

clarified and the development can proceed correctly. 
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Also when a prototype is developed the once it is used for illustrating to the customer it 

is thrown away and the actual system is developed, but then the experience that the 

development team gets in developing the prototype that goes a long way in developing a 

good software. 
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Here in the prototyping model first the approximate requirements are obtained, a quick 

design is construct is made and then the prototype is constructed using various shortcuts. 



The shortcuts can be like inefficient, inaccurate or dummy functions; a table lookup 

rather than writing the code for the actual computation. 
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We can represent that in this diagram that initially a quick design is done based on the 

requirements that have been gathered prototype is built. Submitted to the customer for 

evaluation based on customer feedback, refine the requirements again have a quick 

design change the prototype and so on until the customer is satisfied with the prototype 

then a waterfall model is used for developing the software  
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So, the it is a small variation of the waterfall model only the initial prototype 

construction that is added here. 
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And because of the prototype is kind of a requirement specification animated 

requirement specification, a requirement specification document may not be required, 

but one thing that we must be clear here is in the prototyping model once the prototype 

has been used to demonstrate to the customer and address the technical issues, the 

prototype is thrown away and then the development starts. 
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But does the prototype construction add to the cost and the development becomes more 

costly? No not really because for systems with unclear user requirements with 

unresolved technical issues the prototyping is actually a cost effective way of developing 

the software because without a prototype we might have to change the software many 

times and that would make it much more expensive that would incur massive redesigned 

costs. 

And even though there is a small upfront cost of developing the prototype, but that will 

be more effective cost effective, then not using the prototype and finally, finding out that 

the customer has lot of dissatisfaction and suggests many changes and also the technical 

issues are unresolved as a result many changes occur. With this discussion we will just 

stop here and continue discussing a few more lifecycle models in the next lecture. 

Thank you. 


