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Welcome to module 38 of programming in C++. We are almost at the end of the course 

and in this module and the next we introduce very different concepts in C++ 

programming, which is known as generic programming concepts. And this is or it is also 

referred to as meta programming concepts. This is done through a feature called 

templates. We will go through what a templates are and why they are required, but the 

core idea of template is to be able to write a code, which at the time of compilation can 

generates for the new code and that generated code then gets complied again. So, 

templates is not only a program, but it is a meta program which generates other programs 
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So, we will cover this in two modules, naturally the objective will be to understand 

templates. 
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And this is what are outline would be the blue part is what we will do first which will 

significantly covered the function template. And in the next module, we will talk about 

the class template. 
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Now, what is Template? Templates are specifications of a collection of a function or 



 

 

classes which are parameterized by types, this is the important part. They are 

parameterized by type which is a complete a new concept now coming in. In that so far 

we always knew that any code that we write in C++ must have a fixed type is a strongly 

type language whether it is int or it is double, or it is char star, or it is a user-defined type, 

it must be known. But here we are now seeing that the type can be also a parameter and 

the motivation comes from the fact that we want to increase the code reused in C++. 

There are several algorithms which are generic in terms of algorithmic strategy like 

finding maximum or minimum of two numbers or searching a set of data items which 

can be compared, but depending on the specific type their codes become different. 

Similar things happen with a lot of class designs if we talk about stack all that we know 

is it is a LIFO structure, last infrastructure, but depending on the specific type of 

elements that we have to deal with the stacks using a character elements, a stack using an 

integer element, a stack using some user defined type elements will all be different. So, 

template is an attempt in a trying to combine all this into a single binding a code. 
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So, let us just understand this little bit in more depth by taking examples. Suppose, I 

want to compute a maximum of two values, and the values could be integers value, there 

could be double values they could be strings, so in C string, they are they are char star 



 

 

they could be complex numbers and so on they could be so many others. Now, if I want 

to so a max will have a signature of max, I have one value, I have other value, I have the 

results. So, this is a signature of max which is kind of would come in something like this. 

If it i am doing it for int, if I am doing it for double it will look like this for strings for 

complex and so on. So, certainly we know that unlike in C were writing such functions 

were really difficult because you could not reuse the function name for different types 

C++ allow us to overloads. So, with the overloading, we can actually write a number of 

overloaded functions all of which will be max and we can just use that. 

Now, if we look into these overloaded functions then we see few we observe a few 

things; one is they have the same algorithm the way to find out max is to do compare two 

values find out which one is larger and then returns that larger value that is the basic you 

know algorithm for. So, the algorithm is same in respective of which overload which we 

use, but since C++ is strongly typed for every version, we need to have a separate code 

we need to have a separate version of code which will work the code for int will not 

work for double and so on. So, that is a lot of you know code duplications that need to be 

done. So, that is basic motivation for looking at some solution to optimize all this. 
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So, first is if we will look at max as overload. So, these are the different overload. You 



 

 

can see that this is overload for int, this for double, this is for char star, c string now 

naturally if you c strings are represented by pointer to character. And in that you are not 

really interested to compare the pointers, but you want to compare the strings. So, here 

your algorithm is little bit different, but it falls in the same category or structure. And 

with that, you can you know print the max value of a different integers pairs, double 

pairs, string pairs and so on. 

So, this will work, but the catch in this as the problem here is the solution works and in 

some cases exceptional I mean different kind of code need to be written, but the main 

problem is if I have a new type, I will need to write the max all over again, I have to 

overload and write that. So, every time I add a new type to my system if it can be 

compared and I want to do a max, I have to write a separate code. So, the point is can we 

make the reuse stronger can we make max generic, so that it not only will work with the 

currently known types it will also work for the types that will be defined in future. So, 

that is an interesting problem. So, can we do that for, you will immediately come and say 

that is possible you in C already that is called macros. 
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So, lets us look back into macros. So this is a macros, this is a macros. I can write the 

max function in terms of a macro like this and if I do this for int double. I do not really 



 

 

when I write the macro, I do not need really need to know what the type is whether it is 

int or it is double. I can simply write this because it gets replace at the point, where the 

macro is instantiated and therefore, the corresponding expression works. So, this is this is 

fine it looks like a function, but it does not really behave like a function. But just you 

remind you that the moment you write macros your into lot of lot of different problems, 

one a certainly is the way you write the macro you see that the parameters are 

parenthesized here. 

The reason is unless you do that then x itself could be an expression which will get 

replaced here and that if that expression has operators which have a precedence, which is 

lower than this greater then operator then you will have a whole of this expression mixed 

up. Similarly the whole expression needs a parenthesis around it because otherwise for 

example, if you want to use it here as I did. So, here this whole expression is coming up 

if you do not have these then the precedence of this question mark colon and the 

precedence of the output indirection operators are in the wrong order. So, it tries to 

output only this part and then put a question mark column on the top of that. So, these 

are these are some of nuances you have live with, but then it look likes can we can we 

live this solution. 
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Now, so I would remind you to some of the pitfalls this is one. So, I would like to given 

a, and b, I would like write max a plus plus, b plus plus thinking that this will give me 

the maximum value from the original value if a, and b and then it will give me the 

incremented value. So, the original values being 3 and 5, I am expecting an output 5 

naturally, because of the original values. But if you actually work this out, you will find 

that the output of max is given as 6. 

And after this is completed, the incremented values, the first value is incremented ones, 

the second will be incremented twice or basically the larger value gets incremented 

twice, because it turns out to be the expression is basically a plus plus, b plus plus 

question mark, a plus plus ,b plus plus this is what you actually got. So, depending on 

whichever was larger possibly in this case, this was larger. So, b plus plus got 

incremented twice. So, this is that is kind of a, so this is quite counter intuitive to this. 

Then you have issue of if you have two character pointers in want to compare them, and 

you will simply use one pointer keeps use a string black, other gives a string white. 

Certainly, in this part of the code, if you look carefully all the time doing is I have just 

stopped the order in which they are invoked; s1 and s2, and the result become different. 

The reason is simply, because here when we write the macro, it basically compares the 

value of the pointers not the string that are pointed to by those pointers. So, if we change 

that order this will be basically change. 
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So, this kind of you know pitfalls make macros quite unusable and we lead to what is 

known as templates. Templates are nothing but functions were the type is parameterized. 

So, it is a parameterized definition. So, functions have multiple parameters, arguments, 

formal arguments, and a written type, so all of these or sum of these could be made into 

parameterized types. So, that you do not really well you write the function, you do not 

really say what the type is, but rather you put a type variable in place of that. So, this is a 

description of what the syntax how the syntax should be written we will skip over, 

because once you see the example, it will become obvious us to how you write that. 
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So, why you want to write the max function against, the max if I write it with int then it 

looks like int x, int y it will written an int type and the code certainly is returned x greater 

than y question mark x column column y. So, this is my code of max all that we are 

doing now is we are saying that we write this without any specific type int, but rather we 

will use a placeholder in place of int, which is type T and so that is what we write here. 

And the fact that we are using a placeholder is specified by this template is a keyword 

and within the corner bracket you write class T this, defines that T is a type variable T is 

a placeholder for a type and then I can use it. 

So, what it does is something interesting, once I it have written that then I can use the 

max function like this I can, I will write max within corner bracket I will put a type and 

then I will show the original name of the function is max that is templatized name and 

this is the instantiated name, which means that if I when I put this int it means that used 

the code of max, but take t to be int. And generate this whole code of the function taking 

t to be int and then you call on to that function. So, when I later on say max double. So, 

what it does it takes again generates another code were t is taken to be double a similar 

code of max is generated and that is compiled and that particular. 

So, basically once we instantiated int and double actually what I get, when I execute are 



 

 

two overloaded functions both of which are called max both of which takes two 

parameters and written one value and all of these for a for a one particular function is 

have the same types. But one is for two integers written integers one is for two doubles 

and written the double, so that is, what is the basic job of the templates. So, here a earlier 

we were having to write this overloads earlier we were having to a macro for these 

overloads, but now we can written one template a function a with the parameterized type 

and actually get that required functions generated whenever we need them. 
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So, if we do this then a certainly the problems get solved, we can now go and write the 

same code you will find that you are getting the desired effect. Now there is I mean there 

is nothing special in this, because this is become truly a function. So, this will actually 

take the value of a take the value of b call the function and after that increment a, and b 

individually and that will certainly give the correct results. So, are this does not have the 

issue that macros was showing. 
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Similarly if we want to work with say, also use this templates to compare to c strings and 

we saw that comparing c strings are difficult, because a we want when we want to 

compare just if we compare the two pointers then you will not get the same results. So, if 

we just take this as char star take t as char star I say max char star, then whatever I get 

will not be a correct thing, because it will give me the same issue as the macros was 

showing that we will just compare the pointers. So, what can I do is something very, very 

interesting is I can do what is known as templates specialization, that is I can say that this 

is a definition of the template max for a type variable t for any t what so ever. But if the t 

is specifically char star then I have a different definition of this function. 

So, you will look at this, this is a general template the generic or the primary templates as 

it is called and this is specialized templates you here are actually replacing t by char star, 

we are replacing t by char star. And since we have replaced c this is become the written 

type this is become the name of the function because showing that you have replaced t 

by char star this is t replaced by char star and so on. And since the template had only one 

template parameter and that has been replaced. So, now, the template specialization list 

as no parameter at all showing that it is being specialized here. So, what it means that, 

now if will invoke instantiate max int, it will invoke this version of the template function 

with t being int. But if we invoke a as we do here max this should be char star actually it 



 

 

not char char star, if we do max char star there is small type which I will correct later on.  

So, that will actually invoke the specialized template version of this function it will not 

invoke this one. So, in this version now we take care of the fact that we are not interested 

to compare the pointers where interested to compare the function that are pointed to by 

the pointers. So, we do strcmp on these two pointers compare them and give the results. 

So, it will it will take care of very easily it will take care of the issue that macros are 

showing, which was not possible to do in terms of the macro we could not we can gave 

only one definition of a macro not a multiple once. But here we can actually provide a 

specialized definition for the template to take care of such issue. 
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So, this is a really so templates are a good way to solve this. But certainly what will 

bother you is now the way you invoke the templates is changed. Now you have to invoke 

them as and the instantiation as we say as to say what the type is or for doing it as a 

double you have to say what the type is now as it. So, happens that C++ does allow you 

to skip this in many cases. You may not require to specify the type in the instantiation 

provided the types of the parameters can tell you what this template variable type must 

be. So, the idea is like this that let us say if you are looking into here, the type is not 

specified here looking at max ab. So, what can you get from max ab, if max ab has to 



 

 

match this then you know that the first hypothesis is this is has got a type int, this has got 

a type int. So, these are first parameters. So, this is the placeholder for x. 

So, if this has to match then T should be int these a second parameter if this has to match 

then T as to be int, and they are consistent, so if I just put T as int and generate a version 

of the function which T as int that will match up with this instance. Whereas, when I do 

max cd then c has double, so is d. So, here making T double will actually make it match 

the definition of the template. So, earlier we needed to write max int ab which is called 

the explicit instantiation. Here, we were writing max double cd which is the explicit 

instantiation we were saying that what types we want, we can skip this now because that 

can be inferred from the parameter types. 

Now, it is possible that in some cases you would not be able to do that. For example, a in 

this context, I can say that if you have max ac suppose you want to call max ac and your 

expectation is this is int, this is double. And certainly int can be implicitly converted to 

double, but in this case the compiler will not be the template instantiation will not be able 

to deduce the template type from this. Because from here it gets T as int; from here it 

gets T as double, so this is contradictory it has to get the same type for both. 

But you will able to still call this, for example, if you say max double ac, how will that 

work because if you say max double if you are explicit in the instantiation then T is 

double, which means that this is double as well as this is double. Whereas actually this is 

int this is double the second one is double it directly matches this is int, an int can always 

be cast implicitly to double as you know. So, it will cast implicitly and do that. So, it says 

that it is possible that not in every case you will be able to do and implicit instantiation, 

but in many cases, you would be able to do that. In cases, you cannot because of you 

want to mean something different or you want to mix up certain types and do some 

conversion, you will have to use the explicit instantiation. 
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So, here I have shown a couple of examples of things that you can do implicitly of the 

different max forms that you had seen. And you will have to be you will be able to figure 

out has to how they are deducing the type. Normally, when you use templates and three 

kinds of conversions are allowed for this types; one is called l value transformation that 

is in place of an array, you could present the pointer and vice versa. 

You can do a qualification conversion which is basically conversion using a non-const 

value in place of a const value and so on. And you can do a base class instantiation from 

a class template which is basically doing an up-cast conversion in the template. So, these 

are the conversions are allowed; otherwise, the template arguments are will have to 

otherwise follow the strict matching of types and it will not deduce anything. It will say 

that I am confused I am failing and then you will have to explicitly specify the template 

conversion argument conversion. 
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Now, continuing with our max example, I show here that you can use the similar 

template for user-defined types also complex is a user-defined type here. And I have 

variables of complex type and I am using max on them with implicit instantiation. Now, 

of course, you will have to keep in mind that if you do this, then certainly which version 

this version is specifically for char star. So, if you are doing calling this then it is 

inferring c 1 is complex; c 2 is complex, so it is inferring T is complex for this 

instantiation. So, it is basically looking at this version. If it is looking at this version, if it 

is looking at this version, that means, that it is looking at complex, so this is how the 

generated function will look like complex x, complex y return then x greater than y 

question mark x y right. This is what it will return. 

Now, if it is doing that then what it will require what is x greater than y. It is x is 

complex, y is complex, so x greater than y will have to be defined for the complex type, 

if the complex type does not have a x greater than y, that is if the greater than operator 

has not been overloaded in the complex class. You will not be able to put this 

instantiation. So, for that, I had to provide a overloading opera of operator greater than in 

the complex class, if you remove this you will find that this code will not compiled 

because the it will deduce T to be complex and then it will say that it requires a greater 

than operator which does not exist in the complex class. And therefore, this templatized 



 

 

version cannot be instantiated for complex. 

So, these are you will have to give the parameter type t there are certain basic operations 

and operations that T will have to satisfy. So, that if you want to pass some user-defined 

type want to instantiate with some user-defined type your user-defined type will have to 

satisfy those properties. For example, the other one is certainly it returns by value. So, 

this will have to your complex class need to have a copy constructor. Now, here I have 

not provided one. So, it is assumed that since this does not have dynamically allocated 

memory it will get a free constructor, free copy constructor from the compiler and that 

that itself will be used. So, in this way you could use any of the user-defined types also 

provided they satisfy this trait of T that is the required operations of the type variable T, 

if the satisfy that then you will be able to use that in terms of instantiating your template. 

(Refer Slide Time: 24:32) 

 

And finally, you can explicitly overload a template function also. So, as we have 

explained that the template itself is an arbitrary number of overloaded functions because 

for every type T this is overloaded function of T. Similarly, this is an explicit 

specialization, this is a specialization for char star right, there could be specialization for 

other types also these are also overloads. But I could have a more classical overload like 

this for example, here where I have a max which takes an array as a single parameter and 



 

 

that array is specified by a size. So, you look at this is an array and I am trying to call this 

max this certainly does not match with this template function, it does not match with this 

template function both of them need two parameters, but this has a single parameter. So, 

these are overload of the max template function, and this itself is another template. 

And what is interesting about it has a class type and this also as another template 

parameter which is called non-type parameter, this is not a here you accept a type and 

here you get a more traditional function kind of time, this is called a non-type parameter. 

So, this is possible only if this is an int type. So, you can pass a constant value here in 

terms of the template you can pass a constant value here. So, here I am using this non-

type parameter to pass the size of the array. So, we will say that the size of the array is 7. 

So, we will we are specifying that, so the array if you see this is 7. So, I am passing this 

here. So, this will tell the template function that the size is 7, so that size is being used 

within the code of the template function. So, in this way, you can use non-type 

parameters and as well as explicitly overload the template function with other templates 

or other non template functions as well. 
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So, this is just for your practice and understanding. I will not go through these; it is here 

where we have written the swap code. Swap is something that you need to do every time 



 

 

and we have seen that. With the use of reference parameter swap really becomes efficient 

to write in C++. And now you can make it more efficient by actually writing a swap for 

any class what so ever except the fact that certainly swapping need copying values. So, if 

we have to swap then the copy operators are copy constructor in the copy assignment 

operator has to be there in the available trait of the function parameter a type parameter 

T. 
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Ah finally, let me introduce another keyword typename, like we are writing class here in 

state C++ also allows us to write the keyword typename. You can interchangeably write 

class and typename, there is basically no difference except for one case which is 

illustrated here suppose you have written this. Now, the question is what is this code 

mean? You can read it in two ways one is you can think of that this whole thing is name 

of a variable. So, T is some class name or some you know namespace name. So, the T 

colon colon name basically turns out to be the name of a variable and this is another 

variable. So, this is a multiplication, or it could be this is name is basically within t class t 

name is a typedef. So, it is a type. So, this is if this is a type then this p is a declaration or 

pointer declaration of type T colon colon name. 

So, from the syntax you cannot figure out which one your meaning that is what the C++ 



 

 

gets confusing. So, C++ has to provide this specific keyword typename to resolve for 

example, if you just write this then the default interpretation is this is a multiplication. 

So, this is a variable, this is another variable. But if you want to say that this is a type, 

and p this is a declaration then you have to write typename in front of it. And then you 

will have to write this where in it will be understood that this is a typename and this is a 

name of a variable declaration, a pointer variable declaration in this case. 

So, whenever you need to use specifically say in the template that you are talking about a 

type you use this typename keyword, you cannot use a class here to mean the something, 

because that will get confused with the nested class because if you have a class within a 

scope then it means another different class definition. So, the new keyword was required, 

but otherwise in every other context class and typename can be used interchangeably. 
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So, with this, we are at the end of today’s module. We have introduced templates in C++ 

and specifically we have discussed about function templates and shown how they are 

advantages over simple overloads and use of macros in C. And how do they allow you to 

write a generic code meta programming code which given the instantiation which could 

be implicit or explicit can generate the actual typed function code and that can be use 

subsequently in your program. 


