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Exceptions (Error Handling in C): Part – II 

 

Welcome to Module 37 of Programming in C++. We have been discussing about Error 

Handling in C - C++ in the earlier module. We have taken a look into what are the 

different exception causes are, variety of them and their types asynchronous and 

synchronous.  

We then took a detailed view in terms of the different mechanism that is available in C 

for handling errors, handling exception. And we saw that there is hardly any mechanism 

available, actually no mechanism was provided in C with the thought of handling errors, 

handling exception situations, but the return value and non local and local go to has been 

used for exception handling. But there are several standard library features that what 

added through multiple standard libraries to provide support for handling errors in C and 

that still leads to a lot of a short comings lot of difficulties and in view of this here we are 

interested to study about error handling in C++. 

(Refer Slide Time: 01:20) 

 



This is a module outline as you know the lower part; the blue part is what you will be 

discussing in the module today. 

(Refer Slide Time: 01:37). 

 

As we move to C++, certainly the designers had been very sensitive and cautious about 

incorporating the error handling as the part of the language. The first expectation is we 

should be able to separate error handling code from ordinary code. Ordinary code means 

a normal flow. The normal flow and the error handling as we saw are often intermixed 

we would try to separate this out and that is a requirement of exception handling in C++.  

Second it is a language mechanism rather than of the library, that is the language should 

at the core take (Refer Time: 02:19) of the fact that errors can happen exceptions will 

need to be managed and therefore provide a language feature for doing that.  

Given as a language feature compilers would be able to track all automatic variables and 

take care of the lifetime destroying them when there is some situation to terminate or if 

not terminate a whole program, but to abnormally terminate the execution of a certain 

function the automatic variables will be taken care off. There are schemes for destruction 

of a dynamic memory and we will certainly aspect that the overhead for the designers 

which we saw in the C style would should be much less.  



This is very very important which we look at is often the exception does not happen in 

the main, it will happen in function which is in a deep nested call; main has called one 

function; that has called another function; that has called yet another function and so on. 

Then in some 3, 4 levels, 5 levels of calls or 10 levels of calls some exception has 

happened so you need to come out of this deep nesting of calls in the exception situation 

so that should be possible. And variety of situations, we should be able to handle through 

a single handler. 

(Refer Slide Time: 03:39) 

 

These are the expectation with which the exception mechanism in C++ has been 

designed and this is a highest show the same illustration which I was showing earlier in 

the earlier module with the non local go to. So there is a function f which is calling a 

function g and this is function g. Now what it does it basically does something called a 

throw, we will see what does throw mean. And this is what some kind of what will say is 

a exception class.  

Once g is called then certainly the first situation is a happy part, the normal flow; so g 

will come out through the return. If g comes our through the return it has a normal flow 

the control goes to the next statement h which is clear. But if g is called and because of 



something happening in between because of some error situation arising in g it (Refer 

Time: 04:39) across an error situation that will throw an exception. 

Which means it will throw is a keyword, it will do throw and then it will put an object of 

the exception class; any class can be used as an exception class really. And if it throws 

then the control does not come back to h, does not come back to the statement 

immediately following g it comes back to what is known as a catch clause. So from here 

the control will come out here and then you can take care of the exception at this point. 

So it is called by exception clause.  

If you look into what all have become different is now we have a try; we say it is a try 

block, try is a keyword, catch is another keyword, so there is a catch block and throw is 

another keyword. We will say try throw catch; kind of or try catch for simple terms. So 

what we do in the caller, we put the calls within a try block and a try block has an 

associated catch. And the call function may throw saying that thus exception as 

happened.  

When it throws the basic behaviour is at this point the function was called if it throws the 

basic is the try does not continue, the control comes back to the try, but it does not 

continue in the immediately next statement, but it goes to the catch clause. In the catch 

clause it tries to find what kind of exception it as got and accordingly it will try to 

execute the catch clause. So it will execute this catch clause and then it will continue 

here. 

Basically, there is some situation that has happened here which is given rise to the 

function g realising that exceptions needs to be reported, error needs to be reported. The 

error object is created here, then it is reported here I am talking about the exception stage 

this is a create stage if I cleanly draw it. This is a create stage where you create that this 

is a report stage.  

And the interesting thing is we do not need to do anything special for the detect because 

the catch clause as is present will detect it immediately then it takes care of this in the 

code this is called the handler code the catch handler or the exception handler, handles it 



and then you come to the next where you have the recover. This is how the exception 

will get handled in terms of a C++ mechanism. 

(Refer Slide Time: 07:19) 

 

Let us look at a more detailed example and try to understand this. I have couple of slides 

following this where all these mechanisms are explained, but first I would explain it 

through an example. So, let us first look at what the example has, forgetting about the 

exception situation there is a function h, there is a function g, there is a function f and 

main function. And it is a simple nested call main calls f, f in turn calls g, g in turn calls 

h, h does something. These are basic structure. The difference that we are doing is when 

main calls f it puts it within a (Refer Time: 08:02) and has an associated catch.  

When f calls g puts it in a try block, has multiple associated catch blocks. When g calls h 

it puts in a try block has multiple associated catch clause and h does the task, this is the 

situation. If we look into any of g, f, or main, we see that they are calling the function 

within the try block expecting or rather apprehending that this function might fail and if 

it fails it will throw something and whatever it throws I will catch in the associated catch 

clause.  



Now let us see why it is so many catch clauses and what happens with that and so on. Let 

say I have commented here all of them because certainly if one throw happens in the 

function is gone. Suppose this is not commented, so what happens is it is doing 

something comes across an error and it throws one. If it throws one what does that mean? 

What is one? Basically it is throwing an int kind of object. If it throws then the controls 

goes, if we look into the calls stack then what do we have we have main, main has called 

f, f has called g, g has called h. This is a where we are at present. 

Now if you do throw, then it has detected that it cannot proceed any further, so throw is 

pretty much like as if you want in terms of control flow you are trying to go out of this 

function. So you want to go out and go back to g. Now why do you go back in g? In g 

the call of h is guarded within the try block, so it does not go back to this point. Rather as 

you throw the control goes to the list of catch clauses that you have. And what have been 

thrown is; one which is an int.  

Now once you get there what happens is something very very interesting it takes this 

object, object one and goes over this list of catch clauses and tries to match. If it finds a 

match then it immediately stops there and executes the corresponding handler. If it does 

not find a match it proceeds further. So what happens in case of if one has been thrown it 

is an int object, so catch is aspecting an int since it is aspecting an int it matches and it 

will execute this cout int. This is just saying that it if as if this is a handler.  

Once this is done, then the control will jump the remaining of the catch clauses and some 

here and continue. Now, whatever g has to do; now the whole thing has already taken 

place, the error happened, it was reported, it has been detected here, it has been handled 

here, you recovered and you are proceeding to this part.  

Let us see what happens if you, let us say again draw the stack that will be important in 

every case h, g, f main. Now let us say this is where something was happening and it re 

reaches a point where it throws 2.5, just to show that that is a something different has 

happened. 



Now what is 2.5? 2.5 is an object of the double time we know. As it throws the control 

comes back to g. Where does it come back? It does not come back here; it comes back to 

the beginning of the catch clause because something has been thrown. And you starts 

matching it has a double object it tries to match int it will fail it will not be able to match. 

Catch clause is do not match by implicit conversion.  

If we look into this match strategy this looks pretty much like the overload matching. So 

as if you can think of then thrown as if is calling a function with a parameter one single 

parameter. And there are several functions as if here, three functions here which takes an 

int x a double and takes some dot dot dot and you are trying to resolve which particular 

function, which particular catch clause will be resolved. 

But there are two major distinctions from the overload resolution; one is overload 

resolution allows you for implicit conversion. For example int will be matched with 

double double will be truncated and matched within and so on. This is not allowed in 

deciding on the catch clause. The second is overload resolution happens over the set of 

functions as a whole. Here it will happen according to this order. And as soon as you 

found a match you will not try to find if there is a better match, you will just end there 

and call that catch clause. So what will happen here? They have a double object; this will 

not match, but this will match. Now, it will do print double and then it will recovered 

continues here that is a sample thing. 

Let us continue on this and try to see what happens next. Main, f, g, h, let us check this. 

Here what is my exception, there is a standard library exception which has a class called 

exception predefined which takes care of all different kinds of exception that can happen 

in C++. I have defined a class which is a specialization of exception class so some 

throwing an object of my exception. What happens again? As the control comes to g that 

is starts when this tries to match with int does not match have a my exception object, 

tries to match with catch the double does not match, then tries to match here, what is 

this? This is known as ellipses.  

Ellipses are three dots they are supposed to match with anything. Whatever you have that 

will match with that. So, ellipses will match with one it will match with double, it will 



match with my exception, it will match with exception anybody, but earlier cases when 

we are thrown 1 or we had throw 2.5 since int and double catch clauses where before this 

ellipses then it did not fall through to this point. But here with my exception these two 

did not match so it comes here and matches at this point this is also known as a catch all 

clause because it matches everything. 

So it goes to handle that, and what is a handle do? Handle does something very simple it 

says throw which means that it is not going to do anything but as the h function as 

thrown a my exception object this will simply re throw that object to the caller. So which 

means it will re throw it will go back go upwards to its caller it will the stack will come 

down to its caller. The caller was f caller had called g and you have thrown, what is your 

exception object? Exception object is what you had received from h, my exception 

object.  

So since you have come here through an exception being thrown you will continue on 

the catch clauses. So, now you have a my exception object and you have a my exception 

catch clause so it matches say my exception skip over the other catch clauses and then 

you go to the remaining of the f function and continue. So, it is not necessarily that the 

caller will be able to handle the exception that you throw, the caller might handle that, 

caller might propagate it higher up to for the caller to handle that and we say that is re 

throwing an exception this is what you have done specially here. 

Let us move forward and see what if I throw an exception of the class exception of which 

my exception was a specialization. Now, what will happen is, I come again here it goes 

to this point because these two do not match I throw, I come, I come here, match the 

exception I can see the exception. Suppose I throw my class is some other class and I 

throw an exception of my class it will start looking here it will go throw the catch 

clauses, finally it matches at this point it throws again goes through this, this none of 

them match my class so it thrown again, so it comes back to the try block in main goes to 

this catch clause where it matches again and you throw and you are saying that 

something unknown as happened. This is how the exceptions will get propagated from a 

deep function to the outer called function. 



And there are some interesting things that you can note for example, suppose I did not 

have this catch clause. And say I have thrown my exception then what will happen, this 

does not match, this does not match. Now there is no other catch clause left so it falls 

here, now the default behaviour of the exception mechanism is if a caller has received an 

exception which it has not been able to handle because there was no catch clause, it by 

default will re throw it, and it will by default will re throw the same exception. So even 

without this we will get the same behaviour that it will go back and go to that my 

exception. 

Now, if that is a case then why do we really have re throw, the reason we have re throw is 

in many cases I may have some catch condition and I may first want to handle something 

which I am capable off, and then I may want that my caller should also know it. So I may 

want to handle some and then again throw it because if I just handle it like I did here then 

the system understands that the exception is taken care of and it will proceed right here 

and it will not go to the caller it will not throw. But if I handle and then throw again, then 

it will take that a fresh exception has happened from the function g and we will go to its 

caller f. So this is the basic mechanism of exception that happens.  

Now let me also show you what happens in terms of the stack, say main, f, g, h, let us 

say my exception has happened. Now it throws which means that the control has to come 

out of this function g, t comes out of it. So if it comes out of that which means that the 

stack frame which was associated with this function g will have to be removed. When 

this as to be removed what happens to this local object, this local object is been created. 

So, what exception does is normally what would have happened is at the normal exist 

point which is here the destructor of this function that is a colon tilde my class would 

have got invoked. 

Now, you are existing from this point, now you are coming out from this point because 

you have done a throw. But even at this point the destructor of this local object will get 

called. So all this destructors of all object which are live at this point then destructors 

will get called. And only after that the stack frame will be squashed and the control will 

go back to g.  



Now if we have thrown my exception then certainly it does not match here, does not 

match here, it matches here, and it re throws. So the control goes back from g to f which 

means that the stack frame of g will also have to be on minded and that will be done at 

this point, that will be done at this point, and this local object of g will get destroyed. So 

the basic advantage of exception base flow is that it not only takes care of your 

automatically going up in the stack based on the call sequence and the try blocks and 

matches the corresponding catch clause in the try block. Whenever it goes out of a 

function because the function has thrown it destroys all the local objects that were 

present. 

At any point of time, if you have a thrown from here it has been passed on throw this and 

now you are you are working on f you know that for g and h the two functions that have 

thrown all local objects have been properly cleaned up. The stack has been as it is called 

this process of this process of removing destroying the local objects automatic objects 

and removing the stack frames as you throw objects from one function to its parent is 

known as stack unwinding the stack is collapsing and till you get to the function where 

you are supposed to continue. This is the basic exception mechanism which is based on 

the try block.  

Certainly, let me also mentioned another point let say suppose this was there and let say 

in a function g instead of this you have just written g. Suppose you have called a function 

which is not within the try block and then this my exception has been raised. If my 

exception as been raised does not match here, does not match here, from this re throw 

will happen, so my exception happens here. After this g may be there is some other 

statement. 

Now what happens is if you this is not within the try block also, then if you get an 

exception in g then once the control returns because of that exception you do not 

continue at the next statement, you immediately re throw and raise the same exception 

object to the parent. These are default mechanism. This default mechanism is important 

because if you forget to put try block around some functions calls which may have some 

exceptions raised then you will have a test of a difficulty of not being able to handle the 



error, so by default if you have not raised if you have not put a function within a try 

block then you simply pass it on to a parent, your parent keeps on doing that. 

Finally, if you have some exception in the main which is not guarded by a try block or 

there is a catch clause. Suppose, here I did not have this catch clause suppose here I had 

some catch clause for some other class and so on. But I did not have a catch or clause 

then it is quite possible that an exception like thrown like my class object will not be 

caught at this point because it does not match here. In that case the main cannot certainly 

throw, because it does not have a caller. So in that case a termination handler will get 

called. So, that is a basic mechanism of exceptions that happen. 

(Refer Slide Time: 26:11) 

 

What we have done in the next couple of slides, whatever I have discussed those are 

documented here for example with some more details. For example, a function as a 

whole may have a try block. So, all that you do is instead of putting multiple try block 

you say that a function and the (Refer Time: 26:31) of function header and this is the 

function body. So, in between that you write try so which means that the whole functions 

is a part of try. Naturally the try blocks can be nested within try block you could have 

other blocks and so on, but try block must have a catch block with that. 



(Refer Slide Time: 26:47) 

 

This is from the earlier example just highlighting what is that. 

(Refer Slide Time: 26:50) 

 

Then catch block has a different arguments that we have seen every catch block will 

have one argument and that has to be unique between the catch blocks. 



(Refer Slide Time: 27:03) 

 

So, the arguments here have to be unique. And there are two interesting things to note 

one, is how you should pass this argument, should you pass it as a value or as a 

reference. Usually it is passed as a reference. Particularly if it is a user defined object 

type the reason you would like to pass it as a reference because then you do not need to 

copy that exception object you can just keep on propagating.  

And whenever it the handler ends, whenever the handler terminate if it has not re thrown 

whenever the handler terminates it will destroy that exception object. It is also interesting 

that the exceptions object are kind of so exception objects becomes kind of automatic 

objects because they are constructed at the point when they are thrown or before that in 

the function that it is throwing them and they will get destructed in some other function 

scope in the catch handler. There is kind of a very interesting automatic object which has 

a lifetime scope which is dependent on the runtime not necessarily on the compile time 

which is typical for all other automatic objects. 

And therefore, the exception objects will always have to be created in the free store in 

the stack not in the stack, but in the, what you say as a heap. Because you cannot it in the 

stack because you do not know for how long you will need to maintain this object. So, 

you do not know whether the stack frame of a function in which you create that how long 



that stack frame will exist. So you will typically create these objects are created in the 

free store. 
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We have talked about exception matching. 

(Refer Slide Time: 28:51) 

 



This is just detailed here is to what the exception that you throw, how that is matched 

here. You will have to remember that if you have an exception and its specialization then 

certainly when you write the clauses you should first write the catch clause for the base 

class and then the catch clause for the specialised class. Because you remember the 

exceptions are catch is matched is from one end to the other. If you have a specialised 

class exception thrown then it will then I saying the right thing, I am sorry I am saying 

the wrong thing. So, if I have exception here, and my exception here, then I have two 

catch clauses; one for my exception and another for the exception.  

Now, what I am trying to point out is if you have an exception of the base class then 

certainly it will not match here, because this means a down casting but it will go up and 

match there. So, instead of this if you had say it has my exception here then you will 

have a problem because when you have an exception of the derived class then it will 

match here because you are doing a up cast. 

So, you will have to remember that whenever you have a hierarchy of a classes being 

used for the exception then the specialised one has to come higher earlier and the 

generalised one have to come later. So that mechanism will have to be followed. 

(Refer Slide Time: 30:46) 

 



This is all described in this point so you can go throw that. 

(Refer Slide Time: 30:50) 

 

We have talked about raising the exception, what happens in throw. 

(Refer Slide Time: 30:57) 

 

This is the exception showing that. 
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All these we have discussed now, the re throw what happens in terms of re throw that we 

have discussed. 
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Finally, before we conclude you would like to note that there are several advantages of 

this try catch for mechanism. It is a destructor savvy because it take and on mind the 



stack and clean up the local object is a non obtrusive because it separates out the whole 

code clutter into separate normal flow and the exception flow it is precise. It is native and 

standard, in the sense is the part of the language not part of a third party or stand standard 

library like that. 
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In that process this is quite scalable and quite fault tolerant. Scalable in it does not matter 

as to how many try blocks you have, how much of nesting you have, how much catch 

clauses you have, this will work in every case in a right manner. 
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With this to summarise we have discussed the exception or error handling in C++ 

particularly we have try to understand the try catch throw mechanism of C++ which 

takes care of all possible ways the exceptions can happen and all possible ways you can 

handle that.  

Actually if you can continue to design properly with try throw catch in C++ you would 

not need any of the exception mechanism in C. Of course you will still need to use them 

because some of the system calls do use those error mechanisms like, putting signals or 

putting error number. So you will still need to use for those cases, but for your own code 

you will never need to use any of the C error handling or C standard library functions. 


