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Exceptions (Error Handling in C): Part – I 

 

Welcome to module 36 of programming in C++. In this module and the next, we will try 

to take a look into exceptions, what is called exceptions in C++. It is basically handling 

errors, errors and extreme exception situations of a system, in general. And there are 

varieties of options that exist for it. Actual C++ does provide a whole lot of features, a 

very powerful exception handling feature. Before getting into that which we do in the 

next module. 

(Refer Slide Time: 01:04) 

 

We would first take a quick look into the error handling options that exist in C. I am sure 

you are aware of these already, but we just take a look, because they remain valid in C++ 

as well, and but they have certain short comings which the C++ exceptions would try to 

wave of. 
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So, this is the module out line for both the module 36 as well as module 37, certainly the 

blue part is what we do in this current module and that will be available on the left of 

your screen also the slides. 
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So, the question is what are exceptions? The exceptions are conditions that arise usually 

infrequently and certainly unexpectedly in many places. It generally betrays a program 

error and requires a certain amount of programmatic response. Usually, exceptions these 

conditions arise due to run time anomalies, but it may not necessarily be just run time 

anomalies they could occur even otherwise. And when these errors happen then that lead 

to crippling of the program. So, the program crashes or gets into some indeterminate 

state and things like that. And if it is really bad then it could not only impact the current 

program, but it could pull the system down all together. 

So, certainly in C, what we have been doing is we have been following several defensive 

techniques that is try to conceive all different possible negative parts, all possible 

situations where things might go wrong and then try to take care of them. So that what 

happens is when we try to take care of the exceptions in this way then we get tangled 

into a whole lot of error code rather and the code that needs to take care of these error 

situations, you get tangled into a whole lot of a error paths, which clutter the basic design 

paths in the program. So that is a basic issue of exceptions situation. 
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And there are several causes I mean this is an indicative lecture to which covers most 

kinds of exceptions, but there could others. For example, primary being the unexpected 



 

 

systems state, for example, exhausting resources like memory, disk space and so on. Like 

trying to push into a stack whose int internal store is already become full. It could be due 

to external events like program termination given by the user control C or something like 

that. It could be due to a socket event, or it could also be due to different logical errors, 

for example, logical error is one like you are trying to pop from an empty stack. 

Now, this is not related to system resources, but logically this is an error. There could be 

resource errors like memory read, write errors and so on. They could be other run time 

errors like arithmetic overflow underflow try to add two numbers and that overflows the 

number it could be out of range for this. And it could also be for undefined operations 

like division by 0 is something which will lead to exceptions. So, there are these are 

some of the typical reasons, but there could be more of those. 
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So, exception handling is what is very important in terms of C++ as Bjarne Stroustrup's 

comment shows, it is a mechanism that separates, this is the key idea that it tries to 

separate the circumstantial exceptional flow that is flow that arise due to these 

exceptional situation happening from the normal or the happy flow that we have actually 

designed for. So, that is basic thing that we want to do understand here. So, it the current 

state in this case should be saved in a pre defined location and the execution of the 



 

 

program should be handed over to a predefined exception handler or a function or a piece 

of code which is supposed to take care of the error situation. 
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So, if we also look at what are the types of exceptions? We can see that of the different 

causes that we have just listed. They can be broadly classified into two groups the 

asynchronous and the synchronous. Asynchronous is which is happening from a different 

thread usually. So, it is not in concurrence with the normal flow of the program that 

comes unexpectedly like the interrupt in a program and so on. Or it could be a planned 

exception planned in the sense; of course you do not plan for errors, but planned in the 

sense that it is something that happens along the flow of the program. 

For example, you wanted to allocate memory and the resource was low, so an exception 

happens, you wanted to divide by a number and that number turns out to be zero. So, it is 

there will be little bit of different style to handle asynchronous exception, but for 

majority of the situations which are synchronous in nature. We would be like to that is 

the common situation. We will be implementing them in terms of certain feature in C++ 

called a through feature. 
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We will look into those. Now, before we get into the analysis, let us understand that 

exception actually happens in five different stages let me just first show you an example 

then we can come back here. 
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This is a very typical situation, this a function main which is calling a function f and in 

this case, it is assumed that as if, if error if function f works correctly then it will returns 

a 0; otherwise, it returns a non-zero value. So, you check if f as returned 0. And if it is 

not returned 0, then you know that something has gone wrong and you try taking care of 

that. So, if you look into what can happen is f is executing has been called is executing, 

let say is executing, and at some point it gets into a error situation this is I have just 

shown it as a as a kind of bool here, but this could arise due to many situations like low 

memory and so on. And this is called the stage one of an exception where you identify 

that an error situation has happened. 

And then you report this error because f may not, for example, if it is low memory f does 

not know what to do in case of low memory. So, here f will have to report that which we 

say you generate an exception object, you will understand what does that mean in the 

context of C++ more, but basic thing is you want to report the error to the caller. So, 

when that happens the control comes back here, and control comes back with minus one 

which certainly fails this certainly satisfies this test. So, you know that an exception has 

happened that an error situation has happened. 

So, the third stage is detect that the caller has been able to detect that an error has 

happened. And then this is what we say is a handler is a piece of code which should be 

executed only when this error situation as happened. For example, if this is due to low 

memory, then you made want to decide what you want to do here. For example, you 

could realize some of the memory that you have already allocated and you are not using 

at present you could release them so that more memory becomes available and you can 

go back and call f again. Whatever you decide to do is the basic handling of the 

exception. And once that has been handled then you have back to the normal flow which 

you say is a recover page that is you are recovered from that error. 

So, create, report, detect, handle, and recover are the basic five stages through any 

exception can be handled. So, if you just go back to the; I am sorry, want to go back to 

the previous slide. So, here these are five stages error incidence, which is create, this is 

create object, and rise which is report, this is the detect, the handle and the recover which 

other different things that you can do in case of error situation. And how you do that 



 

 

depends on the mechanism that you are that is available to you mechanism that you are 

using. 
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So, in C, you have a variety of mechanisms and only very little is supported by the 

language actually the language does not support anything the C language does not 

support anything keeping error handling in mind. But you can use some of the language 

features to handle errors in a more structured way and instead, there are several libraries 

which is the part of the standard library which give you additional feature to be able to 

handle those errors. So, the first that you can do we will just take a quick look. 
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This is something, which we are all familiar with that I call a function and I expect that 

function to return a value and that value will denote whether the function has 

successfully completed or there is an error, so this is by return value mechanism. Now if 

your function is actually suppose to return a value based on computation then you may 

want to return this error condition in terms of an additional parameter, possibly we will 

have some kind of a call by address parameter where you put the error and put it back. 

Now, the basic problem of these kind of error handling is the after the error has been 

reported it needs to be checked by the caller because if the error is a reported, but then 

the caller does not detect it then it carries on in some indeterminate stage. So, it a return 

values could be lost could be ignored and so that this is not a very effective mechanism 

for doing this. 
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But several C programs use these mechanisms, for example, here I am looking at a push 

which returns an int. You will recall we have looked at push method for stack very often, 

and we typically have a void in the return. Because we do not really expect anything 

back from the push, but just to take care of the error you could have that it returns an int 

and so if it is got a say a the store has become full it returns 0 to designate that the push 

has felt. So, the caller will have to again detect that and handle that further. So, these are 

very simple mechanism very widely used a lot of C library is use this, but quite 

inefficient in that matter. 
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Another that we that is very frequently uses a local goto. The example will I mean there 

are there are several ways you can you can do local goto, in terms of actual goto, break 

continue, default switch case, these are all cases. For example, in switch we have a 

default. So, these are all cases where we are trying to take care of situations we have not 

been able to take care in the happy path. So, local goto are a very typical way to handle. 
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For example, I have this code which, please do not bother about what the code does, but 

just look at fact that there are two labels used here. So, these two labels are designative 

of the successful functioning of the code and error functioning of the code. So, in 

different parts of the code, wherever you have a error situation happening say like this, 

you basically jump to this label; whereas, if you have at a successful completion then 

you jump to this. What helps you there is in case of error possibly you will have lot of 

code to take care of lot of things to may be certain objects which need to be deleted 

which need to be destructed and so on, all these you can take care of at one place you do 

not need to copy that code it multiple places. 
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So, this is how it would look like that you have this code and in error situations in all 

these it comes to this level; whereas if you have successful completion it comes to the 

sigretok label and it returns from there. So, this is just one convenient way to take care of 

errors. 
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Another which is a known as global variables. So, in many cases since a c has the 

functions as the global and there is no other scoping at that way. So, you may unrelated 

functions particularly the library functions may not have way to designate how the error 

will happen. So, what they do is they basically set a global variable if there is an error 

and this is given in the standard library errno dot h which in c will become c errno as you 

know. 
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So, in this for example, here we are trying to do a power, this is a pow is a library 

function which rises x to the power y and it might become just too large. So, if it does 

become too large, then it sets a variable error no. This error no you can see that it is 

declare here because this is declared as a global. So, you start by setting it to 0, which is 

basically clearing it out saying that there is no error. And then if this function gets into 

some range error x to the power y may be just too large to represent then error no is set to 

erange which is a manifest constant defined again in the library which tells you that this 

condition as happened. 

If it is a domain error that is if is something on which you cannot do a cannot rise the 

power x to the power y then it errorno will become edom. So, again you are 

responsibility, the basic create and report is within this library function pow, and as an 

application programmer, it is your responsibility to detect that and you can see that ah 

code which otherwise would have been just this much has become so much has become, 

so that you can actually take care of the error situation. But using global variables like 

this, this header is a very common way to handle errors in C. 
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Several errors particularly mean that we cannot proceed further than that. So, if that error 

has happened then we need to actually terminate the program. Now, there are two kinds 

of termination that typically C supports; the major part is abnormal termination, which is 

for this several functions have provided in the C standard library. One is abort where 

which you can call at any point in a C program and hence in a C++ program. So, this is 

known as a catastrophic program failure. So, what abort does is that from that point 

exactly from that point where abort is called, it simply makes and exit from the function 

not only that function from the whole program all together. However, deeply it may be 

nested and just returns it to the environment. 

In contrast, you could also use exit function, the abort and exit in terms of termination 

are both abnormal terminations, they have similar effects in that way. But there is a 

significant difference in terms of the fact that if there are say global objects which have 

been created initialized, there are local objects which have been initialized, and you are 

at a point where you want to basically terminate an exit. If you abort then it is 

catastrophic, so you do not call the destructors of these objects. 

So, these objects you basically exit without destructing these objects which could 

otherwise be very dangerous. For example, a one of the global objects are created could 



 

 

be a single ton which is holding a say a lock to a global database. And if you do not call 

the destructor which is suppose to release that lock it means that the when your program 

terminates the lock is still held by your program, and it is very difficult to unlock that in 

future. 

In contrast, exit also has a similar behavior, but it does a code clean up, it basically calls 

all the destructors which have been registered so far in the reverse order of their 

construction and calls them one after the other, so it does clean up. And for doing this 

clean up it uses another library function called atexit; atexit is basically a handler 

common handler for all these errors. So, what atexit does it, it basically registers 

different destructors so as function pointers and when you exit from the program it will 

call them in the reverse order of their actual creation. 
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So, you could try out this code, which show you that you have two handlers defined here. 

Do not worry about what this handlers do, they practically do nothing and in the main 

you could register them by with the atexit, so that if you exit from the program here you 

are doing you are basically doing successful exit. If you do any exit from the program 

then it does not immediately exit, it will first call the last register function, which is 

atexit handler 2 then it will call the earlier register function atexit handler 1 and only 



 

 

after that it will exit. So, this mechanism can be used not only to clean up the just a clean 

up the objects by calling their destructor, but it can also be used to perform any clean up 

task that you may want and you can register appropriate a handler for that with atexit and 

then exit with success or with failure whatever values one. So, abnormal termination is a 

major feature which at least allows you to stop a program crash of course, if you are not 

using abort, abort is basically equivalent to a crash in the program. 
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So, another that you can use which is called a conditional termination, this is basically a 

debug time feature, there is a library called assert which has a assert macro, which you 

can provide to assert a certain condition in terms of the program. So, I will just show you 

an example. 
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So, what you are doing here is int is 0; and then you are asserting that plus plus i is equal 

to 0. We are saying that i must be asserting this means this condition must be true. So, if 

this condition is true then it does not do anything; if this condition is false then it raises 

an exception then it will the throw and a certain kind of window out and tell you that this 

has happened. So, if you actually run this program then I will show what happens. 
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If we run this program it will show you something like this that it says that at this while 

running this program here, it is not very visible, but you can actually see what is the 

program source and in which line it has happened. It says that your assert has happened 

and result of assert is actually calling abort, but this helps you to check different 

conditions at run time in a program, and check out, if you let me just go back to this. So, 

it helps you to check out if this condition where satisfied, here obliviously this is a stupid 

code. So, this condition is not supposed to be satisfied. 

Now, the advantage of assert is certainly if you put to many of them in the program then 

at the run time there will be lot of places where your checks will keep on happening and 

that will become a detrimental to the performance of the program. So, what assert gives 

you is there is a manifest constant and debug. In some compiler, it is called a in debug; in 

some other compiler, it will be called something else. So, if that is this means that you 

are not debugging. So, if you put that on then this at assert feature would not be there. 

So, if you build a debug version which I did, I have actually commented out this. So, I 

am saying that it is indeed debug version. So, assert must assert. 

But if I put this on, I will just show you, if I put this on, I have now put this on I making 

a release version where I do not want this assert would be there which will fail and all 

that, but it is just that it will not assert and report me anything. Or in other words, 

basically this assert at the compile time will get removed in the build code the build code 

will actually not have that assert because this is done based on the n debug. So, this is 

another way that you can do a conditional termination and particularly very useful while 

you are debugging your program. 
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Last feature which may not many of you may be very familiar with this is called a non-

local goto. For which you have two functions provided in a standard library header called 

s e t j m p set jump dot h, which has two functions set jump and long jump. And it takes a 

jump buffer as a parameter. So, what you basically do is ah certainly the local goto’s are 

are a good mechanism, but certainly you cannot have vocal goto's across functions 

because as you know that goto’s are always limited to one function scope. So, non-local 

goto's are set jump, long jump give you a mechanism by which you could have jumps 

across functions. 
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So, this is how you write it suppose f is a function, and g is another function, and f 

basically calls g. So, what you do is you define a buffer jump buffer say j buff, and in the 

program in the function being called you could give a long jump with the buffer with 

certain integer code. So, what will happen is in the caller, if you have called set jump 

then when the function control returns, it will return either with this value if you have 

executed this long jump which is an error condition possibly or it will return with 0. So, 

if returns with a 0, you know that this is a gone in without an error; if it returns with a 1, 

you know that at this point you had the error. 

Now the significance of this number 1 is certainly you could have multiple of them in 

your called function. I can have a j but at a different point with 2. So, if I fail from that 

point then when I come back to the caller with this set jump check, I will actually find 

this value 2. So, this is this some point is called 1, some point is being called 2, some 

point may be called 3 and default is 0. So, if I have a normal termination, set jump will 

come back with 0. So, I will be able to just continue with normal execution, but if I come 

out with any of these error points then set jump will have an appropriate value of 

whatever you have long jumped with, and based on that you could write the else 

conditions. For example, here I just show with 1, so I have a 1, so if set jump comes 



 

 

here, then the normal condition it will have a 0; if it is executed long jump, it will come 

with 1, so the else will get satisfied where you can find out what situation is. 
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So, if you just look it in terms of dynamics then this is what the g is getting called. 
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So, in normal situation g successfully completed, this did not get executed this was not 

executed. So, you return you come back here, and continue you come back to h because 

that is a statement immediately following g. 
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But instead if you called g, and you come across this that is this under some condition 

that this error situation has happened in g, you do a long jump 1, then also you come 

back. As soon as you do long jump, you actually control actually comes back it does not 

wait to go up to the return, because this is some kind of error that you have come across. 

It does come back, but it does not come back to h because you have not completed g. It 

comes back to check what the set jump value is set jump value is 1 here. So, this 

condition has failed, so it comes back to else. 

Here, you could have if set jump j buf equal to equal to 1, else something. So, it 

depending on that you can have a switch in the calling function f to decide which 

particular point g has failed from. So, this is the less known mechanism and we will see 

that of course, this is not very clean mechanism this is we will need remember how many 

points of function can come back from and obviously, everything will have to be pre 

decided pre designed and so on. 
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This here I have given a code which you can just copy paste and try out this behavior of 

set jump long jump. 
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Besides that, you have signals which people who have done some programming in terms 

of operating system will know there is mechanism to send signal. You can send a signal 



 

 

this is in signal dot h and there is a associated handler, that is your function pointer which 

you can put. 
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So, signal handlers are of this kind. So, you can define a handler and you can give 

different signals. For with different signals you can associate different handler, so which 

says that. If I have SIGABRT then this particular signal handler which is this one will get 

execute, will get invoked so that is a basic signaling mechanism and after that you may 

decide to abort. So, that is another mechanism available in C. 
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So, we have seen that C has provided I mean because C did not take care of the errors 

situation the exception situation in the language designed, it come mostly as a post after 

thought. So, there is several different kinds of mechanism was plotted then through the 

standard libraries and variety of them a mixture of that, but none of them is gives you a 

clean solution, and these are some of the short comings of error handling in C. 

It is destructor ignorant that is most of these will not when you exist, when you come out 

of a function already scope based on exit on a terminate the program, the destructor of 

the currently residing objects in different local scopes will not get destructed, so that is a 

that is a major resource leak issue that we have. It is obtrusive in interrogating the return 

value or global result results in a certainly a lot of code clutter is inflexible, because it is 

spoils the normal function semantics as we saw in push the normal semantics is not 

return anything. But just to take care of the error, we had to put something and this 

situation will get really, for example, how do you handle error in top, for example, you 

remember the top. 

So, top is top is supposed to say it is an integer stack then top is suppose to return you an 

int. So, if this is the function signature, how would you return the error because you do 

not have error value. So, either use a global value which is a clutter which cannot happen 



 

 

if you are in a recursive call. Otherwise, you pass in a parameter through which you will 

return that error value which is really inflexible, it changes the basic signature of the 

methods that we have. And it is non-native in the way that the language did not take 

cognizance of the error situations and is not a part of the core. So, these are some of the 

major difficulties of error handling in C. I just wanted to take you through this in spite of 

the fact that I am sure all of you have used some or all of these methods of error handling 

at different stages, but I just wanted to highlight that all of these really does not solves 

the core problem of having extreme situations having error situations. 
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To summarize, we have introduced the concept of basic concept of exceptions, the types 

and stages and discuss the error handling in C. We have illustrated various language 

features and not really many of them, and the library support that exist in C for this, and 

we demonstrate it with examples. In the next module, we will get into the core of 

exceptions in C++. 


