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Welcome to Module 31 of Programming in C++. In the last couple of modules we have 

discussed about Dynamic Binding, the Polymorphism, we have discussed what is 

polymorphic type and particularly the major new future that we have learnt is about 

polymorphic dispatch.  

It is a mechanism through which, when I call a member function of a class belonging to a 

polymorphic hierarchy. When I make the call through a pointer or through the reference 

of the base class type then the actual function invoked depends not on the type of the 

pointer or the reference, but it actually depends on the current object being pointed to or 

being refer to. It depends on the runtime and this mechanism is known as Polymorphism 

or this method of binding is known as Dynamic Binding as we have seen, and this whole 

thing is known as Polymorphic Dispatch in C++. 
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We have looked at polymorphic dispatch mechanism and we have used it extensively in 

designing a solution of staff salary processing. In the module today, we will discuss 

about Virtual Function Table that is we would like to take a little bit of understanding in 

terms of how is this polymeric dispatched; actually implemented by the compiler. 

Because you will have to recall that the compiler works at the static time when the code 

is being process the source is being processed at that time there is no execution that is 

happening.  

So, compiler has no way of knowing as to at runtime given a pointer which is the type of 

object that it will actually point too, but still it has to generate a code that will work 

according to the dynamic type during the execution. 

(Refer Slide Time: 02:44) 

 

This is done through the use of virtual function table, which is key for the polymeric 

dispatch. For this we will take a quick recap of the salary processing application have we 

been discussing, we will introduce a new solution in C and show how that gives us the 

insight into understanding the virtual function table for the dispatch. 



(Refer Slide Time: 03:06) 
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So this was the problem, we had assume that there are different types employees for 

whom a salary needs to be processed and their salary processing algorithms are different. 

And the crux of the whole design is the fact that the design needs to be appropriately 

extensible it should be possible to extent add new classes to the hierarchy as and when 

we want to do that. 
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In C, we had taken this considerations and you can always refer to the earlier module, 

refer them have a module number also and check up on what are design considerations. 

(Refer Slide Time: 03:48) 
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Now, while we discussed the solution we had used the mechanism of a function switch, 

that is we explicitly maintained the type and at the time of processing the record of every 

employee we checked on what is the type maintaining that in a union and then based on 

the type we call the appropriate salary processing function. Now we would try to look at 

the same solution with a little bit of different flavor using function pointers. The main 

differences that I would highlight; certainly the explicit maintenance of types stills 

remains.  

I am just assuming that there are three types; engineer, manager, and director. Earlier if 

you recall you may open up the earlier video or presentation to check that the salary 

processing routines, say the salary processing for the engineer was taking a pointer to 

engineer. Salary processing for manager was taking a pointer to manager, and salary 

processing to the of directive was taking a pointer to director. Now I have changed it a 

little bit all of them now take a void star pointer, because I want all of these functions to 

have the same signature. 



Once we get it as void star naturally we do not know the void star does not tell me what 

type of object it is, but since I know the salary processing for engineer has been invoked 

I know that void star pointer actually points to an engineer record so I cast it to the 

engineer. Or if it is a manager function called I cast it to manager or director function 

called I cast it to director and then do the processing. I can still manage without actually 

explicitly having different parameter types here. But in this process what a gain is all this 

functions now have the same signature.  

Since they have the same signature I can try to combine them in terms of a uniform 

function pointer type which I say is a ptr is a function pointer which takes a void star and 

does not written anything. Note this is a function pointer so this basically is a function 

pointer type this is not a function itself. We will define function. 

So, any of this functions for engineer for manager or for the director will actually match 

with this function pointer type. Rest of the design remain same the different structure 

types to define different types of objects and with this let us see how do we actually 

combine the whole thing into the application. 
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In terms of the application what we do is, we now maintain a record where on one it say 

it is basically a doublet this is where I keep the type which would be something like Er or 

Mgr and so on. The other is a pointer of void star that is this is a pointer of some kind. 

Now what we do? We populate an array of function pointer. So this is an array of 

function pointer. I have already defined a function pointer type. So this is an array of 

function pointers 0 1 and 2, and in each one of these we actually assign three different 

functions that we have written for the three different structure types.  

These have three different function pointers actually deciding in the array. Then you 

populate the collection of objects, so collection of objects is the object type and the 

object instance. It is a pointer to the object instance so in place of void star this will now 

have. If I look into this array this is like doublet, so I have Er then an Er object, I have 

Mgr, I have a manager object and so on. So we will have in this way there are six 

different of them. This stuff is my total collection.  

Now, when I want to process that I will go over a loop and this is what is critical is I will 

use this function pointer array and using the type of i-th staff. Say if i is 0 when the type 

is Er. I will pick up from this function pointer array that is this array, I will index it by 

this type which is Er that means 0 and then we will call that function. So, this p s array if 

I just use a different color, say this particular one is a function pointer, because p s array 

is this array. I have index it with the stuff i dot type which is Er in this case, the first one 

is an engineer. So what I get is a function pointer which is a function of this is the type of 

function, it takes a void star and the function is called. And what it passes is the second 

parameter here which is staff i dot p the pointer to the object. 

When I call it with Er here, so I have got this function that is process salary engineer this 

will get called by the engineer record, that is this will get called with the in it engineer 

that have done with the Rohit. When i becomes 1 I get the second record where I have 

the type as Mgr and which is 1, so I get the second function pointer and I invoke it with 

the pointer to the corresponding employee which is the manager record. In this way one 

after the other all of this functions will get called with the appropriate type with the 

appropriate employee record and once we are inside the record we have already seen that 



if the engineer function has been invoked and I have got a to the pointer to the engineer 

record here then I will cast and execute that.  

This is the basic style of doing this. The change that we have made is we have made this 

whole thing into array of function pointers here and we are invoking them through a 

simple code. And we do not any more need the switch conditional switch that we had 

been doing all that is taken care of by the indexing in this function pointer array. This 

could be another solution in C which is a smart solution in C which will be very useful. 

(Refer Slide Time: 11:26) 

. 

If we just quickly compare it with the polymeric C++ solution this was basic approach to 

the solution and this was a solution. 
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If you look at then you will see that we have all the same things the destructor, the 

constructor, the different overridden process salary functions and so on. 

(Refer Slide Time: 11:53) 
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 And with that if we look at our code is simply for loop with this call being made. Where 

this each and every one of this is a pointer to the engineer type and depending upon the 

polymeric dispatch it will call the appropriate salary process function. 

(Refer Slide Time: 12:21) 

 

If we compare this to side by side this is just comparing the design features. 
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But if we just compare this to solution side by side you will see that this is the C solution 

this is the corresponding C++ class. So, you have the in it engineer, you have the 

constructor here, you have this particular processing function, you have the over load 

member function which is a polymorphic in nature. Similarly, I have for the next type the 

director type and these are three classes that we have. 

Now, if we look at the processing part see how similar this two processing look like. So 

here I take the pointer to that object and based on the dynamic type I dispatch to any one 

of this functions depending on its corresponding type. Here we do the same thing using 

the array p s array which is the array of the function pointers that can be used. The only 

difference is I need to explicitly maintain the type and the relationship between the type 

and the particular object that I am using.  

So based on the type I pick up the function and then for that particularly the second part 

tells me what is the object pointer and we pass the object pointer. So, here I do not need 

to do that because as we know all that we need is to basically pick up the right type, the 

object pointer implicit as this pointer and that will work. The reason I show you this 

example or show you this way doing it in using function pointer in C is a fact that this is 

how actually in reality the C++ compiler takes care of the virtual functions or the 

polymorphic function. 
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So to bring it to the actual details, suppose I have a base class B, so I have for this base 

class I have two functions; one is function f and this function g. Which are one is of 

polymeric type g is polymorphic type, f is a non polymorphic type, it is a non-virtual 

function. And based on the this base class I have a derived class here which over writes 

the non-polymorphic function as well as the polymorphic function. 

Now, what you do in this case is? For a non-polymorphic function let us say if we just 

talk about the function f which is non-polymorphic in nature, so how will the invocations 

look like? Suppose if I do sample b dot f which is directly accessing it with object. So, 

how will the compiler call it? Compiler will knows from the fact that b is a class B type 

of object the compiler knows that there is a function f so that is been called. So, it calls b 

colon-colon f which is this function, and what is required? It requires this pointer which 

is the address of b, so it puts the address of b and it puts the parameter. So, it puts the 

address of b here and the parameter and this will get called. This is a static binding; this 

is a simple static binding.  

If I do that using a pointer I get the same thing doing it with a pointer. So, if I am calling 

this then from the type of the pointer which is of b type it knows that it has to look in the 

b class we have seen this before and in the b class it has f function which is non-virtual, 



so it will directly have to call that function. So, it is statically puts b colon-colon f passes 

the pointer value and the parameter. These are the static ways this is absolutely fine. 

Now, let us look at a third invocation also where I am using the object and calling the 

non-virtual function g. Again the compiler does the same thing. We know that if we call 

it with the object it is the function of that class which will get called, so b colon-colon g 

is what we called. Address of b is passed here and the parameter is passed here. So, up to 

this point for these three all of these are basically static binding. So, if I instead of b if I 

have a derive class object d and I try to do this for the derive class object I will have 

similar static binding code here, where in each one of these the compiler knows that the 

type is d and whether it is directly by the object or it is through a pointer, but the function 

is a non virtual one so it will put the static calls. 

The issue arrives when I want to actually look at calling something like p pointer g, that 

is I am a calling virtual function and I am using a pointer so this is where I need the 

dynamic binding. I am calling p pointer g, I am using a pointer and I am using a virtual 

function. In this case the p is a pointer to a b object, in the case on right hand side b is 

pointer to the d object. So, what I will need here? I will need here that p this call will 

actually resolve to this function.  

Whereas I will need that in this case this call will resolve to this function. Even though 

both of this calls at the call site looks same. How do I do that? how do I make that 

change? So what I do is something very very simple. Think about the layout of the 

object, the object has a data member i, so I have a data member i this was constructed 

with hundred. So, I have a data member i b colon-colon i which is the field here. 

Similarly, if I look at the derive class object, it has added a data member j so it will have 

one base class part which is 200 and the additional data member that has added which is 

500. So these are point. Now what we do is we add one more field, this is invisible field 

we add one more filed to the object.  

This field is a pointer filed and what does it point to, it points to a table of function 

pointers and this table is known as the VFT or the Virtual Function Table. So what it does 



is, when say I am in class b and I am trying to look at the codes, I have a virtual function 

pointer and I have one virtual function. So I put that virtual function in this table that is I 

put this pointer in this table. And whenever I will get a call for this function g this virtual 

function g through a pointer I will not generate a code like this, I will not generate this 

static code rather I will generate a code like this. Do not get confused with this syntax, 

what is being said? P is a pointer. So p is a pointer, so p points here. 

What is p pointer VFT? P pointer VFT is a pointed to this table. And if p pointer VFT is 

pointed to this table p pointer VFT 0 is a 0th entry of this table, and what is that entry? 

That entry is a function pointer. So, p pointer VFT 0 is this 0th function pointer in the 

table. So, I say that whenever you get p pointer g you actually call whatever function 

exists in this location. So you pick up this function and call it with the parameters, with 

parameters up to with this pointer which is p and the actual parameter value which is 45. 

The compiler knowing that this is a virtual function and knowing that this is been called 

through a pointer does not generate the static time code like, hard codes the function, but 

it puts the call as if through the virtual function table. How does that help? The way it 

helps is now you have one level of in direction. So what happens is, when you have 

specialize this class b into class d and you construct a object for that that object also has 

a virtual function table pointer. That point to virtual function table this table is now of 

class d, this table was of class b. Now what I have done in class d? In the class d this 

function virtual function g has been overridden a new definition has been given so that is 

now become d colon-colon g.  

So, while we specialize following the specialization we remove this function from the 

virtual function table of b and through the overriding we put the function that we have 

written new that is a function for d, d colon-colon g in the virtual function table. 

And for this call, the compiler generates the same indirected code. Now what will 

happen? Now think off. This was the call and this is what the function is generated the 

compiler has generated these are call what has being generated this is what is been 

generating the static time. Now what happens, the two scenarios are that p is actually 

pointing to a b object. If it points to a b object it has the virtual function table pointer it 



goes to this virtual function table of b this is what it has got, it picks of function 0 the 0th 

function and calls that, so it is calling b colon-colon g.  

But if p is pointing to a d object here then it has a different function pointer, virtual 

function table pointer. When it traverses at that pointer v p pointer VFT it actually gets 

the virtual function table of d. It picks up the 0th function which is this function, which 

happens to be now d colon-colon g because it actually points to a d object so this table is 

different. Then it passes the parameters and call that naturally d colon-colon g will get a 

called. 

With this, simple mechanism of table of function pointer, so what we will learn from this, 

is if a class is polymorphic if a type is polymorphic that if it has at least one a virtual 

function then for that class there will be a virtual function table, which will have all the 

virtual functions listed one after the other in the table in the order in which they have 

been defined. Here we have only one entry because we have only one virtual function. If 

there are more then there will be more entries and as the class is specialized the compiler 

checks does the class redefine the virtual function if it does then it changes the 

corresponding entry in its own virtual function table and replaces with the version that 

has override.  

And then with always makes a call instead of making a direct hard coded call like this a 

static type call like this where it clearly says what the function, it says that I do not know 

the about the function at the runtime go to the virtual function table pick up the 0th 

function and whatever function pointer is your function. 

So, depending on the type of the object the virtual function table will be different, but by 

the same mechanism the current entry the runtime entry in the 0th location for this 

function will appropriately a point to either the function in the base class or the function 

in the derive class depending on which kind of object I have and therefore which kind of 

virtual function table I am pointing to. The basic virtual function I am pointer table 

mechanism by which we can do things. 
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As I said whenever a class defines a virtual function a hidden member variable is added 

to the class which points here. And at the runtime the invocation is indirectly through this 

and this carries what is known as RTTI. We will talk about RTTI more that is Run-Time 

Type Information of the whole polymorphic system. 

(Refer Slide Time: 26:23) 
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This is one more example, the example that we had solved as a binding exercise so you 

can see here this is just for your further illustration. This is primarily for your own 

working out, but we have a class A and specialized from that we have class B, 

specialized from that we have class C. And class A has a polymorphic function it has a 

virtual function so naturally the whole hierarchy is polymorphic and therefore, the all 

objects on any of this classes on this hierarchy will have a virtual function table pointer.  

So if I have the object A, say object A here then it will have data members those are not 

interesting so we have not listed those, but it will have a virtual function table pointer 

which will point to VFT of class A. And how many entries will be there? There is one 

virtual function f and one virtual function g. So there is a virtual function f there is a 

virtual function g. 

But when it specializes to B you have made h also a virtual function. So what will 

happen? A third function will get added in the location two. And what will happen to 0 

and 1? F was defined in A and there is over head name B. So, the 0th entry that was for f 

gets over hidden. Now, in place of a colon-colon f you have b colon-colon f. G was also 

defined as a virtual function in a it resides in location one, but class b has not overridden 

g. So, when you inherit you actually get the same a colon-colon g as function number 

one. And h you have made it a virtual function a fresh so the virtual function table gets 

added with an additional function pointer.  

As you come to C object what you have done you have overridden g. So, what you get, 

you have not done anything with f, so f is simply inherited. So you got b colon-colon f in 

the 0th entry continuous to be b colon-colon f. But this entry number one was a colon-

colon g, but now you have over written that, so that gets over written with c colon-colon 

g. 

Entry number two was b colon-colon h. The h function in class b that have been over 

written here so you get c colon-colon h, this is how the virtual function table will keep on 

growing and that basically will tell you why we said that once of function becomes 

virtual on this hierarchy it will have to remain virtual because once it that the compiler as 



a decision to make and here I have shown what will be the compile version of this codes 

are.  

So you can say this goes to virtual function table entry 0, g goes to table entry 1, but 

where as if I do p a pointer h then I have static binding, the explicit function calls 

because this function was non-virtual. Whereas when I do it with p b, that is a pointed to 

the class b type then they have brought out it through the virtual function table because 

here in class b h has become a virtual function. 

So please work this out, please try to understand this construction very carefully and 

work through this source expression and against the compile expression of where you 

have static binding and where you have dynamic binding so that you will be able to 

understand this as well. 
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To summarize it leveraging and innovative solution to the staff salary application which 

uses function pointers in C we have laid the foundation for explaining how virtual 

functions are implemented using the virtual function pointer table. Please try to 

understand this more clearly so that any confusion about dynamic dispatch would be 

clear in your mind. 


