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White Box Testing 

 

Welcome to this session. And we have so far looked at some Black-box testing techniques. And now 

we will start looking at some White-box testing techniques. 

(Refer Slide Time: 00:40) 

 

White-box testing as we had already said involves developing the test cases by examining the code 

structure. And there are several white-box test strategies that are possible about a dozen of them. We 

will look about 6, 7 important strategies per white-box testing. These are called as structural testing 

because the test cases are developed by examining the structure of the code. 



(Refer Slide Time: 01:23) 

  

We said that there are large numbers of white-box test strategies, but roughly we can classify them 

into coverage-based ones and fault-based ones. In coverage-based ones, the test cases are designed 

to achieve coverage of some program elements; we may try to cover statements, we may try to 

cover conditions, or decisions.  

In decision coverage, we remember there is a decision expression involved like an if statement, 

while statement the test cases should ensure the decision takes both true and false, so that is the 

program element that is to be covered by decision testing. Whereas in as fault-based testing, we 

design test cases to detect some specific type of faults, for example, a fault may be that the type of 

the variable is wrong, int has been made into a float or float into int. So, we will use fault-based 

testing techniques to check whether those things have been properly detected. 



(Refer Slide Time: 02:55) 

 

In a coverage-based testing, we design test cases to cover program elements; whereas in a fault-

based testing we target specific type of faults and check whether those faults those type of faults has 

been detected. 

(Refer Slide Time: 03:12) 

 

As I was saying that there are large numbers of white-box testing techniques. This is just a sample 

of this - statement coverage, branch coverage, path coverage, multiple condition coverage, multiple 

condition decision coverage, mutation testing, and data flow testing, and so on. So, let us start 



looking at the simplest one, which is the statement coverage-based testing. 

(Refer Slide Time: 03:35) 

 

But before that lets try to have some very simple concepts about this correct. One thing is we have 

to be clear whether white-box testing is necessary if you are doing adequate black-box testing. 

Suppose, we have done a thorough black-box testing, can we say that we will skip white-box 

testing; or if we done a thorough white-box testing, can we say that black box testing can be 

skipped. If we say that no, both have to be done then we have to give a valid reason, a valid 

evidence that if you do not do black-box testing, you will miss out on these kind of problems.  

Or if you do not do white-box testing, do only black box testing then black box testing will not be 

able to detect this kind of problems, I have to give examples. So what do you think is both 

necessary and if both necessary black-box and white-box testing then you have to give examples of 

the type of bugs which cannot be detected by black-box testing alone, and also you have to be the 

example of bugs which cannot be detected by white-box testing alone. Then we can claim that yes, 

both are necessary. 

Now, let us look at that. So in black-box testing, we actually create a model of the input data, and 

generate test cases. But and this is based on the requirements or the description of the functionality 

of the software, but then we do not have no idea about the code part, so may be the programmers 

has written some code which is not really part of the requirement.  



So only if certain input combination is given those code becomes active and that is not specified in 

the requirement, so we cannot test that using black-box testing. We do not know what are those 

input values, because input values are very large, and unless some scenario or something is written 

about that in the requirements, we cannot really test those input values and that is how Trojans can 

be implemented. That the programmers has written the code only when certain input values are 

given then that code works and possibly transmit some data outside and so on. So, using black-box 

testing, it is impossible to check whether there are Trojans in the code. 

And you know what about white-box testing, can you give an example that the kind of box that 

white-box testing cannot detect; it can only be detected through black-box testing. In a white-box 

testing, we just look at the code, we do not look at the requirements document, we do not design test 

cases based on requirement document, only based on the code, identify the structure and then 

design the test cases.  

But what if the code has missed some functionality that should have been there, it is there in the 

requirements that under this input this action should take place, but then the code has that part 

missing; no code is there for that. Obviously, by just looking at the code you cannot know that some 

functionality is missing. So both black-box and white-box testing are necessary, and this are called 

as complimentary testing strategies. 

(Refer Slide Time: 08:04) 

 



Now, let us look at the coverage-based testing, let us look further into the white-box testing, the 

coverage-based testing and the fault-based testing. In coverage-based testing, we said that we write 

the test cases such that some program elements are covered. And if sufficient coverage is achieved, 

we would have performed testing for those strategies examples are statement coverage, path 

coverage etcetera.  

And in idea behind fault-based testing, we identify the type of faults that programmers commit 

normally and then check whether those faults are existing. So, one example of this is mutation 

testing; we look at both coverage-based testing several of them, and also we look at fault-based 

testing which is the mutation testing. 
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And the coverage-based testing, we have different strategies depending on the specific program 

elements that we target. For example, in statement coverage, the program elements is statement; in 

branch coverage, which is also called as decision coverage here we check whether every branch 

condition, assumes true and false values. Condition coverage is also called as multiple condition 

coverage; so here whether the component conditions of every compound condition, so decision 

expression may be having compound conditions c1 and c2 or c3 etcetera, whether each of this c1, 

c2, c3 take true and false values. 

Multiple condition, whether all possible combinations of the input conditions are considered, path 



coverage, dependency coverage and so on. There are different types of program elements that 

different coverage strategies target. These target statement, branch, condition, multiple conditions 

that is all possible combinations, program paths whether program paths are covered, dependency 

whether data dependency etcetera are covered, so we would have different strategies for white-box 

testing depending on the program element coverage that we attempt. 

(Refer Slide Time: 10:44) 

 

We have a notion of a stronger and weaker testing in coverage-based testing. If all the program 

elements that are covered by one strategy, guarantees to cover the program elements covered by 

another strategy then we have this stronger coverage, and the one where it covers only a subset of 

the program elements of their stronger, we call it as a weaker testing. 



(Refer Slide Time: 11:28) 

 

And we call complimentary testing, if two strategies, they do cover some program elements in 

common, but they also cover different program elements. 

(Refer Slide Time: 11:40) 

 

So, this is the notion of a weaker and complimentary. 



(Refer Slide Time: 11:51) 

 

Now, let us look at the simplest testing strategy which is the statement coverage testing. So, here the 

main motive, the main objective is to write test cases. Such that every program statement is 

exercised at list once. Let us look at a simple white-box testing, coverage-based testing which is the 

statement coverage; this is simplest testing.  

The idea here in the statement coverage testing is that every statement needs to be covered by the 

set of test cases, because unless a statement is executed at least once you do not know if there is a 

problem existing in that statement, so that is the main idea here. We write test cases such that every 

statement is executed or covered at least once, because unless a statement is executed, you do not 

know if there is a problem existing in that statement. 



(Refer Slide Time: 13:08) 

 

So, we keep on giving test cases, and observe, or measure, whether statements are getting executed. 

And if all the statements are executed, then we know that 100 percent statement coverage is 

achieved. 

(Refer Slide Time: 13:31) 

 

So, that is what we have written here that unless statement is observed to work correctly at least for 

one test case, we do not know whether it will work. And also the problem with statement coverage 

is that just by observing a statement works fine for one input does not guarantee that; for other 



inputs also it will work, but at least you would have known that at least that statement works good 

for one of the inputs. 

(Refer Slide Time: 14:18) 

 

Here we have this metric, percentage covered, percentage statement covered which is the total 

number of statements and out of which how many statements have got executed. So, you can say 

that 80 percent statement coverage, the 90 percent statement coverage depending on what fractions 

of the statements have got executed. And normally we expect 100 percent statement coverage 

unless we have unreachable code; we need 100 percent statement coverage. 
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Let us look at this example, so this is famous algorithm here just code I just taken that code here. It 

takes two parameter x and y, while x != y. If x > y then x = x - y, else y = y - x. I think when you 

would have recognized this algorithm it is the famous GCD computing algorithm Euclid.  

And there are 6 statements here; and we need to have the test cases which will have all the 

statements covered. To check whether all statements are covered, we can just write a small tool and 

also tools are available, open source tools like g curve available, but we can write our own tool, 

which can check what is the percentage of the statements that are executed. 

How do we do that, we can set we can have an array with number of statements equal to the 

elements of the array, one of the techniques. We can have many ways to check statement coverage. 

And whenever a specific statement is covered is executed, we would have inserted a statement here 

to set the corresponding variable in the array.  

So, if the third one then we would have statement just after this, set the corresponding variable in 

the array, but one thing is that if there are no branches, all the statements will get covered so that is 

how we can write in a efficient tool. That as long as it enters a block of code, it will execute all the 

statements there, so we need to only mark the blocks. It is possible to write a small tool ourselves 

which can check the percentage statement coverage, but then there are open source tools available 

which can report the percentage of statement executed. 
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Normally we do not design test cases in our practical programs to achieve statement coverage. We 

just give input values randomly until we achieve 100 percent statement coverage. But then for very 

small programs like 4 lines, 5 lines, it is possible to find out what are the values to be given such 

that we would have 100 percent statement coverage. These very small program; and we know that 

this expression as to be true for this two enter into the loop.  

And therefore, we must have x != y that is the input we have to give. And then also we have to give 

input such that x > y, such and that that can come here, and also have to give input such that x <= y. 

So, for very small programs, it is possible to design a test suite, which will cover all the statements. 

But as I said for larger programs, we do not really design test cases to achieve statement coverage, 

we give random input and keep on checking what is the coverage achieved. The open search tool or 

our own tool, you can check what is the coverage achieved each time we execute a test case, and we 

keep on giving random inputs until we get 100 percent statement coverage. 
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So, if you manually design test cases, we will see that for that small program, these are the values 

with which we can achieve 100 percent statement coverage. 

(Refer Slide Time: 19:47) 

. 

Statement coverage is a very simple concepts, but also it is a least effective in detecting bugs, 

because it is one of the weakest testing, weakest white-box testing. Let us look at stronger white-

box testing. One of the stronger testing is the branch coverage or decision coverage.  



In decision coverage, test cases are designed such that each branch conditions assumes true and 

false values. So, whenever we have a decision statement either in the form of if, while, for and so 

on, we check whether each of these decisions assumes both true value and false value, then we say 

that 100 percent branch coverage is achieved. 

(Refer Slide Time: 20:51) 

 

So for the same program, we would need there are branches here decisions here and while if and 

will check if while is both true and false, the condition here is both true and false. This condition for 

the ‘if’ is both true and false, we will need that the test cases would achieve for this expression to 

become true and false and this expression to become true and false and then will say that branch 

coverage is achieved. 
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So, for very small programs, again we can generate or we can write test cases for achieving branch 

coverage. So, we can see that this set of values will set both those conditions true and false, but for 

larger complicated programs, it is very hard to design test cases to achieve branch coverage.  

And in practice, nobody really designs test cases to achieve branch coverage they would give input 

values randomly, and have a coverage tool which will check the branch coverage achieved. Here 

again checking branch coverage, how much branch coverage achieved writing a tool is very simple, 

and open source tools are available, which can report what is a branch coverage that is achieved. 
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So, the percent is a branch coverage achieved we can write is number of executed branches divided 

by the total number of branches possible. So in the program Euclid GCD, there are two branch 

conditions, so we would have four branch outcomes, four possible branch outcomes and depending 

on how many of those have taken, we would have number of executed branches. So it can be 1 by 

4, 25 percent or 2 by 4 - 50 percent, or 75 percent, or 100 percent. 

(Refer Slide Time: 23:10) 

 

But then after discussing two white-box testing strategies - statement coverage and branch 



coverage, can we say which is stronger testing. Because the idea is that if you are doing a stronger 

testing, we do not have to do a weaker testing. A stronger testing would have covered all the 

program elements covered by a weaker testing. And therefore, as long as we are doing a stronger 

testing, let say there are several weaker testing, and we are doing one stronger test strong test, we do 

not have to do all those weaker test, just one strong test is good enough. So, between the branch and 

statement coverage which is stronger. 

So if you want to show that branch coverage is stronger then we have to show that branch coverage 

will guarantee the statement coverage. And also we have to show that statement coverage does not 

achieve branch coverage, so there is at least one branch which is not covered by statement 

coverage; otherwise, they will be the same. So, we have to see one way, we have to show that 

branch coverage achieves statement coverage; and also we have to show that statement coverage 

does not achieve branch coverage; at least some branches are not covered by statements. 

(Refer Slide Time: 24:53) 

 

So how do we show that? So, we can give a argument here that in a stronger testing, we have to 

show that it covers all elements of the weaker testing, we can argue that every statement lies on 

some branch. So, if all branches are covered all statements must have been covered.  

Let me just repeat this argument that every statement lies on some branch, so if all branches are 

covered then all statements must have been covered, so that shows that branch coverage would 



achieve statement coverage, but how do we show that statement coverage does not achieve branch 

coverage. So, for that, we can give one example at least one example, where we show that we 

achieve statement coverage, but that does not achieve branch coverage that would show that 

statement coverage does not achieve branch coverage. 

(Refer Slide Time: 26:10) 

 

So, I do not really have a slide, the example is not written there in the slide, but just asking you to 

give an example where statement coverage does not give branch coverage. 

(Refer Slide Time: 26:38) 

 



One simple example could be if a greater than b, printf something. So, here if a greater than b, printf 

is executed. Statement coverage achieved as long as a greater than b. So for any value of a, which is 

greater than b, we will have statement coverage. But decision coverage or branch coverage will not 

be achieved, because we are also needs test case which sets an equal to or less than b.  

So the test case a greater than b, achieves statement coverage, but does not achieve branch cover, 

and this is a good enough example to show that statement coverage does not achieve branch 

coverage. And as I was saying that there are several tools that are available which will give open 

source tools are also there many of them. 

(Refer Slide Time: 27:52) 

 

Which can give the coverage, statement coverage, branch coverage so this tool after some test cases 

are executed gives that for which package, how much of line coverage how much of branch 

coverage is achieved. 
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And not only that, it also shows which statements have not been executed. But, if we do statement, 

branch coverage, you do not have to do statement coverage that we already have said. But is it 

possible that a program where you have achieved 100 percent branch coverage still bugs can exist; 

and what are those bugs, can we give an example a bug which can exist even if we achieve 100 

percent branch coverage. And how do we design a white-box test strategy, which will check those 

bugs. 
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Let us look at one example that we have an expression here in one of the conditionals if digit high is 

true or digit low is false that is - 1, then do something. Now for branch coverage, if one of these 

parameters is true, let say digit high is true and digit low we can set it to true and false, then branch 

coverage will get achieved. So, using only the digit lows true and false values, when the digit high 

is true we will achieve, sorry when the digit high is false, the digit low is true and false value will 

achieve both the true and false for this branch.  

There is a or expression here, so as long as this is false, true and false will make this expression - 

entire expression true or false. And therefore, branch coverage would be achieved, but what if we 

have a bug which occurs only when the digit high is true. We achieve branch coverage by keeping 

digit high to be false and digit low to true and false; but, what if the bug occurs only when the digit 

high is true. So achieving branch coverage, 100 percent branch coverage would not be able to detect 

this bug. 
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So, what do we do what type of strategies, test strategies do we deploy, we have to do condition 

coverage, also called as multiple condition coverage. So, each component condition is takes true 

and false value. So, when there is only one condition in expression then branch coverage and 

condition coverage at the same, but when there are multiple conditions - sub conditions in a 

conditional expression then just achieving branch coverage may not be able to detect all bugs. We 

have to consider the individual component conditions - the sub conditions to be given true and false 

values. 
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Let us look at one example c 1 and c 2 or c 3. So in condition coverage, we need to have both c 1 

and c 2 true and false, c 2 true and false, and c 3 true and false. And in multiple condition coverage, 

you have to consider all possible combinations of conditions of c 1, c 2, c 3; true, true, true; true, 

false, true; true, false, false; false, true, true etcetera every combination of the conditions we need to 

consider. And for multiple conditions, if there are n component conditions, each one taking two 

values true and false, we need 2
n
 possible test cases. 

(Refer Slide Time: 32:50) 

 



For basic condition testing, where we test whether each condition at least has taken true and false 

values, we do not take all possible combinations of conditions. 
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So what I am saying here is that if c 1 and c 2 or c 3, if this is the condition then as long as this is 

true, true, true and false, false, false only two of these will achieve basic condition testing. Because 

each has taken true and false values or we can have a test case which makes true, false, true, and 

false, true, false so that will ensure that each condition takes both true and false values.  

So, the number of values for this condition is 2 into n. If n basic conditions here, we would need 2 

into n and the percent is covered is the truth value taken by all basic conditions divided by 2 into 

number of basic conditions. 
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And if we relate these to branch testing, the branch testing is actually the simplest condition testing 

strategy, where we assume that the entire result of the condition is true and false. We do not ensure 

that all component conditions have taken true and false. So, the branch testing is the simplest 

strategy is condition strategy, and the basic condition is stronger strategy then branch testing, that 

would be very easy to show. 

(Refer Slide Time: 35:02) 

 

 



So, we have this hierarchy here. Statement coverage is the weakest, and then we have this decision 

or branch coverage, and then we have this basic condition coverage and then the multiple condition 

coverage. In basic condition coverage, we just require that each component condition takes true and 

false values. Whereas, in multiple condition coverage, we require that all possible combinations of 

conditions between the component conditions have been ensured; so if you are doing multiple 

condition coverage, then we do not have to do any of these the basic condition coverage, decision 

coverage or statement coverage. Then you would say that why not do the multiple condition 

coverage.  

Unfortunately, when the number of components condition in an expression is large to require too 

many test cases, such expression occurs in many applications, for example, embedded control 

applications. We might have a conditional expression involving 20 or 25 variables, and in that case, 

we need 2
20

 test cases is just too many, so how do we handle that situation 

Can we achieve testing which is you must as effective as multiple condition testing and still not 

have an exponential number of test cases so that is the MCDC testing multiple condition decision 

coverage testing, where we would try to achieve as much bug detection capability as a multiple 

condition coverage.  

And at the same time, we will try to hold down the number of test cases require to achieve 100 

percent MCDC coverage. No wonder that MCDC is a very popular white-box testing strategy; it is 

mandated by many certifying agencies that programs have to be MCDC coverage has to be ensured 

for the software to be acceptable. Because without unduly increasing the number of test cases, we 

are able to detect almost as much bug as the multiple condition testing. So in the next session, we 

will look at multiple condition decision coverage that is MCDC testing and see what is involved 

there, how a test case is designed, and what are the basic concepts there. 

Thank you. 


