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The topic of today's lecture is a characters and strings. In C, we have till now just had a 
quick look at integers, floating point numbers and arrays. Characters can be declared and 
we have possibly seen in 1 or 2 examples before by the declaration char x. 
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This is equivalent to a single character. Characters in C are stored in ASCII format and in 
C all characters are stored in ASCII format and inter conversion from ASCII format to 
integers is very easy and we can always assign an array to an integer. So if you have an 
int x or int x1 and then char x, if you say x is equal to x 1 then this will now contain the 
ASCII value and represent the ASCII value of the character. So instead for characters we 
will just see one simple program which will help us to understand how characters are 
declared and how the ASCII values can be printed and in what format characters can be 
printed.  
 
After we see characters, the next we thing that we will see is a string. A string is an array 
of character and we can declare it as an array of characters like and if you store this 
element of this string in a proper format then you can use several string operations which 
are functions which are provided in the C library for comparing strings, for copying 
strings and for various other purposes.  
 
 



So let us see first an example on the use of characters and then we will move on to 
strings. This is an example in which we are declaring a character, we are reading in a 
character and after reading in a character we are printing the character, its ASCII value 
and then if it’s an upper case then only we are converting it into a lower case character. 
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So this is the main program which starts here and ends here. Is it visible? We declare a 
character variable called var, char var and we declare two integers no and i. No is the 
number of characters that we will read in and i is the loop control variable. First is we 
scanf and number which means we read in the number of characters which we will input. 
The next function is an interesting command called fflush stdin. Now fflush stdin is there, 
there are two buffers one is for the output and one is for the input maintained in C. So if 
you just start cleaning, data is automatically stored in these buffered locations. Buffer can 
be portion of the memory where your inputs are stored in.  
 
Now when we enter AND number, we will be entering the character and then pressing 
the enter command. So both the character and the enter command will be stored here and 
unless we flush this for the next scanf which occurs the entire character will be taken in. 
That is why we flush this one to clear out the input buffer. There are other commands to 
read in characters called getchar which you can have a look at the books and we will also 
see in some examples later on. But first let us see how we will use it using scanf.  
 
So we first read the number of numbers initialize i to 0 and in a loop we read in a no that 
is no that is number of characters and for each character we print the character, we print 
its ASCII value and if it’s an uppercase character, we print the lower case. So we read in 
a character using a % c format. In % c you can read in a single character, so we read in 
character and % c format, increment i and print the ASCII value of the variable c. 
 



So we can read and print in % c format and for the same variable if you give the % d 
format then you will get it in decimal and you can see the ASCII value of the variable. So 
that is why we have put it in var here and again var. In the first case we printed in % c 
format and in the second case to get this ASCII value we print it in % d format. And you 
can use such variables and compare characters with characters or character in var we will 
compare with A but you must give it in quotation marks. It will also compare less than 
equal to z but you must give it in quotation marks. What happens is the ASCII values are 
compared. They are just simply compared like integers in ASCII terms and equality, not 
equality, greater than equal to less than equal to all these comparisons can be done. Also 
in the ASCII format the characters small a to small z are in contiguous, have contiguous 
values.  
 
Similarly capital a to capital z also have got contiguous values. So if want to check 
whether it is either a or b or c or d or up to z then it is sufficient to check whether the 
variable is greater than equal to A and the variable is less than equal to Z. And we will 
obtain the lower case, how? The smaller the ASCII values of the lower cases are greater 
than the ASCII values of the upper cases. So you find the difference between the lower 
case and the upper case ASCII values and you add it to the ASCII values of the variable 
then immediately the upper case will be converted to the lower case.  
 
For example you will see, let us see one or two examples it will be very clear to us what 
we are doing. So let’s run the program. 
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So let us give in some 10 numbers we will input and let us first give in only small lower 
case characters to see what the ASCII values are. a the ASCII value is 97, b 98, c 99, z 
122, y 121. So these are the ASCII values from 97 to 122 is the lower case characters. 
Upper case a is 65 and we have also found the lower case it will be seen from these 
characters. 
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A is 65, B is 66 and Z is 90, so let’s go back to the program. So at this point however we 
found converted from upper case to lower case. We have seen the upper case suppose it is 
60 and then we find the difference between the ASCII values of the lower case. You can 
do a subtraction addition because subtraction and addition here will be done in terms of 
ASCII values. So you just do a subtraction that is you find out the shift between the lower 
case and the upper case and you just add it to the uppercase ASCII value, you 
automatically get the lower case where you printed in % c format. So this is how we got 
the lower case if A is 65, small a is 97, take b and take small b so the difference you will 
get is 1 and then you just add it up. 
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The difference between lower case a and upper case a is 97 minus 65 that is 32 and you 
just add 32 to 66 which will give you 98. So this is how you get the ASCII values. 
Actually you can get ASCII values of various other characters also bracket closed, look at 
this 94. 
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There was a gap between 90 and 97, see this one is 94, there will be others I think this 
one will give you 93, this one will give you 91 and you can get several characters all 
these. Then beyond 122 you have got some characters, see this one is 92 and so on. And 
if you want to know what is the character value of an ASCII variable, you can just write a 
simple program which I just wrote. You just scanf the number in % d format and then 
print it in % c format and you will easily get the ASCII value. 
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Suppose we want 120 that’s x, suppose we want 122 that’s z, we want to go somewhere 
beyond that say 123 which is bracket open and you can find out the ASCII values of 
various elements. 
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So there are two things we learn here, few things we are learn here one is the declaration 
of characters variables, one is the concept of fflush stdin, you may also require fflush 
stdout in other cases but we normally don’t do it because we use that back slash n and 
other things then we print the full buffer but when we start using files and do other things 
we will see this flushing out may be very very important. We will also learn the % c 



format, the ASCII in automatic inter conversion from % d to % c and arithmetic 
operations can be done on characters individual characters and this arithmetic operation 
will do it on the ASCII values. So this is a very simple exercise on character, next we will 
tackle strings.  
 
As I mentioned earlier to define a string, a string is a character array. So you can define it 
to be a character array and use it as a string and C provides you certain facilities to 
directly read and write strings. And if you want to read a string, if you want to read the 
string str we have to give scanf % s format. 
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In % s format we can read the string str and obviously you can just simply give the name 
of the string. You can give the name of the string, the name of the string is sufficient to 
provide you the address of the string which is the same as and str [0]. We will arrays and 
indices and addresses to find out. So you have to give the starting of the string or the 
address of the string which is equivalent to giving the name of the string and once you 
give the name of the string, automatically the string will be read and if you write down a 
b c d then it will store it in the array like this a b c d and it will end it with a special 
symbol which is called back slash zero.    
 
It will end it with this input. The string, all strings are ended with an end marker like this. 
So if you declare a string of size 50 which means an array from 0 to 49 make sure that 
your string does not exceed this size, so that the back slash zero cannot fit in. The 
backslash zero must be put into the string. Similarly like scanf you have, for strings you 
can use the printf command. 
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Printf % s, again you just give the string, it will print the string but it will print a string 
which is whatever address you give this must be defined as a character array, whatever 
you print in % s format must be defined as a character array firstly and secondly the data 
must end with a backslash zero. If there is no backslash zero then this function for 
printing f, printing in % s format will go on continuing till the end, alright.  
 
So we will just see how to read and write strings and then we will work out the 
permutations problems which we were discussing on these students. So we will just look 
at the permutations program for just reading and writing a string and then we will see 
how we actually do the permutations and how we write the program for permutations. 
This is the program where this is the main program and we will not call the permutation, 
we will just look at strings first. Here I have declared two character arrays or you can 
look at a character array as a string. 
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One is list 20 of size 20, one is perm, perm of size 20 two integers n and r and in a 
permutations problem, you will first give n and r and read it as AND n and AND r and 
then we are giving the characters that is the n characters, we will input as a string okay. 
So we say printf give the characters as a string and then we read it in a % s format into 
the character array list. So we read it like this % s and then we can print it in % s format 
like this. There is a call to permutation which I have commented out for the time being. I 
have purposely commented out, we will have a look at it much later on. So comments can 
be given like this slash star and ended up with star slash.  
 
So this program will not execute this part, this will not be compiled, so we will just have 
a look at reading and writing strings. Give n and r that is alright 4 and 2 and then we have 
to give characters, so we will give a b c d, like this you can give the string it will read it 
and it will print it, the list is a b c d. 
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So using the % s format you can read and write a string. You can also use, you can also 
use it as a character array and tackle it with individual characters, we can use list as an 
individual character array and you can, if you want you can print out. Suppose you 
wanted to print out in % c format say LIST [0] equal to % c and you want to print out the 
value of LIST [0] that also you can do and print it out as a character.  
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So let us see how this… Oh, I didn’t compile it, I am sorry I didn’t compile it, so the 
previous version will…  
 



So we got list is a b c d and LIST [0] is a and if you want to see how the list is ended then 
suppose we give 4 and if you want to print out if list 4 we will see that there will be a 
backslash zero marking the end of the list.  
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0 1 2 3 will be a b c d and list 4 will be the end of the list. Here backslash zero could not 
be printed but I don’t know why but this should be backslash zero. 
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This is… your blank is printed because I think it is not an ASCII character, it is not one 
of those it is a special character. So it is the backslash zero which is there in list form.  
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So now let us go back to the program to see a function on lists. Here a function, we have 
written a function delete list. Given a character array or a string l and a position i and 
there are n elements in the string, NEW will be the second character array. And what will 
happen is here in the string whatever is given as L, the i’th element will be deleted and 
the rest of the string will be returned in NEW. So how do we do that? We declare a loop 
control variable, for j equal to 0 till j is less than i we copy L [j] into NEW [j] and we just 
leave out i minus 1, sorry we leave out i minus 1 because the i’th element if the array 
starts from 0 then the i’th element will be L i minus 1.  
 
So the rest of it we do from i till n minus 1 because one element less. And we copy into 
NEW [j], we have done it up to i minus 1 isn’t it and we have to remove out the i’th 
element. Am sorry we start from 0, I will just repeat once more. We have to remove the 
i’th element, so up to i minus 1 we copy into New L [j] and for the rest of the elements 
we copy L [j plus 1] into NEW [j].  
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So that way one element will be removed and if you call it from here that is delete these 
and after having read list, suppose we call the list and we have to call it with LIST, I say 
let us call it with 3, you can enter i but we are purposely giving 3 or let us give r because 
we have read in a variable r, m and let us take in the other character array perm which we 
have % s. So we have read it into, so we have read in a list we have read in n and r and 
we have removed the r’th element and stored it in an another string perm and we have 
just printed that. So this is the delete list function, so this is a b c d we read in a b c d 
which is in 0 1 2 and 3 and we removed the second for i equal to 2 and we get back abd. 
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So this is how we can use, we can manipulate character arrays and use the string 
functions. There are several other string functions which are available from the library 
there is a string library also and there is a normal library and you can find out things like 
length of a string. You can compare strings and you can copy strings and there are several 
you can duplicate there is a string copy, there is a string compare, various types of string 
compare commands, there is a string length command. 
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We can quickly have a look at the library to see what these commands are. So finally we 
will now go to our permutations program and see how we can finally now implement the 
permutations program. Among the various versions of permutations program, we pick up 
this version where in the loop we delete one element at a time and then recursively call it 
and come back. 
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So list permut L, n and r, l is a character array or a string, n and r are integers. If r is equal 
to 0 we returned a null string, we return a null. This returns a list of permutations, isn’t it 
so we return null else for i equal to 0 till less than i plus plus we use that function delete 
list we delete the i’th element, alright. And then we call it on new with n minus 1, r minus 
1 as we discussed previously and we get result and in RES which I have not declared but 
you have to declare it again in a proper structure and we still do not know how to declare 
this. We have to append in that one the element L [i] and we have to append in each and 
every element of RES, the element L [i] in the front of it and we will get in final and we 
will return this final permutations added. Is that okay?  
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So let’s work out a quick example then we will see how this program, we will just 
quickly revise how this program works. Suppose it is {a, b, c}, 3 and 2 then first we will 
start with 0 and we will call it with {b, c}, 2, 1 right and since it is recursion we will go 
this way first, we will go down like this and we will call it with c, 2, 0 but we are 
returning anyway. So when we are left with the single element we will return this element 
okay. If you are, when r is equal to 0 we actually return l, whatever is l is returned. So 
here it returns null. Isn’t it? What does it return? Here it should return a null list, okay no, 
no we will continue as we were doing. It returns a null list, that’s fine. So this will return 
a null list then this one will call here and this one will call this and this will return. So 
after this returns a null list, what will happen to the null list?  
 
Let us go back to the program. In the loop you delete an element, you have got a null list 
returned and you append in that null list L[i]. You append in the null list L[i], here what 
was L[i] when we called it b? It was called with 0, here it will be called with c, b will be 
called this side, c will be called this side. So once this null is returned this is recomposed 
by the append function to give you a tuple b, right.  
 
Now this side it will delete c and it will call it with {b}, 2, 0 sorry 1, 0, this will be 1, 0 
this will be 1, 0. This will again return a null, this will append c to this null to prepare c 
and here it is not actually returned out final, it is whatever you get here you will append it 
to final in the loop because from this side if you get some result and from the left side and 
right side say from the left side you get something b, from the right side you get and 
recompose and get c, you will have to make a union of the two. So in the loop we can 
make this union and you initialize final in the beginning of the program before here to be 
null and then you make a union of it. So this will return a list with b and c and this was 
called with a, so this will form the res… what will be formed after the append? You will 
get a b and a c.  
 
Similarly, you call it with b and similarly you call it with c and you get the three results 
this way and you combine it. This was the idea which we had. So this is the program in 
some sense but still we have not been able to declare, we have been able to declare this 
array as a character array and a string. We still are in trouble in declaring this data 
structure final and we have to have some means of declaring arrays of strings. Isn’t it? 
You can use this and declare arrays of strings and do it but we will not do that 
immediately, we will see another simple idea of programming and recursion and solve 
the problem in a much more simpler manner.  
 
Now let us have a look at this point. At this point we have got this a and we have got b 
and once we reach 0, this part corresponds to a and b. When you compose, when you go 
back, null will be appended to b and a will be appended in front of b. If you have a look 
at how the recursion proceeds, a b will come from this, from this side a c will come and if 
you go more in more details from this side b a will come, from this side b c will come, 
from this side c a will come and from this side c b will come. So instead of declaring out 
what we want, suppose we only want to print the result. Then at this point we could have 
printed the result provided what, can anybody tell me. Provided what? Provided at this 
point, see this point we have lost that we have come through a and b.  



So we don’t know that we have come through a and b but if we have this information we 
could have printed it here. Here we could have printed a and c, here we could have 
printed b and a. can anybody suggest how we will do that? So just you pass it through the 
parameters that is when you are in, when you are calling a b c with 3 2 you have, you call 
it with null that is at this point up to here nothing has come and then when you come here 
with b c 2 1, what do you do? You store a.  
 
So let us see if in slightly more details then we will get a better picture. a b c that is we 
can pass our computation instead of always recomposing it back, we can pass our 
computation down through the parameters also, this was null. 
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And you just pass it down a sorry, this was b c 2 1 a, here c 1 0 a b and once this is 0 at 
this point we just print. Next time it will come out here, print and return we don’t have to 
return any value. Then again it will come here, it will be b 1 0 and a c. And once r is 0, 
you just print it. So this way you can print a b come here print a b, come here print, come 
here and so on, alright. So now the program will look like this. What we will do is like 
we have used the string list character array l for the list, n and r we will use another 
character array p for storing, for passing down the strings and n will be indicating at what 
point you have to insert it here that is you will initialize n to 0 and call it. 
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To indicate that this is null, we will pass p, 0. If this is a, if p is a we will pass p with 1 
saying that if you want to insert another element, you insert it at the next position. So the 
program goes like this permut L, n, r, p, m these are two character strings, n, r, m are 
integers. If r is equal to 0, p [n] is made back slash 0 to end the string and print p in % s 
format and return, alright. Otherwise again for i equal to 0 to n, you have to find out what 
is L [i] and you have to store it in p [n] because we are going to pass this down, again 
delete list and get the new list and call new same n minus 1, same r minus 1, p and this 
gets incremented by 1. Is that okay?  
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So if we just do this we will be able to solve our permutation problem using simple 
character strings and arrays. We would also like to do it using the data structures, list and 
other things which we shall come through, any questions. So let’s have a look at the 
program now. Let’s remove the comments. So this is the main program which we were 
working on character array list, integer, give n and r, read n and r, give the characters as a 
string, print the string and then call it with list, n, r, perm or which is p initialized to 0. 
We have already seen delete list and we know how it functions, so we are left to see 
permutations. This is identical to what we wrote down so n, r, perm and n these are two 
character arrays, n, r, m are integers and we declare new list that is once we delete an 
element from the list, we will store it in new list so that is why we require this new list. 
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If r is equal to 0, perm m we put a backslash zero at n and we print it. And this part is just 
for pretty printing so that only 6 elements are printed per a line that is why I have just, if 
count is 6, I put a backslash n. This is just for a pretty printing there is nothing else here. 
So we put do perm m equal to backslash zero and do a printf else and return obviously 
and else this is this part.  
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For i equal to 0 till i less than n i plus plus, perm m is equal to list i, delete list, i, n to the 
new list and call it with new list, n minus 1, r minus 1, perm and m plus 1. So this is what 
we were writing. So let’s give 3 and 2 a b c, we get a b a c b a b c and so on c a and a b. 
again you give 3 and 2 and if you give a c b, you will get it in another order because 
depending on the way the depth first recursion goes. 
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It is dependent on the way in which the depth first recursion goes, so a c a b, am sorry. So 
with 4 and 3 and 4 characters, you get 24 such outputs, all the possible 24 outputs you 
can get. And if you want to see, so this way you can give various inputs. If you give a b c 
d e and you will get 20 such outputs. 
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And if you want to see exactly how the program works, it is very important to just print 
out the value of perm, print out the list perm here at every instance and you will know 
exactly what are the steps of recursion. In order to understand, suppose you have written 
this program and you want to understand how the program works and what you do is as 



soon as you enter this, you print out the value of the parameter. All the parameters you 
just print out here and you will know which program is entered and then so you will 
know the calling sequence and that will give you a perfectly good idea about exactly how 
the program is working.  
 
So in any recursive program in order to understand the depth first nature of the program, 
it is better to put in some statements to watch or debug and just find out exactly the 
sequence. If you have any doubt, just use the computer write a program and just check 
the sequence. So I hope this program is okay and we have done some simple exercises on 
characters and strings, I would expect you to read up some more examples on the string 
functions specially the string length, string compare, string copy and just use them and 
implement them to find out how strings are used. Also have a look at the functions 
getchar which obtains a single character, alright. We will see an example of getchar in 
our subsequent example when we talk of something else. So, we will stop here for this 
class.        


