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Good morning so let us begin with last state of compilation and machine code generation and

what we are not going to look at next in the remaining classes how do we now convert and the

only issue which is left now is that we have already written all the code generations and we know

that the code is going to be close to whatever machine and you pick up which is close to almost

risk architectures and we are just going to convert it into copied syntax and which is the register

optimization.
 What  we  will  also  simultaneously  do  is  we  will  see  that  the  variables  which  we want  to

minimize as far as possible and if in case it does not fit into the list then we will have to see how

to skill the register and load it back what we are not going to do is look at register optimization

problem that is something which goes really beyond and which is independent activity of graph

based algorithm and so these are we will look at functional character and not worried too much

about it as far as registers are concerned for the optimization.
\



 So  this  is  really  what  you  see  here  as  the  specifications  that  we  have  this  front  end  and

intermediate code generator and the information on the symbol table and now we want to take

information  from  the  intermediate  code  generator  which  is  a  three  address  code  and  the

information from the symbol table and the complete syntax of the machine and what are my

requirements.
 So obviously the output code must be correct and that is the biggest functional requirement we

have and also the code must be of high quality and the code generator should run efficiently and

these are the writeable functions and what are the inputs and outputs we have so input is an

intermediate representation with the symbol table and the assumption we are going to make here

is that the input has been validated by the front end because the input is not correct the language

specifications and the intermediate code generator and so the process could have terminated right

here .
So at this point of time and what about the target programs the target programs can either be an

absolute machine language and this is fast for very small programs so we have already seen that

already how do we generate machine code so we have seen that type and the numbers which are
Pc values and we can now generate absolute machine code we can also generate relocate able

machine code which is normally what we do.
 Because the advantage with relocate able code I that you have multiple functions and that in

case of absolute machine language code so absolute machine language code even the linker has

been absorbed that is not something which is desirable will work only for small program and

then we may have an assembly output which obviously will require the assembler and linker.
 
So normally most compilers either we generate this or we generate this one is really requires a

compiler and I do not know how many of you have used programs like turbo C compiler how

many any kind of  turbo compiler  most  people do it  at  the level  of  schools  not  even in  the

graduating school and if you recall by installation it asks for two three options it tasks whether

you want a tiny version you want a small version or you want a bit version or a large version and

select the option tiny version .
 What with installs is compiler which actually generates machine code it will not permit you to

write multiple  functions for multiple files and it  just removes all  that and compiler becomes

really fast but then you can only have a small program so we are only dealing in this space and

will not worry about getting the absolute machine code okay so what are the issues we face now



these are the issues I am flagging so that when we actually start looking at it will realize that

these issues are important .
 So first issue that comes in uniform now since you have done assembly language program if I

say this is and assume you have a machine and you have operation codes and addressing node .
(Refer Slide Time: 05:41)

 So for example if I say I want to do addition say so addition will work only with registers or will

work with indirect register offset will work with index offset may not work with the register so

normally  we will  find if  you look at  machine  specifications  there they will  say that  certain

operation codes are not going to work with certain address nodes that I immediately brings an

issue of poverty say if I pick up an operation okay.
 What are the access and the addressing node is nothing but how can I store the variable this

immediately says that be careful while choosing awkward because all addressing nodes may not

this situation where I say that where I cannot find the machine operation code and cannot find an

addressing node so this issue came up very early and machines did not have an operation code

for doing addition and division .
(Refer Slide Time: 08:20)



And can I get into a situation where I say something cannot be computed is there a proof for that

my experience shows that we will not get into problem at least from the search point of view

now that still remains an issue that there is no data to be that compiler will always be able to

generate the functional code okay and the instruction speed is another issue that comes up that I

can write multiple programs for doing the same computation .
That  means I can generate  multiple  ports  at  the target  machine and which will  do the same

computation now which one is better sometimes you see that some programs on will be faster

some program are going to consume less number of memory cycle and there are more issues like

again also we may talk about the program which consumes less energy that is again optimization

we will only look optimization with respect to resources .
Then register allocation has become an for issue us then instructions in the register operand are

going to be faster and the long life time and frequent variables are going to be in the register and

they are also going to be in the temporary location and in some machines I will also have to

worry about pairing of even and odd register almost every machine has an Intel processor you

will find that if I take a long word .
 We cannot say that take the register three and four and note this word I have to make certain

way of register so even for this word so even when I have more registers available I may not be

able to load certain variable so the evaluation order of instruction remains an issue that if I have a

large expression being evaluated what is the evaluation it says that I have to compute from left to

right .
 And once you have converted that into it some kind of abstract syntax tree and optimization

results you may find that if we not be beneficial to compute from left to right okay it may be



beneficial to say that first compute other side store the result somewhere and that may conclude

fewer resources okay so again we will see an example of that as we keep on moving all these

issues will be at some point of time based .So let us look at what code generation and at this

point of time what we are looking at is concrete syntax of the machine .
(Refer Slide Time: 11:38)

So what we may have here is something that if is say that we have two assignment a is being

assigned b + c and d is being assigned a+ e then I can generate very trivial code for this or what I

need to do is that I for the first three address instruction I generate tree machine instruction and I

am using a generic syntax and you will recognize as soon as you read it so this says move b to a

register and I am not using addressing nodes of a b and c and I am assuming that then I just use

that .
And then I say that when I come to the second tree address code and I am saying move register

to  the end and move the  register  to  t  okay and so again symbol  names can  be different  to

different machines ad this indicates that in which direction I am moving my data now you can

say that I can do some simple optimization and I can do a optimization that a is already in the

registers so I do not need to have a load again and I can immediately eliminate this instruction

and reduce instruction from number of instructions and the construction reduction .
 So if you count in percentage you will get some 16% on the screen actually what happens is this

is a part of a loop and that loop iterates r number of times so one is not talking about over all

program and if I have an instruction like this which says I want to increment a by 1 then I may

have an instruction says move a, Ro an store Ro and many machines will also provide me single

instruction and what happens in some machines is that if I increment a that a if it is in memory .



 The increment is not allowed so normally what will happen is that if I have a loop going on and

this  is  really  the loop counter  then the assumption  is  that  first  I  must  have loaded this  and

suppose this was already in the register and every time I say I want to increment the loop counter

by 1 and if you want to optimize you can look at these parameters and you can find out the

possible code .
And you can find out that you will get into situations like so most of the compilers will take an

approach that generate trivial code using a trivial algorithm which is functionally correct and we

can optimize it by using a technique called e code optimization code can be equivalent ad so we

will look at e code optimization will say that I have sequence of load and so you can eliminate

the second load but the value always remain in the register and this way I can do straight forward

generation.
 And the efficiency is not a issue and you can recall the overall compiler structure I gave you and

there  was  an  optimization  at  the  front  end  and  back  end  and  then  there  was  a  post  code

generation  optimization.  So at  every step I  talked about  optimization  and if  you have three

address code instruction.
So let us assume certain target machine so now what we are assuming for target machine is that

we have byte addressable machine instructions  with 4 bytes per word and depending on the

machine I have register and two address instruction are of the form operation code source and

destination and which will provide and then we have operation codes like move ,add and subtract

and what are the addressing modes and I may have absolute and I may have value in the register

and I may say we can use index variable .
When i say that the register has an address or I may have an indirect register and I have a indirect

index register and I am say that and you will have machines if we say that this operand then this

op code is different each to be stored in 4 bytes then this is going to be different so there am be

instruction like so this whole instruction gain can be verified.
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So most of the compilers will take an approach that first generate they will both using the tabular

so you can see that we have machine and restrictions are on the form that I have offered source

and destination which will provide you of one of the destinations this is we have now let me give

you all uniformity you will find that if I have any stretch it will find their machines what is

different but it needs to be stored in four bytes .
 So there will be instruction like if you have control like instructions at immediate an immediate

means  that  this  whole  instruction  so  what  they  did  was  something  really  tricky  the  fact  so

normally your operation code is going to be stored in four bytes but since as immediate we know

that operand can only be fitted in three bits that the reduce size of the operation code.
And the part of the operand was encoded in that operation code byte that means in a single fetch

we will be able to get both the operation code and one of the operands okay but it cannot so now

and why this instruction is provided you can see that most of the time what is going to happen is

that if you are implementing your loop down then you increment it by a small number you do not

say we increment with every number so you may increment by one or two and normally this kind

of instructions therefore will work much faster .
So architects normally will provide you different kind of instructions which will do the same

thing on different data sizes and different address nodes actually take an instruction set this is my

generic machine model and this is my machine model.
(Refer Slide Time: 20:00)



 Now let  us look at  starting of the code generation  and the first  thing I  want  to do now is

assuming that I have generated create  the code I want to break this re address code what is

basically known as basic block and now what is a basic block is a sequence of three address code

which can have a single entry and single exit in the lectures step inside it jumped only to the first

instruction.
 And once I start executing the first this is only the and so in basic very simple just from the

definition what I can do is I can start standing my period respond and mark certain instructions

as leaders in what are the instructions which are the leaders first instruction obviously is going to

be beginning of a basic block then I say that anything which is  target of a job it  has to be

beginning of a basic law any instruction which follows the basic meaning of and then I say that

starts these instructions from a leader .
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The instruction prior to the next leaders that is your basic block so basically what I am doing is I

am taking my create code this already this definitely is a leader instruction no doubt about that

that is the beginning of a basic block then I say that target f a jump has to be the beginning of a

basic block cannot do anything about it and what is the third thing instruction next by instruction

next will jump suppose as soon as there is a jump that must be the off instruction .
So next instruction must always be beginning of so once I marked all these leaders then what

was it and these are the leaders I mark you in this body so first thing I do is I take this and once I

have constructed a set of basic blocks then I say so what do I do now okay so just initially so first

statement is a leader any target of a go to statement is a leader and any statement that follows a

go-to statement is also a leader do that and each leader and its basic block consists of leader and

all the statements of to the next people right now how do I add control flow .
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And I say that I am going to now actually convert this into a graph when I say nodes are going to

be each of the basic blocks and how control flow go will say that if there is an explicit jump from

block b1 so suppose I say these are my basic blocks b1 b2 and before if I say that there is an

explicit jump from b1 to b2 then there is going to be an edge and if there is a natural flow of

support to be and ask me to you will hurt your neck the way as you are tilting you can go back to

your room and sleep there peacefully.
 
So basically what we are saying is that in the control flow graph in the flow graph and take all

the basic blocks as nodes of the basic blocks and it is a directed edge from b1 to b2 if you and

although even in some execution order or if there is a jump from the last statement we need an

example for this so if I just say that look at the situation like this so what are the kind of graph I

can get what may happen here is that the last statement might not be jump stations then I may

have an edge from b 1 to b 2 because there is jump from the a statement off base across the

beginning of this block.
So  this  construction  becomes  a  leader  if  I  jump  or  conditioner  here  and  all  further  code

generation  will  be  done off  the  program if  I  am given  idea  is  that  as  far  as  basic  flow is

concerned I mean we have and as far as the last discussion. 
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It is happens to the jump destructions which is either a conditional or un conditional jump okay

then I will able to generate a different kind of instructions okay because jump instructions we are

the step instructions are going to be apt on to machine instructions are slightly different.
(Refer Slide Time: 26:21)

So this making free at the code converting with code with a basic law and control the graph as

well as basic blocks any problems and any questions re there okay so there next move on and

what we have to do on this we want to know when this type of register optimization okay.
Register optimization that saying that it is from the value is already it is register when I want to

use it okay I want to use the same location and for that I compute what we know as next to

information and next two information is going to be computed of basic then why I am computing

this only the basic flaws it has toed not have the control of flow is simply equation and I can a



then I will able to generate a different kind of instructions or strictly sequential I can scan all the

instructions and I know that I do not have a process of jump instruction okay.
So what we do first thing is we actually use some instruction and say that it is instruction I had

okay and I say that this is I instructions it is defined variable X and using variables Y Z this okay

this  is  the  nomenclature  value  so  basically  we are  saying that  I  want  to  now optimize  this

registers.
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And I want to do loop variables of registers okay suppose I take some that we devalue so XYZ

that could either be user defined variables of they would be temporary variables can be generated

by the compiler and when does compiler get temporary variables so whenever I am generating

clear this code you will find that compiler generates all that variables P 1 P 2 and so on finding

the variables are all the user defined variables okay.
So compiler with the generate as ten hopefully I am going to put all these in as far as possible

you should registers or I optimize that I minimize number of entries and then use fewer registers

okay we see  that  earlier  minimizing  the  query  optimization  translation  I  can  keep all  these

attributes and active use only for the lifetime of this attribute only life time of attribute only and

then  if  you  recall  one  example  we  had  in  the  life  checking  where  I  was  trying  to  define

declaration of an array.
I reduced all those activity equations into that P1, P2 and I said I can use only R 1 R 2 and R 3

and then we realize that some of them are copies of each other and I could reduce the whole

thing to the registers okay so we have already done some kind of resource optimization now



what we want to do is to systematically look at each basic block look at how many temporaries it

uses and minimize number of some things.
 
So that I can reduce number of registers are use I do not have to register spinning because if I use

too many temporaries that I am not have sufficient number of registers so what do we do we say

that this statement which is X inside Y of that is defining X and is using quiet this and you say

that  any  variable  register  from to  remove  if  it  is  not  going  to  be  yeah  so  what  we  do  is

systematically suppose I have this instruction and suppose X in a register okay.
And you on this point access no use so if I look at a sequence of instruction and I find X should

not be used here I can immediately free all the resources which are bound with that particular

exit now when I say three what that means is that the same resource can be non use for another

purpose if that is what free means so scan each basic block backwards and you will see by this

when we are doing this and assuming.
That all the statement is not networked with so register allocation and register optimization the I

have going only for the basic that means when I entered basic block no variables one registers

and when I exit basic block no way to do something to because now there is another technique

which makes if you learn you learn in some of the course not is this where you say that I want to

do optimization that was the basic box but optimization across the basic block requires a general

technique called dataflow analysis.
Because I do not know which parts may be follows so we reach this particular basic form and to

follow this path or sometimes I mean follow this path and I have to optimize it across on the

block and idea of a basic block is that you have only one path so I would not have to worry about

to analysis at all that is what makes it simple so what we are going to do is we're going to assume

that all the templates.
Because we are doing optimization only within the basic block that is all the temporaries are read

on exit and all user critical and all the user variables live on exit user variables are have a live

time which is the whole program but can templating have a life time and which is limited by the

boundaries of the basic functionality and if we do dataflow analysis we can extend this and say

that these templates are going to live even across the basic box so we do not worry about so our

boundary conditions clear what we are trying to do here just know say something them okay.
So what we do here is that for each basic knowledge because consecutive okay it is a very simple

all it says is that I can keep the statue of each variable available in this simple table and this will



say that  whether  the variable  is  live or death okay love or  death  means whether  it  has any

variable because the future stack is like any variable which does not have future uses that okay.
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What we do is that suppose I am scanning this instruction then what are you what would I do I

will say that two I s I am going to attach information in the symbol table about variables X Y Z

okay and I am not only worry about the user variables and then now I will say that beyond that

point X is not life and has known exclusive symbol table and to say why is that could be like an

excuse okay so first one security understand what is happening and then we can go to separate

them I will give an example and then what concept we are able to see what I am doing thing so

suppose I say that I am scanning this today and let us say I have at this point okay see only point

which are this when I am at this suppose I have a this point what are this point mean this okay so

this point right there X and Y I am going to use there.
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So this is what I say that Y is that alive at this point and they have using I use their and this is me

that X is not life and it has no let us use in the symbol table that whatever exits is be there

whatever X I had prior to this and this moment we are going to be from this point onwards this is

the exit agreement all prime axes are going to be now that this is one change so if I take any

instructions.
I say then let me find out status of each of the variables at this one it just this is second part this

is section is basically at this point my information is that whatever definitions of my head prior

to this are no longer valid because beyond this point the only definition of X I had but which is I

know the value will be used in a basic form and at this point I am saying that y and z are still life

and they have been used and obviously.
I will come to this point and what will I say what can I say about Y Z at this point or not so at

this point after this instruction has been excluded what can I say about status of X, Y, Z values

there so at this point is X life yes so exactly the point I am trying to behind the is why I am

standing that was so if you just stand forward okay at this point you cannot say anything about X

Y or Z unless you see the instructions.
Which followed and standing backwards I will be able to see that information and that is the

reason I actually stand like both backwards and not for the first time I will find out what is the

use of available and then I find the most recent definition of that variable so I do is I start there

for standing to this direction and some point of time I will say that I say that X is being used then

I immediately said X to live and say this is the definition.
I am going to use in an inspection and then I will try to find out the most recent regulation of X

and say this is the way the definition I am going to use either instruction.



And there I try to find out the most recent definition of X which was used here and that is the

reason I do a backward not forward step because if what forward can I cannot say we determine

anything about X Y and Z is that everything right so it is logic here why I am standing my code

backwards and I am setting this type of status so what we can do is we take an example I take

you through this algorithm and actually show you how do we optimize okay.
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So let me kind of write a piece of code and okay that mean copy and this code and then I will go

back to the previous volume and what is the example of so we were go with algorithm and the

example remain in this point of you a star and t2 a star b and t3 2 star t2 and t4 t1 star t3 and t5 b

star b and t6 t4 t5 and x t6 to a this is a code.
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This write to be a symbol table and how to variables I have symbol table and all I have user table

and how to reduce in that table I am only worried about the template available I do not know any

optimization of the user visible so AB are user variables and t1 are AB are user variables and

even a star template so why say here is that I have six and entries here corresponding to t1, t2, t3,

t4, t5, t6 okay.
And then I will say that let me can reduce greater than this one okay now first thing I will said

that is at this time all the variables are getting there is a greater than because I am not looking at

live of t1, t6 beyond this point so that is the point what I will do this I said all the variables are

okay look at the variables what I am doing here okay so I am doing here is that when I stay

which is I say attached to y now.
All the body information is simple table about X Y or Z so now I am saying that I am connecting

to seven information about pieces and information about t6 what are the information about t6 my

single table or information about these single table attach to the user very cool so I do not even

worry about this okay and once I have done this then I say that set X to not life and no x into

single table and now.
What an X and X is the left hand side which is the user variable which is not actually variable so

I do not change anything in the symbol table and this is that y an Z to be live and it says next is it

is equal to I in the symbol table so on the right hand side I have t6 so what I do is that I said t6 is

live then I say use in okay what I have done so what I have done is something very simple.
I started with my simple table we have all the variables are these this are the symbol table are the

status here then I just follow these three steps.
I said seven I am going to attempt information about these it is t6 is there that was the symbol

table and this order is important and then I said that set X is not live so X is not a user variable I

could do anything about it sorting and symbol table and then I say that set Y that is next to the

symbol table so why so I have said this is not on this program it wants any backwards.
I have done to this and I have done to this formal of this okay this is so first this first back here

because the first step is not clear then we get lost in the remaining class here the first step is clear

to everyone okay now I say again I just follow this as I say that I am going to attach to six

information about t4, t5, t6 okay so what are the information about t4,t5,t6 this is t4 and t5 are

dead and t6 is live is use in and losing so this is t4 and t5 are dead and t6 has t7 these are the

symbol table.
I have in it I am just popping the informations at the outset and then I say that X not life so what

is my X here t6 so again I say that I will remove this I can say that t6 and then I say that said why



you got to be live on exclusion in symbol table so now I say that t4 t5 are life and this program

on and they using t6 t4 and have moved in six right everyone is comfortable up to this one same

thing I say that I am going to back okay I have done this program this point.
When I am come to this program point what will I do same thing okay I will handle the attach to

find information about variable and the symbol table okay t5 is temporary variables it and then at

this point then immediately I go and start taking information and what do I say that set X not life

so I say why t5 this one the finally comes and there is nothing that I can go right inside Y and Z

the variable are the symbol tables okay.
Says while and then and this happens to be do the variable Y just because this so I come to this

combination and what is this combination of this is saying that attach status of even t1, t2, t3 and

t4 to this statement so t1 and t3 are dead and one of the status of d4e for state has a new t6 is and

using that Information that reduce that using t6 okay then how do I change my simple table at

this time.
 I say that look at the second one I say t4 is not life okay so T 4 is again to be reduce that and

then t1 and t3 are live and losing four okay so t1 has t4 were we get the information before a

symbol table so I am done with this one okay so now I come to this statement and I am saying

time to attack statement of a each variable so p2 is the only variable combined with variable.
And I do not worry about A and B and this says t2 is implies of so I am not come to this t2 is

assign 2star t okay now t3 is t2 star 4 this is the information and on and then I will come to this

program point and what was change look at this point now why do I say even is what is my

simple t2 is live and using t3 okay then I have done to this program point.
I attached the information of t2 this statement and now and t2 has assume this t4 okay and then

what we have to do after this I could saying that t2 is and then t4 are the variables I do not worry

about it okay.
And this statement I have attached the information about t1 and t4 and I can come to this point

with this can see this program point and now it reduce I say t1 is dead a is okay that in my single

table you can see that all the variable are there so I started with an assumption that this program

all my computing are dead and when I enter again my computing are entered okay what is the

point captured is actually something very interesting.
It has captured like that information that saying that say thatT1 has a losing before that is the last

use that means lifetime of t1 is only up to this so this is where we have to define where to this is

where it is used beyond this point given as this rules and this says that equals being defined here



and was used here beyond this pointt2 have no use yeah similarly this says that d3 is defined

here.
And has a loose in t4 for so the last t3 is here that is defining the lifetime and that in the incase P

4 is being defined here and is being used in used in t6 it so that is where the lifetime of t4 is and

here I said if I was being defined here and it is even worse than 6 so lifetime of t5 is here and this

is T 6 is being defined and be used in 7 so that is where the lifetime of t7 now if I say I want to

find of certain resources with this okay so more that I am overlapping like times and I can find

the same resources with this it Is all in this look at this now.
(Refer Slide Time: 47:21) 

That if this reporter has identified attached now all this information so we have already gone

through this yet so it skip this part and stake away we take to the situation okay.
(Refer Slide Time: 47:28) 



The final situation final situation is something like this that t1 has a lifetime which starts at 1 and

which ends t4 and then t2 who has a lifetime which starts here and ends here and t3 another

lifetime which starts here and ends here t4 and each other has a lifetime it starts here and ends

here which is go to 6 and t5 is live time is t 5 & 6 and t6 lifetime is routine successes okay.
How many resource I need six resources top of this so you can see that this is no overlapping this

is non overlapping I mean actually to the resources so if I now do the register of a location I

know that actually I just need to registers I do not really need six registers to do this composition

and what is it  that  I actually  have computed this  the computation is saying X is assigned a

squared plus 2 a B plus B Square X plus B whole square that is look at here.
Then I conclude it to be and then I multiply that by 2 so that is B and this is b square a square

plus B plus B Square and that is what I was computed and now if you see I mean logically you

can see that the as soon as I compute the first one okay I can store a square to the register and

then I can do the occupation of saying that compute now to 2 star a star B heat that is register.
At the two and I am left with one more register where I compute B Square and then whatever

was the first one at that will match so basically now I can re write the my goal board by saying

that it let me reduce the number of register is so this point of time is and I say t1 one is a star a so

t1, t4, 46 can be in the same live and so t2 is a stat t b and t2 is 2 stat t because beyond this point

if you have to use so I can use we on this point.
P1 and p2 and moreover have been therefore can use the same variable and that I and say beyond

this point t1 has no lose t1 can be assign t1 plus t2 okay 
(Refer Slide Time: 49:38)

And then I can say t 2 is assign B Square and then I can say t 1 inside t 1 plus t 2 so this gives me

because you can see so basically t 1 before the t4 and are all have t1and pieces t1, t2, and t3 and



t5 have been on to t2 okay so instead of resources I can go with only 4 resources and what I have

done has just computed the life time information of each of each other variables okay.
So basically next to the information is saying although I compute my lifetime information and

then actually we need my registers and we see that when we go for the operation if we will use

this  next  we will  use information  and then losing the specimen information I  generate  code

where I will be using the same register again it is registered as no use and therefore can be used

for system.
So here what we went through what we went to our by doing next use information over a basic

law I had computed lifetime of each of the variables and once I have lifetime of each other

variables  all  I  just  do is  find out which are the non overlapping lifetimes and use the same

resource okay.
Questions however find the life time so they just think that even has t1 has using t4 this is giving

me the last to so t1 is started from here and is being used here this is the live time that beyond

this point it starts immediately after one and ends with testing of the course so this line is you

piece so that is why I am scanning backwards that I know what is the last piece.
So suppose I had a use of t1 hear okay it then this I will have a testing that t1 is using inspection

six on this so that is also so that is the information that we have common I would never have

made attend it okay so that is I am scanning backward looking at the last comes and here you

will find a simple activity and the instructions is here which use is t1 which is say that the same

value you will find that.
When I am taking a symbol table t1 and t1 develop up there t1 said that live time of t1 is I will

set down t1 is has use 6.5 and that information carry all the time okay right so let us break here

today and the next class we continue with the class use this information of code generation and

the if the next class now Tuesday and now we do not have a class in the week end we finish our

classes. 
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