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Hello and welcome to NPTEL MOOCS course on design and implementation of

human-computer interfaces. We will continue our previous lecture that is lecture number 29.

So, this is a continuation of lecture number 29. In the previous lecture, what we have learned

is about white-box testing. So, if you may recall it so this is one of the several code testing

methods. Broadly, there are two categories of testing, review based and execution based.

We have seen the review-based testing earlier. We have gone through one case study for

review-based code testing. We have also seen that there are two types of execution-based

code testing, one is black-box testing and the other one is white-box testing. Earlier we have

gone through in details about black-box testing and also we have gone through a case study

on black-box testing.

In the previous lecture, that is lecture number 29, we have learned about white-box testing in

details including the different ways to perform white-box testing. In this lecture, we are going

to continue that discussion and we are going to go through a case study to better understand

white-box testing approaches.
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Like in the previous case study discussions, here also we will show you the documentation

for white-box testing, how to create the document, how it looks like and also what should be

there inside the document. So, like before we will have a cover page which will mention the

purpose of that document like here it is mentioned that it is a testing document for business

management software.

Also, there is this version information, version 1.1, date of creation of this document like

before we have seen, the creators, the place of creation and some additional information like

who was the supervisor, who supervise the document creation that is the cover page like we

have seen in the earlier case studies.
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In the next page as usual, we will have the table of contents. In this particular testing

document, the document contains some revision history, then an introductory section which

includes purpose, conventions scope, all this information that we have seen already in the

earlier documents. Then one section on mapping between DFD and function. So, this testing

document actually makes it easier for the reader to understand the functions that have been

used in this system.

And how those functions were obtained from the system design document that is the DFT. So

according to this document, this whole system contains 5 modules module 1, 2, 3, 4, 5 and

each module contains several functions so that mapping is shown in this section, mapping

between DFD and functions. Then it has one section on choosing three important functions.

So, this section of course is optional.



And this is only used to demonstrate the idea because showing all the details of all the

functions and test report for all the functions would have lengthened the document without

adding any extra pedagogical value. So here instead, what we have chosen to do is basically

focus on three important functions and so how those three functions were used to perform

white-box testing and also black-box testing in this test report.

So next section contains a report on black-box testing for those three functions and the

subsequent section contains a report on white-box testing for those three functions. Earlier of

course we have seen black-box testing, so we will not spend much time on this black-box

testing report part and we will focus on the white-box testing report. The document ends with

a conclusion section followed by a set of references.

(Refer Slide Time: 05:10)

The next page contains some revision history as before. So, it records the historical evolution

of the document, first person when it was created, then when it was revised and second

person was created and so on. In this particular case, there were only two versions, so those

two were recorded here. But in a typical situation, there may be many more such versions, so

this history will contain all details about all those versions.
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Now, that is followed by the introduction section. Since we have already seen in the earlier

documents how the introduction section should be created, so we will skip the details here,

only we will mention what are the subsections namely purpose, purpose of this document,

then conventions that are used in the document, scope of the project all these details should

be mentioned here in this introduction section as we have seen in the earlier case study

reports.
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To better understand the system, let us first quickly have a look at the second section that is

mapping between DFD and functions. It will give us some idea of what this system is all

about and what are the functions that are part of the system. In other words, it will give us

some idea on the overall complexity of the system. So, as we have seen in the table of

contents part there are 5 modules for this system.



Module 1 contains 3 submodules as shown here. Module 1.1 is a function create new account.

Module 1.2 is another function login user account and module 1.3 has sub submodules 1.3.1,

1.3.2, 1.3.3. Now 1.3.1 is a function change password, 3.2 is another function forgot

password and 3.3 is a third function set new password. As you can see, each module and

submodule is mapped to a function. So, that is about module 1 primarily related to login and

setting, resetting of passwords.

Then module 2 contains 5 submodules. Module 2.1 is the view stock data, module 2.2 is

search stock items, module 2.3 contains 3 sub modules; 2.3.1 add new item, 2.3.2 update item

and 2.3.3 void delete item. Module 2.4 is purchase list and module 2.5 is update purchase list.

As you can see from this module, this overall system is related to management of a business

that means whatever items are bought, sold, entered into stock.

All these things can be done with the software essentially this is a kind of ERP software

which allows someone to run business smoothly. So, the first module is related to logging

into the software, second module is related to the details about the stock items. Module 3

contains 4 submodules, 3.1 is add sold items, 3.2 is view sales record, module 3.3 is add

purchased item, 3.4 is view purchase record.
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Then Module 4 contains 5 submodules, 4.1 is add record, 4.2 is update record, 4.3 is delete

record, 4.4 is search record and 4.5 is show debt record. And finally module 5 contains 4

submodules; 5.1 is create new employee, 5.2 is delete employee, 5.3 is mark employee



attendance, 5.4 view attendance record. So essentially, this software allows us to log in, to

maintain details about the employee including their attendance.

To keep track of the items that are sold, that are purchased, in short everything that a business

requires to keep track of. So, these are the modules and each module contains several

submodules. Some of the submodules contain further submodules as we have seen and each

of these submodule or sub submodule or a module is mapped to a function as listed in this

section. Now, you can see that there are a large number of such functions.

The purpose of this lecture is just to demonstrate how to create a test report. So, there to keep

things simple what we have done is we have chosen three of the important functions and for

those three functions, we have created the testing report. So, what are those three functions?

Login user account, search stock item and add sold item detail. Also, there is some

justification given for why these three functions are considered to be important and

emphasized for creating the report but that is irrelevant for our purpose.

So, these three functions as you can see are highlighted here. In module 1 we have this login

user account function. In module 2 we have search stock item function and in module 3 we

have this adds sold item detail function. So, login user account is basically a function which

we get when we map module 1.2. Search stock item is a function which we get when we map

module 2.2. And module 3.1 is mapped to add sold item details.

And also in this function as you can see the function login user account does not return

anything and it takes as input user email id and password. Search stock item take as input

item name and returns the stock details or the records for that particular item. Add sold item

detail function takes as input item name and the quantity and returns nothing. So, these are

the three functions that we have chosen for further elaboration of the case study.
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So, there is black box testing report which is part of this testing report document. Of course,

we have seen a case study on black box testing earlier, so we will not spend time on this

black box testing here, only just to recollect in black box testing what we require is

identification of equivalence classes which have been done here. And then based on the

equivalence classes, so test suit needs to be created.

So for each of the functions, equivalence classes were identified like for login user account

function these are the equivalence classes, correct password, incorrect password, unregistered

email, invalid email.

(Refer Slide Time: 12:42)

And correspondingly some test cases were created to form the test suit.
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In this particular function case, no boundary cases have been considered.

(Refer Slide Time: 12:55)

However, four search stock item function equivalence classes were mentioned, valid product

names and invalid product names as well as boundary value analysis was done.
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And same is true for the third function that is add sold item detail. However, we will not

spend time on this as we have already covered it in detail in earlier lectures.

(Refer Slide Time: 13:21)

So, we will directly go to the next section that is white box testing that is section number 5 in

the test document. So, in white box testing, what we are supposed to do? We are supposed to

first go through the structure of the code, so it is a structural analysis. So, we need to know

the internal structure, then that structure has to be converted to a CFG for analysis of the code

and identification of test cases.

So, let us first see the code for the first function that is login user account function. This is the

function, as you can see each line of code is marked with some number like first declaration

statement like 1 is a line of code, 2 is another line of code, then you have 3 another line of



code. So, the comment parts are not given any line number as you can see here. Also the

insignificant parts were not given line number such as the private void login user account, the

function name is not given any line number.

The opening this is not given any line number. So only the significant parts of the code are

generally assigned line numbers for further analysis. So, you should not give line numbers to

function name, base, comments these types of things. So line number 1 is one line of code, 2

is another line of code, then 3 is if statement, 4 is the body inside the if statement, 5 is a

return statement. Note here again that this base, the closing base for the if statement is not

given any line number.

(Refer Slide Time: 15:12)

The 6 is another if statement, 7 is the body inside the if statement, 8 is return statement, then

9 another piece of code, 10 is if statement, 11 is the body inside if statement, 12 is another

statement inside the body, 13 is again another statement inside the body.
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The 14 is another statement inside the body of if, then 15 is one more statement and the last

brace is given a statement line number 16. So, here the rule is of course not followed that

should not assign any line number to the braces because this is the end of the code. So, one

exception is made here to keep things clear.

(Refer Slide Time: 16:05)

Now, from this code, we have to create a CFG or control flow graph for visualization of the

flow of the code and then based on that visualization, we have to identify linearly

independent paths for path coverage testing. So, there are 16 lines of codes in the function.

So, correspondingly we can make a CFG following the convention as you can see here. So,

this is the control flow graph for the function that we have just seen.



So, this graph contains several node, 1 followed by 2, followed by 3. Since 3 is an if

statement, so from 3 there are other paths, one goes to 4, one goes to 4 followed by 5 and

then comes out at 16 that is the end of the code. Now at 6, there is another if statement, so

two more paths 9 followed by 10 or 7, 8 followed by 16. At 10, there is one more if statement

so again two more paths followed by 11, 12, 13, 14 or it can go to 15 and eventually they can

come to 16 that is the end of the code.

Now, in order to understand how many test cases we require, we need to perform cyclomatic

complexity analysis for this code. If you may recollect, so it shows how many linearly

independent paths are there. So, the cyclomatic complexity is basically E – V + 2 where E is

the number of edges, V is the number of nodes or vertices. In this CFG we have E as 18, V as

16, you can count it from this CFG the number of edges and number of vertices. Then C is E

– V + 2 or 4.

Now, 4 indicates that there are 4 linearly independent paths. So, what are those paths? 1, 2, 3,

4, 5 followed by 16 of course, then 1, 2, 3, 6, 7, 8 and 16, at the end it should come 16. Then

1, 2, 3, 6, 9, 10, 11, 12, 13, 14, 16 that is 1, 2, 3, 6, 9, 10, 11, 12, 13, 14, 16. So, this path as

shown here is another linearly independent path and then 1, 2, 3, 6, 9, 10, 15, 16 so the other

path, So, these are the 4 linearly independent paths that we can have from the CFG.

Corresponding to each path, we have to then design a test case so that each of these paths are

tested and then that will give us a path coverage testing. So, we have to have at least 4 test

cases to cover the 4 paths. Now, the test cases can be like the ones shown here. In the first

two tests, the first path we can have one input as byte string followed by some invalid email

ID. Then to test the second path that is 1, 2, 3, 6, 7, 8 and 16 we can have another test case as

shown here.

To test the third path 1, 2, 3, 6, 9, 10, 11, 12, 13, 14, 16. we can have this third test case as

shown here and to follow the fourth path and perform a testing for the fourth part that is 1, 2,

3, 6, 9, 10, 15, 16 we can have the fourth test case as mentioned here.
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So, in the first case we have input a blank and invalid email id, then expected output is enter

email message, system output is enter email message. So, here note that each of these are

called a test case, not test suit, so there is some typo here, it should be called test case 1, test

case 2, test case 3 and test case 4. Together these 4 test cases will comprise a test suit. And

for each of these test cases, we have so the input, expected output and during testing we got

some output that is the system output.

Now, whenever there is a match, then so the test was successfully performed, whenever there

is a mismatch so there is some problem in the code and we need to refine it. So those points

are marked. Those test cases where the system failed to produce the expected output are

marked. So, in this document you are supposed to provide the input, the expected output as

well as the system generated output as shown in these cases.
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Let us move to the next function that is search stock item function. So, here as you can see

like before, we have provided line numbers to each significant line of code. So, there are 1, 2,

3, 4, 5, 6.
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7, 8, 9, 10, 11, 12, 13. So there are thirteen 13 lines of codes. That means there will be 13

nodes in the CFG. Let us see the CFG how it looks.
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So, as you can see here, there are 13 nodes in the CFG. The 1 followed by, 2 now at 2 there is

an if statement, so there are two paths. One path goes to the node 5, other path goes to the

node 3 that is a third line of code, from 3 it goes to 4 and then comes to the end of the code

that is 13. The other path goes to line number 5, then line number 6, then line number 7, then

line number 8, 8 is another if statement, so two more paths.

One path goes to line number 12 and comes to the end of the program or code and the other

path goes to line number 9, 10, 11 and then comes to the last line of the code that is 13. So,

here number of edges is 14 and number of vertices or nodes is 13. So, the cyclomatic

complexity is E – V + 2 that is 3. So, there are 3 linearly independent paths possible. What

are those paths? One is the path 1 followed by 2 followed by 3 followed by 4 followed by 13

that is 1 followed by 2 followed by 3, 4 and 13.

Then second is 1, 2, 5, 6, 7, 8, 9, 10, 11, 13 that is this path 1, 2, 5, 6, 7, 8, 9, 10, 11, 13. And

the third one is 1, 2, 5, 6, 7, 8, 12. Since there are 3 linearly independent paths that means at

least 3 test cases are required together they will constitute a test suit. So in this case for the

second function for white box testing, we require a test suit comprising at least 3 test cases

each corresponding to one of the linearly independent paths in the CFG.

The three test cases are shown here. So, for first path 1, 2, 3, 4, 13 the test case is blank, enter

stock name message. For second path 1, 2, 5, 6, 7, 8, 9, 10, 11, 13 input is pen, output is stock

data. Third path 1, 2, 5, 6, 7, 8, 12, 13. input is chair, output is no record message.
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Like before, so expected output is mentioned. Expected output is stock data, system output is

stock data in the first case. In the second case, expected output is no record message, system

output is no record message. In the third case, expected output is no record message, system

output is no record message. So, all the details are mentioned.

(Refer Slide Time: 25:15)

Similarly, we come to the third function that is add sold item detail. Like before we assign

line numbers to each piece of code, each line of code that is of significance. So, just to repeat

we do not assign numbers to the function name or the brace or the comments, we assign it to

significant line of codes. And one exception is the last base or closing base of the entire

function maybe assigned a line of code to indicate the end of the program.



(Video Starts: 25:58) So, here we have 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17,

18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32. (Video Ends: 26:22) Total 32

numbered lines in the code that means in the CFG there should be 32 nodes. Let us see the

CFG or the control flow graph. (Video Starts: 26:35) So, it is a pretty big one because there

are large number of nodes and as you can see we start with node 1, 2, 3.

And at 3 we have if statement, so there are 2 paths, one goes to 6, one goes to 4, 4 followed

by 5 and then it comes to the end of the program at 31. Then we have from 3 we can take

another path that is 6. At 6 there is one more if statement, so 2 more paths, one goes to 7, 8

followed by the end of the program, other one is 6 followed by 9 followed by 10, 11, 12. At

12, one more if statement, so two more paths, one goes to 13, other goes to 31 and it comes to

the end at 32.

So, this last statement should be 32, last node marking. Last ode level should be 32 instead of

31, there is a typo. Then from 12, we can also come to 13, 14, 15, 16, 17, 18, 19, 20, 21, 22.

At 22, there is one more if statement, so 2 more paths, one goes to 23 and one comes to the

end node that is 32. So, 23 followed by 24, 25, 26, 27, 28, 29, 30 and 32 that is the other path

which can be taken from node number 22. (Video Ends: 28:10)

So, there are so many branches as you can see in this CFG which indicates that the code is

relatively complex compared to the other codes that we have seen.
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So far this how many linearly independent paths are there. So we will apply the formula, we

have edge 34, vertices 32, so we will have 34 – 32. So here we have edge 34, vertices 32 and

the complexity it should be 4, so there are some typos, in this case we have edge 35, vertices

32 and cyclomatic complexity will be 35 – 32 + 2 that is 5. So 5 means there are 5 linearly

independent paths.

So the 5 possible paths are 1, 2, 3, 4, 5, 32; 1, 2, 3, 6, 7, 8, 32; 1, 2, 3, 6, 9, 10, 11, 12 so on up

to 32; 1, 2, 3, 6, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 32 and the fifth one is 1,

2, 3, 6, 9, 10, 11, 12, 31, 32. Since there are 5 such paths, so we will have at least 5 test cases

comprising our test suite to perform white box testing for this particular function. So, the 5

test cases as shown here.

First test case for the first path that is 1, 2, 3, 4, 5, 32. Then second test case for the second

path 1, 2, 3, 6, 7, 8, 32. Third test case for the third path 1, 2, 3, 6, 9, 10, 11, 12, 13, 14, 15,

16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 8, 9, 30, 32. Fourth one is fourth path that is 1,

2, 3, 6, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 32 and the fifty one is for the fifth

path that is 1, 2, 3, 6, 9, 10, 11, 12, 31, 32.

So, these are the minimum 5 test cases that are required one each for each of the linearly

independent paths. So, this minimum 5 we require to perform our white box testing. We can

have more as we have noted earlier, but at least 5 are required to create our test suit.
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And like before for each of these test cases, again here ignore the typo it should be test case

1, test case 2, each of these test cases we provide the input, provide the expected output and

we also provide the system output. So, whatever we achieve after providing this input to the

program and the system generated output. If there is a match that means the test succeeds, if

there is a mismatch between the expected output and the system output then that test fails that

means there is some issue with the code.
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So, in our case we can see here that in case of test case 4 there is a mismatch. So, expected

output is a fail message, whereas the system given output is success message. So, there is

some issue with this piece of code, we need to take corrective action. So, among the 3

functions, we have seen that when we performed white box testing with the test cases,

identify it with the help of CFG and the cyclomatic complexity analysis.

In one case, we encountered a problem that is the expected output and the system generated

output did not match. That means there is some issue with the code and we need to address

that issue that is the idea behind this testing. So, the failed test case needs to be recorded in

the document itself so that later on modifications can take place.
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So, with that we come to the conclusion of this document. Here we mentioned what we have

found out and what can be done, like that one test case there was a failure, so that particular

function needs to be corrected, to take care of that failure, these typse of things you can write

in the conclusion.
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And finally, the document ends with some references that were used to create this particular

document. So, that is in summary what should be there in a test report. So, earlier we have

seen several such reports, namely review-based testing report, black box testing report and in

this lecture, we have seen white box testing reports. The common format we have seen. So,

there will be a cover page followed by develop content followed by some sections which are

common. And then we record the actual testing details.



I hope you enjoyed the lecture and you have understood the things that needs to be mentioned

while you create a report. Remember that this is only one of several documentations that are

part of this execution of the interactive software development lifecycle for better

maintainability and refinement of the overall system. That is all for this lecture. Looking

forward to meet you all in the next lecture. Thank you and goodbye.


