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So, welcome again to my course. In today's class I am going to see discuss about High Level

Synthesis for Security.

(Refer Slide Time: 01:00)



So, again I want to acknowledge the authors of this particular paper via from where I have

adapted the slides.

(Refer Slide Time: 01:05)

So, as we have discussed in the previous class that because of the globalization of the IC
design flow and we have to give our IP to somebody, to the foundry where the actual
fabrication is going to happen.



And then we have also discussed that because of this foundry can be malicious or there will

be some employee in the foundries which is malicious, who can steel my IP who can reverse

engineer the IP and then we can generate a netlist and as a result we can have this IP piracy

and overbuilding.

(Refer Slide Time: 01:34)

So, there are two things piracy means basically you reverse engineer the netlist and you get
netlist and from there you can actually do your own thing. So that means, you already get the
intellectual property my intellectual property and you can actually pirate this.



(Refer Slide Time: 01:53)

So, and then over building is something is very easy because if I order say 100 K IC to you
and you can actually build 300 K and you can sell 200 K in the black market in half price
because you do not have to invest in the development of the whole IP and as a result the
actual company will be in loss. So, these are the two primary concern because of the
globalization of the IC design flow.

(Refer Slide Time: 02:15)

And then we have also discussed that the logic locking which is very simple, but very
powerful technique which actually can stop this IP piracy and over building. And the basic



idea of logic locking I have already explained in the previous class that its basically the
original circuit you add some additional key.

And you add some extra circuitry in your design such a result this circuit is now locked and
this circuit only work for one possible value of this case. So, that is very important And if
your key size is say 100 then there are 2 to the power 100 possible keys and only it will work
for one possible value of that and checking this locked circuit for 2 to the power 100 is
impossible as a result unless this key is available to you cannot use this circuit.

So, that was the key of this logic locking and what I am going to do in this fabrication lab I
am going to give this circuit, but I will not give you the correct key. So, as a result if you just
even if you do the reverse engineer, you get the netlist you produce so many IPs it will not
work in practice, because this is that particular IC does not have the correct key value.

But for the original design house who can do that he actually just integrates the IC it will get
the IC from the fabrication lab and then it will just put a temper from memory where he will
put the correct key and it will give the input and this is the actual IC he will sell in the market.

And so, the input-output facility will not change and this key is already inside the circuit. So,
the customer does not know what is the correct key value because he does not need to know.
But it will just work seamlessly because the input output characteristic does not change, but
only the original IP will work not the IC which is sold by the fabrication lab.So, that is
something is the key idea of this and also, we have discussed that logic locking is a
something where lot of work is happening in most of the work is actually on the gate level
circuit.

(Refer Slide Time: 04:13)

.So, what is our discussion topic today can we do something during high level synthesis.



So, that the RTL generated by the high-level synthesis is already locked, so that means I have
given an input output behavior I will generate the RTL which has the same input output. In
addition to that it will have another key and then, that particular key is something will be
given by the high-level synthesis will say that I mean this circuit is locked to it say 200-bit
keys and the correct value of the keys is this.

So, if this high-level synthesis will do that means my locking thing is automated during high
level synthesis and I do not have to do anything. So, that is really interesting. So, I am going
to see how can I generate a locked RTL through high level synthesis.

And doing this in the high-level synthesis is something has lot of advantages, first is the code
size is less and the most important thing is the semantic information. That is because you see
here you have this C code and this C code has the if else, you have conditional branch and so
many information, I can utilize that information during locking.

And then because I once I lock, I know what is the correct value of the key I can just produce
the correct key as also the input of high-level synthesis. So, that is the idea and once you have
the RTL it will just go through the complete flow and the layout will have locked layout, so
that is the idea.

(Refer Slide Time: 05:38)

So, this is what is called algorithm level obfuscation, because I am going to do it specifically
during high level synthesis, but I am going to do the input C code. So, we have the algorithm
and I am going to do that. So, what are the things we can lock so the let us try to understand.
So, the first thing you can do that there are some constants and a constant has a fixed value
say 5.



So, I can lock this value, so that the other employee who does not know what is the correct
value of the key or of this constant. What else I can lock; I can lock this control behaviour.
So, if this condition is true, I am going to do this, else I am going to do this, because if I do
not know what is the condition without the correct key I do not know whether I have to take
the if branch or the else branch.

So, then I can actually lock the control flow. I have several operations happening. So, I can
lock these operations as well. So that means, the user will not understand whether it is a star
or multiplication operation, or plus or addition operation until you have a key correct key. So,
with a key I can lock these operations, and the fourth one which I can lock is the dependency.

So, here is this operation actually define c of i, and that is getting used here. But what I can
do is, I can do something, so that there are I just add some key such that unless you know the
correct key you do not know whether the dependency is between these two operations or
these two operations.

So, I can lock this information, this is the semantic information in the algorithmic input
behaviour which is the input C code and this I can do during high level synthesis. Because
this is all internal information is available with me and then I can generate an RTL which has
all these things locked. So, this is the overall idea of this and it is I am going to discuss with
examples about all these four techniques, what we can do.

(Refer Slide Time: 07:27)

So, first take this constant obfuscation. So, as I say there are some constants in your
behaviour. So, suppose there is an operation like this you have a multiplier here and you are
just doing c of i multiplied by some constant. So, what I am going to take I am going to take
an example.



(Refer Slide Time: 07:44)

Say suppose you have a = b plus 5, and let us say this constant is of 4 bits, in hardware you
can do that because there is a possible way to do that. So, what I am going to do now let us
say my I have taken a key which is say 10, my correct key is 10 which is equivalent to 1 0 1
0, and my actual constant is 5 which is equivalent to 0 1 0 1, and then I am going to do XOR.

So, if you do a XOR it will be 1 1 1 1. So now, this is my locked key. So, this is my K’, what
I am going to do is, I am going to put in my code like this. So, you see earlier it was kind of I
have an adder and one of the inputs is a, earlier in your design actually 5 was there. So, if
there is a register in which I have stored 5 and I will do this.

So, what I am going to do now is I am going to store in the design. So, this is my locked
design. So, I have an adder I have the one input is a. What I am going to do I am not going to
store this 5 and this is basically 15. So in the register I am going to store 15 and then I am
going to put a XOR here and I am going to do this and this is b.

So, here I am going to do with the actual key. So, this is my key which is 10 and this is my
locked circuit. So, this is my circuit and this key will come from outside. So, he does not
know the key. So, unless you give 10, you do not know this is actually 5. So now, you see if
you have 1 1 1 1 and you have the key as 10. So, this is my K’ this is my K which is 1 0 1 0
then it will become 1 0 1 0 which is 5.

So, the idea is that if you do a XOR of K and K’ you will get the constant C that is what is
happening here. So, this will be my locked circuit and this 10 is not available to the design
because it will come from outside, I have already explained that. So that means, now this
locked circuit only work if you give the correct key 10. If you give say some input say 5 then
15 is 1 1 1 1 and 5 is say you guess the key is say 7.



So, 1 1 1 0 you will get 0 0 0 1 which is 8, but then 8 will come here, but that is not the

correct key. So, actual constant was 5. So, this circuit will only work if you give the correct

key 10 that was the idea of this constant locking.

(Refer Slide Time: 11:07)

. So, this is what exactly I am saying that this is a my encoded constant one which is my 15 in

my example in the previous case and this is my XOR gate and this is my actual circuit and

this key will come from outside and this key is only available for the genuine customer not to

the pirated copies.

So, as a result I can actually lock all the constant using this technique and it actually is very
powerful because I just have taken an example of 4 bit key, but if your constant is of 32 bits.
You can just have a 32-bit key generated for a single constant and in general, in a C program
the constants are actually of 32 bits, because this is an integer constant.

Then actually if we just lock 10 such constant you will get a 320-bit keys and it is huge. So,
you can have just possible value of 2 to the power 320 just on locking 10 constant and which
is simply easy. For a given program we usually have many such constant in the program and
just locking those constants using say 32 bits you can generate a huge key size.
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So, this is something very interesting and here you can see the overhead is only a XOR gate,
then nothing else. So, the overhead is very less. So, you have to see whenever you do a
locking what is the area overhead and you can see here what I am just doing everything is
same only the things I am adding is this XOR gate and the overall area overhead value very
less for this technique.

(Refer Slide Time: 12:39)

But this can actually have a huge key into my circuit. The next one is the control flow
obfuscation. So, that is something I have already told you that you have to just make sure that
the control decision cannot be known without the value of the key. So, let me give an



example that suppose you have a condition C here and then you are doing say operation1 else
you are doing operation2, very simple.

(Refer Slide Time: 12:56)

What I am going to do is, now C XOR some key then if I put operation1 else operation2. So,
now suppose if my key is equal to 0. So, if you do some condition XOR 0; that means, it is C.
So, if K equal to 0 this C XOR K equal to C. Then so that means, it will keep my structure is
same.

Now, if K equal to 1, if now do this XOR with K where K equal to 1, then it will just
complement the C, it becomes C’. So, in this case what I have to do I have to just swap these
two operations. So, if K equal to 0 implies I will just generate this code and if K equal to 1 I
am going to generate this code.

So, C XOR K, I am going to put operation2 here and I am going to put operation1 here,
basically I just swap this because it is this condition become C’. So, this condition will
become automatically C’ and if the C’ is true I am usually should do this operation2. So, that
is why I just put operation2 here and if C is true the else will be C which that is why I am
putting operation1 here.

So, because the user/attacker does not have the information about this actual circuit, unless he
knows that K equal to 0 or 1, he will not be able to understand what operation is to be
executed. And whether these things are swapped or not he has no idea because he does not
have the original code available with him.

So, this is something the basic idea that you have this condition you locked with a key and if
you if the key is 0 and then you just keep the if else block as it is and if the key is 1 you just
toggle the if block with else and else block with if.
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So, this is how the control locking is going to happen. So, this is something like this. So, this
is the actual condition test, this is the XOR I am adding, and this is the key and then you just
have this block and then either it will be true or false, or false or true based on the value of
the key. So that means, again what I am doing is this is my circuit and this is my key which is
coming from input and the additional logic is I am just adding this XOR gate.

(Refer Slide Time: 15:52)

So, area overhead will be less and this will again block the control decision. So, and now you
can understand that if the if you take a wrong decision if your you give a wrong value you
will go to the wrong control branch and your whole output will change. So, you will not to



get the correct output. But the important factor is that if this key is equal to 0 you will keep
true false as it is, but if you have this key equal to 1 you have to swap this false block with
true block that I have already discussed.

(Refer Slide Time: 16:20)

Again, this is something very interesting technique and the overall area overhead is very

minimum, so this is the control flow.

(Refer Slide Time: 16:27)



The next one is the operation obfuscation; this is very simple that you have this a plus b.
What I am going to do? I am I am going to lock this. So, I am not going to reveal whether it
is an addition operation or a multiplication operation if you do not know the key.

So, suppose so what I am going to do? I will just do c of i equal to K, then you do this a of i
plus b of i else you do say a of i multiplication b of I, see in this case you can understand K
equal to 1, because if K equal to 1 then you are going to do the actual operation else you do
the same fake operation. But if you decide that my K equal to 0 then what you have to do,
you have to put this a of i star b of i at the true condition and actual operation a of i plus b of i
at the false operation, because here K equal to 0.

Because you are actually doing the locking you can actually decide whether my K key value
is 0 or 1 based on then you will generate this line or this line, because you just know that my
key value equal to 1 then you will just generate this expression. And if you decide that my
key value is 0 then I am going to generate this expression. But since the attacker does not
know the actual operations plus, he has no clue whether this is the correct operation or this is
the correct operation.

So, as a result what is going to happen until he knows the key value correctly, he does not
know what is the output and if you give a wrong key then the output will be wrong it is well
understood. But you can understand from here that it is a single b see there are two choice
you can do that, but if you do our lock say 100 such operations, there are 100 such operation
will be locked and now you think about locked your operations with condition as well as with
the constant.



You can understand the complicacies I am generating, say suppose you have locked 10

constants. So, there are 320 bits, 10 condition if else branch, so 10 bits and say 50 operations.

So, 380 bit key will be generated, and you can understand this is impossible to break such

circuits or it is very difficult to break such circuit.

(Refer Slide Time: 18:57)

So, so that was the idea of this operator obfuscation that you have the original operations.
And say this is my fake operation it can be anything star minus anything and then based on
the key value you will actually decide which is the correct operation. So, this is my circuit
and this is the key which is coming from input. So, this is the operation obfuscation.
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The last one is the dependency. So, here you can see there are some overhead is little bit more
because this is an operation it was not there earlier. Here you are going to add this, so here the
overhead of area will be more because it is not XOR gate, here its complete multiplier or a
subtractor we are adding to the circuit. So, as a result your overall will be little bit reasonable
area overhead has for this technique.

(Refer Slide Time: 19:42)

The fourth one is the dependency. So, as I mentioned that if this operation is defined here and
you are happening here what we can do we can create different such variance. So, you can



understand here this is the dependency. So, c of i is happening here and this is say operation
chaining is happening.

(Refer Slide Time: 19:59)

So, what we can do? We can create different variance of the data paths. So, this is the actual

correct dependency this is some a plus plus this is a star plus and so on. So, you generate

different such data paths.

(Refer Slide Time: 20:10)



And then based on the key this is the key which will determine the actual operation actual
dependency. So, if you give the correct key then only the actual a of i plus b of i will come, if
you give this wrong data then this will come. So, on then as a result your output will be
wrong.

So, the dependency also I hide using a key. So, with the key will create different data paths
variant and I will combine them into a single data path and then using the MUX I will give
the correct key and as a result only if you give the correct key then only this circuit will work.

So, this is the idea of the DFG you can also understand here that and since I am doing many
such extra operations and I am adding many such additional multiplexers just to fake. I mean
just to hide the actual dependencies my area overhead will be also significant in this case.

(Refer Slide Time: 21:05)



So, it is some there will be some area operate in this.

(Refer Slide Time: 21:11)

And you can understand that I have taken this C code and after doing the pre-processing I
will get the intermediate representation and there what I can do I can just do is, I can identify
all the constant and I can lock them, I will identify all the if else branch I can lock them I will
identify all the operations I can lock them.

And then I can do this high-level synthesis right scheduling allocation binding. And during
this also for these dependency things during this allocation, because I have to allocate these
additional things and now there I can actually identify the dependency I can add some fake
resource in the data path and I can generate a obfuscated RTL.

So, that is something the idea. So, then you have the RTL here and there you need the key.
So, that is how I can generate this and this has been implemented in a tool called TAO which
is an open source high level synthesis tool is Bambu we had this all this technique has been
integrated and this is a public available tool TAO which does all these things.
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So, just to understand that I have some examples say high level synthesis benchmarks where
you just   you just do this, these are the number of constants you just locked it and it is 32 bits
then you can understand the key size here. This is the key size this is the number of branch
you obfuscated there this is the DFG variant you have done and this is the key size is getting
you can see here the key size is always very high 400, 500, 100, 800, 4000. So, we can
actually create a very high key and it will be very difficult to identify the correct value of the
keys and the RTL will look like this.

(Refer Slide Time: 22:54)



So, basically you have the RTL now which has the actual inputs and it has the actual outputs
and it will actually of the additional input key and this high level synthesis tool will generate
this locked RTL plus the actual key value.

And then this key value is only known by the genuine design house and if you give if this
RTL to the during layout, they will not able to get the correct value of the keys. So, as I
mentioned there are some areas over it and I have seen that this first two techniques like
constant obfuscation and this condition obfuscation have just adding a XOR gate. So, the area
overhead is very less, but once you do these operation obfuscations there is some area
overhead because it is adding some extra thing. So, this is something has been shown in the
particular paper but it is not so important.
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So, just to conclude in this particular lecture what we have understood that hardware security
can be achieved against the IC design flow the things that IP piracy and over building can be
done through logic locking. And high-level synthesis can be a tool which can actually
generate a locked RTL by locking the constant, locking the operation, locking the condition,
locking the dependencies.

And the RTL that will be generate will be locked with a very high key value. As a result, that
particular RTL even if you go through this the different design house without the correct key
value, they will not able to use that particular RTL. So, high level synthesis can be used for
securing the design.

Thank you.


