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Welcome to the next lecture of module number 9 that is on D algorithms. So, but, the last
few lectures, what we have seen is that for testing generally the two types of automatic
test pattern generation algorithm if you look at it basically. So, that is random test pattern
generation algorithm and other is by path sensitization that is by actually path sensitize,
propagate and justify. So, by path sensitization method in the last lecture, we have

discussed that they can be two types of them.

So, 1 is by Boolean difference and 1 is by the D algorithm that is by path sensitization,
propagation and justification. Also then we have discussed that this that Boolean
difference | am sorry that is that Boolean differentiation and all these for the very
difficult problem in terms of complicity. Because, it is over Boolean difference then this
the you have to go for derivatives and all these, so in a little and in number of these

patterns that may result can be exponentially natural.

So, due to this exponential large complexity for this Boolean difference based scheme of
this algorithms, we have generally shifted to sensitize, propagate and justify approach.
Also what the few lectures and in over the last few weeks, we have mainly discussed that
we have given several examples of sensitize, propagate and justify in which case, also in
the last lecture we have seen one example. In which case what we do we actually this is

the (()) pseudo path we apply a 1 and vice versa for (()) or the other way.

And then we propagate evaluate to some output and then we try to justify that that
propagation and sensitization are justified by some important values. So, this was

actually basically the D algorithm.
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D algorithm are nothing but, sensitize, propagate and justify but, in this see this two
lectures we actually have a detail look at them there is a very formal way defining the D
algorithm. Because D algorithm as been seen is one of the most prominent or the
background or the back bone of digital testing, because in next will see sequential
circuits and several other bist architectures and all. For all of them D algorithm is the
back bone, from D algorithm they have different other advanced versions of D algorithm

like podium and fan.

But, the basic bottom line or basic backbone, which we should learn in detail is the D
algorithm, because it was the starting point for all sensitize propagate and justify the

based D algorithm which still occupies the prominent role in digital testing.

So, in this 2 lectures what will do is that we will try to look at this algorithm here more
formally. So, in the last lectures you give one example that for a given that circuit say
gate like (()) then we apply here one, then we see that in normal case the answer is one
the fault case the answer is 0. So, we could have written this as a it could be easily solve
the generation problem but, we say that to replace it formally have to say that we

represent it by some kind of a symbol like D.

So, that the because in Boolean algebra we cannot have a oblique b 0 or 1 or something
like that. So, we have gone for the (()) algebra when you have symbol like d x and all.

So, what is representing circuit algebra or the or that or circuit having false in a more



formal way. Similarly, for the D algorithm or sensitize propagate and justify with
approach, till now whatever examples you have studied and all with the somewhat
informal way. In today’s lecture and in the next lecture 2 and 3 is not use will see this in
a more formal way that is our basic approach.
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*Roth’s D-Algarithm [1] in depth, which is the first formal algorithm
for ATPG.
*Uses Routh's algebra, which is suitable for ATPG using the
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So, first we have already seen about these Roth’s algebra, so by in that Roth algebra will
be used for this what you called this D algorithm. Then before we start discussion on the
D algorithm, we see some basic definition and procedure that is very important, then we
can go for formal algorithm. And finally, will see that some adverse algorithm like

podium and fan.

So, this will see the basic of that they were all advanced versions of D algorithm then
but, 1 already told you that D algorithm was the basic basic from there we have
developed. So, many advanced algorithm but, this starting point was that this D
algorithm for all these sensitize, propagate and justify their approach. So, see background

what is the basic plan of the next 2 lectures.
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Singular cover of a logic gate is the minimal set of mput signal

assignments necded to represent essential prime implicants in the
Karnaugh map of the logic gate, both for the case O hnd case 1.

Table shows singular cover for 2 input AND and 2 input OR gate.

AND Inputs Chutput OR  |Inputs | Oypput
A B A B
i X ] I |X |l

So, first before starting d algorithm as we told that will go for some of the definitions and
procedures. So, first definition is the single singular cover, so what is the idea. So, let us
first look at the definition and | will try to explain you, singular cover of a logic gate is
the minimal set of input signal assignments needed to represent the essential prime
implicants in the Karnaugh map of the logic gate both case 0 and 1. So, let us see what

does it mean, so let us take the case 0.

So, let us say that, what do you mean by prime implicants already we have seen in our
discussion during the design part of the course, because you know that this course is that
design verification and test. So, in design module of this course, we have discussed in
details what is a prime implicants. So, we see that whenever we have a Boolean function
represent it as equal to say a b plus ¢ d prime plus a something like this. So, if you say
that prime implicants then this one should not re contained in any of them.

As well as it should contain an implicants which is nor neither in this nor that is this
contains some mean term, which is in neither of the other implicants of the function. So,
this is very informal kind of way or study but, already we have discussed it in details in
the design model. So, in other way of this speaking that this implicants is the is monitory
present in function representation, because it has the prime in term which is neither in
this neither in this, some like this. So, it has to be it is actually something called as

essential prime implicants.
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assignments needed to represent essential prime implicants in the
Karnaugh map of the logic gate, both for the casé O pnd case 1,

Table shows singular cover for 2 input AND and 2 input OR gate.

AND Imputs Chutput OR | Inputs Output
A B A B
0 X |0 Lx |1
x 0 1] A 1

Then if it is mandate to be present but, in case of prime implicants what is the idea that
say it is like a b plus ¢ d or something like that plus f some function. Then it should not
be contain directly in any one of them, like if you can say that we have function like a b
plus d sorry a b plus b then what does it mean that a b plus b. Then what does it mean

that a b is actually contain a b, because a b is actually a b plus a prime implicants.

So, this a b containing b, so that we can say that a b is not require because b actually
represents in case a a b. So, this is some of the definitions of prime implicant and

essential prime implicants which we already discussed.
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So, basically | am saying that you have to first select the prime implicants. And then say
for the case 0 then we have to find out that is the meaning meaning of set of input
assignments you get to represent the essential prime implicants in case of 0 and 1. So, let
us take the case of 0, say in the case of AND gate, say AND gate 0. Now you see how

we can get 0 in case of an AND gate we can get the 0, if their answer is0 00 land 1 0.

So, this is the few cases in which case we can say that the answer is 0 for AND gate now
we can replace this by 0 x or x 0 be and, because this 1 0 and say sorry | am in these are
the three cases, which represents by the output of the AND gate is 0.
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Singular cover of a logic gate is the minimal set-of idput signal

assignments needed to represent essential pri plicants in the
Karnaugh map of the logic gate, both hrthua:%andm 1.

Table singular cover for 2 input AND and 2 input OR gate.
[awuj nputs  [Output | | OR  [Inputs | gupun
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So, now from the represent these as an prime implicants case. So, we can x 0 and 0 x
because this 0 0 included here these also here in this case it is 1 0 is included over here.
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assignments needed to represent essential prl% implicants in the

Karnaugh map of the logic gate, both for the ca dcase 1.
Table singular cover for 2 |nput AHD and 2 input OR ptl
AND Inputs :Julp-.n OR | Inputs Output
A B A B
_D I @ [ | | | _:‘-l | |
] l] X |1 |
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So, this comprises 0 1 and sorry this this 0 x incorporates 0 0 and 1 O correct.
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assignments needed to represent essential prime implicants in the
Karnaugh map of the logic gate, both for the ca Sand case 1,

Table st singular cover for 2 input AND and 2 input OR gate.
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And if you take the other case, that is, if you take the case of 0 x, then it comprises 0 0
and 0 1. So, basically this 0 0 0 1 0 we do not required to represent, because of the case

that it will no longer this are prime implicants case.
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Singular cover of a logic gate is the minimal set 6f input signal
assignments needed to represent essential prime implicants in the
Karnaugh map of the logic gate, both for the case 0 and case 1.

Table st singular cover for 2 input AND and 2 input OR gate.
|ﬂ.NIJj Inputs Output OR | Inputs Output
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So, these are represent it as x 0 and 0 x, so it sorry it x 0 and 0 x. So, if that is actually
you can say, if you think some terms of a and b then you can say that it is b prime plus a
prime the thing you can write. Because this is 0 and the other part do not care that is x a



b prime plus a prime b this other part is is hyphen or which is do not care a part of a

thing, that is why we represent x 0 and this 1.
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Karnaugh map of the logic gate, both for'the case O and case 1.

Table shows singular cover for le’ant AMND and 2 input OR gate.
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So, because if you take these two combinations are automatically in these two cases we
have 0 0 0 1 and 1 O this three are actually included in this two cover. So, now we can
see that this two actually form a singular cover for the case 0 because you do not require
to represent this one, this one, and this one (Refer Slide Time: 08:16). Because this two
is comprised over here that is 0 x and this 1 actually 0010 are actually compressed in this
formula. So, this two actually 0 x and x O becomes the singular cover for 0 of an AND

gate for (()), so OR gate output is one when.
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Singular cover of a logic gate s the minimal set of Impu'l; signal

assignments needed to represent essential prime implicants in the

Karnaugh map of the logic gate, both for the case 0 and case 1.

Table shows singular cover for 2 input AND and 2 input OR gate.
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OR gate output is 1, when we have 0 1 or 1 0 or 1 1, so it is better to represent it has 1 x
and x 1. Because these two actually form the cover, because this two are prime
implicants, because this is neither contains in this this is neither contain in this this is 1
have one element in this which is not containing the other.

So, that is 1 x plus x 1 actually you write a function like this that is say for the OR gate
you write it as a, a plus b that is actually b that is a as dash b that is here better write in
this way then the function is something like a f equal to a. Then we do not write
anything, then plus do not write anything then b that is actually 1 this in this one you do
not care and this is do not care and X. So, this this are two if you take comprises all this

three cases 0 1, 1 0 and 1 1, which is representing 1 in case of a OR gate.
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| Karnaugh map of the logic gate, both for the case 0 and case 1.

Table shows singular cover for 2 input AND and 2 input OR gate.

I AND | Inputs | Output | OR
A B
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So, the in this two actually forms the singular cover for 1 in case of an OR gate. So, now
if you look at it for the 1, if you look at it for the AND gate when you get the cases of 1.
So, this only one combination that is 1 1 indicate the one the AND gate and 0 O in the
OR gate. So, this will actually from this singular cover for the OR gate and this is for
sorry this will from this singular cover for 1 in case of AND gate and this is for the 0 in

case of an OR gate there both well official.
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Singular cover of a logic gate is the minimal sef of "lrnnut signal
assignments needed to represent essential prime implicants in the

Karnaugh map of the logic gate, both for the case O and case 1.

Table shows singular cover for 2 input AND and 2 input OR gate.
I AND Inputs Ohutpant OR :pu;: Output




So, that basically what actual is singular cover says that, so if you want to get the output
0 in case of the AND gate. So, you can either use this or you can either use this similarly,
this is for 1 and in for 1 in case of AND gate this is the combination require and for OR
gate O this is the combination require. That is actually singular cover this is minimize set
of inputs and this is actually other words, which is that what is the minimal set of input to

represent a output 0 in the AND gate.
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And say that only one input O that is the minimal set and you can also say that input is O
other is do not care. So, these are the two minimal set, which represents the output to be

0 in case of an OR gate and we can be extra, so this is the basic definition of a singular

cover.
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Definition 2: D-frontier

The D-frontier comprises gates whose output value is X and at least
one of its input 5.0 or [, This implies that, any gate in D-frontier can
be used for fault propagation,
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Now, we go for what is second definition that is called D frontier. So, all this definition
we are looking at will be required in the formal for formal representation of a D
algorithm, so now what is the D frontier. So, we know that D basically tours introduce
because the represents 1 0 that is normal case, fault case 0 1 that is actually we can also
the D prime normal case and fault case. So, this was actually Roth’s (()) algebra, we have
already seen the represents that was actually used for representing the fault in the circuit.
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Now, see let us see, what is the D frontier. So, let us look into definition definition say
that the D frontier comprises gates whose output value is X, we do not know the value x
and at least one of it is input is D or D prime that is we have a D something like this. So,
this s the either the D or may be D prime whatever and the output is X, if the one other
input, I am not talking about the other input, decent plays that any gate in D frontier can

be used for fault propagation.

Let us now look at what is this what is meaning what does it is a definition because this
is one of the most important definition or you can say notion e used in the D algorithm.
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Definitlion 2: D-frontier

The D-frontier comprises gatés whose output value is X and at least
one of [ts input 5D o 0. This implies that, any gate in D-frontier can
be used for fault propagation,

It says that for example, you have a gate like this where OR gate AND gate like this.
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Definition 2: D-frontier
The D-frontier comprises gatés whose output value is X and at least
one of its input is 0 or [. This implies that, any gate in D-frontier can
b used for fault propagation,
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So and this is say initially all the nodes are say X, X, X we do not know say for the time
being when on we say that this is d; that means, what normal case 1 and fault case 0.
That means, line coverable of propagating the fault output, now if | know that this output
IS X; that means, as of now | do not know the value. That means, till we have a scope that
this value can be D can be propagated over here if you apply a 1 over here; that means,
this AND gate is capable of for fault propagation.
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The D-frontier comprises gates whose output value is X and at least
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But on the other hand if you see there is a gates something like this say for example, this
same AND gate we have D over here and the output here is 1and the output here is 1 it is
not x, it is not the x; that means, what now this is 1 this also become sorry this is 0 I am

sorry this is 0 and this is not x this is not x.
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Definition 2: D-frontier
The D-frontier comprises gatés whose output value is X and at least
one of its input 50 o [, This implies that, any gate in D-frontier can
b used for fault propagation,
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Because if it is if it is O then this will be 0 and not x this is this will not be x and what is
the case and D cannot be propagated over here. So, what does it means again in the D
frontier can be used for propagating the affect of D fault that is D or D prime. Let us see

this example of this circuit, so let us know that this is a sachet 0 faultier.
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Definitlon 2: D-frontier

The D-frontier comprises gates whose output value is X and at least
one of its input 5 0 o . This implies that, any gate in D-fronther can
b used for fault propagation.
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So, obviously we have sensitize you put a 1 over here now what do you do, so one more
thing is that whenever you start circuit analysis you may all the input and all the net
lengths as x initially. So, all these x as x because we see that we do not know the value.
So, only whenever we start moving the value of the x will try to fill that from x to or we
can say that 1 0 D or D prime as as start computing the values, so it is a sachet 0, so your

input is 1. So, this is D because normal case 1 fault case 0.

So, it say D over here and D over here and we know that input is x, X input, this is a input
like this, because as of now we have not competed the value of x. So, the output of this
AND gate is X, because if it is a x, if his is the X, if is 1 then you get the value here D and
if this is x is 0 then you get the value 0, so that what we do not know the value of x.
Similarly, this a NAND gate, so if the c is equal to 1, then we get a D prime here if ¢ case
is 0 then we get the 1 here, so as c is here in x over here, so this value is also x.
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The D-frontier comprises gates whose output value is X and at least
one of s input 50 o [, This implies that, any gate in D-frontier can
bex used for fault propagation
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So, these are the two gates because the output here is x and x. So, these are the two gates
which actually comprise the D frontier that is this fault affect can be propagated by this
one or by this one. Because they are the actually comprised comprises the D frontier that
is this gates will allow you that this gate 1 or 2 you can say comprises the D frontier.
because they can allow you to propagate the further but, may be you think because of

some reason other the x ¢ has become a 0.

If ¢ has become a 0, then immediately this will not b x it will be 1, then 2 will not be in
fault D frontier because D can be propagated through this gate number 2. So, that is what
actually we say that whenever | gat this in the D frontier then only it can be used for
propagating the value of the output of the circuit am sorry | mean fault effect of the

circuit.
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Definition 2: D-frontier
The basic idea is, X at the inputs can be appropriately selected so
that 2 or [) can be propagated to the output of the gates.

In other words, fawlts can be propagated only through gates in the
D-frontier,

Once the fault i= propagated the gate is deleted from the D-
frontier list.
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That is what is the basic idea, the basic idea is that x at the inputs can be appropriately
selected. So, that D or D prime can be propagated to the output of the gates that is he
basic idea that is...
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one of its input is.0 o . This implies that, any gate in D-frontier can
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So, these x this x can be controlled in such a way, so that these effect of D and here D
prime can be propagate the output or the output of this gates which comprises the D
frontier. So, we can if there is a gate in the d frontier then we have a scope that we can



say this value approved lately or accordingly. So, that the fault effect can be propagated

through the gates in the D frontier.
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Definition 2: D-frontier

The D-frontier comprises gates whose output value is X and at laast
one of it5 input 50 o 0. This implies that, any gate in D-frontier can
b used for fault propagation.

So, once it is very important, so once the fault is propagate for that this propagated that is
say fault is propagated by making this as one then this one will not no longer be in the D
frontier. Because already you have used this gates and the fault has been propagated. So,
this cannot be again use for propagate the fault effect. So, it can be it is to be derivate

from the D frontier that is the basic notion here this is second definition.
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Definition 3: Unique D-Drive

If there is only one gate in D-frontier, then fault effect has to be
propagated through that gate; This situdtion is called unigue D-
drive,
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Now, there is next definition that is number 3, so that is called unique D drive. So, what
is unique D drive then is actually called actually if there is only one gate in the D frontier
then is actually, what do you called a unique D drive ,this situation because it can be then
propagated through only one input. So, let us just see (Refer Slide Time: 15:38), what is
a unique D drive the definition is very straight forward say for some example, say for

due to some reason or something like this.

(Refer Slide Time: 15:46)

D-Algorithm: Definitions and procedures

Definition 2: D-frontier

The D-frontier comprises gates whose output value is X and at least
one of its input (5.0 o 0. This implies that, any gate in D-frontier can
b used for fault propagation.
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Let us say that this two lines were short some for some reason, then what and let us
consider this for this sachet 1 or let us change this one; then what happens to sensitize
sachet 1 would apply a 0 over here. So, the moment you apply a 0, so ¢ will be 0. So,
moment you apply 0 you will get the 1 over here but, in this case this is it will be it will
not be D it will be a D prime and this will be a D prime, because normal case 0 fault case
for s 1 and if you and this will be still 0, so this s 1, because this is 0.

Now, this AND gate output is still on x, because if you apply x equal to 1, then you will
get the D over here if it is 0, you will get a 0 over here. So, there is a scope of
propagating the fault this 1. But, is only one gate that is only this gate is D frontier, this
gate not in the D frontier, so it has the unique gate, so which the fault effect have to be

propagated.

So, this situation is called the unique D drive (Refer Slide Time: 16:34) there is only one

D only one gate in the D, frontier which can be used for propagating the value of default



derivates. So, if for fault unique D drive then you will not have to think for for the
choices just like I mean we have seeing the last example that always or with also be
looking in details in this in this lectures or next lecture. That D algorithm like sensitize
propagate and justify is always not a successfully gate, sometime you will if there is a

like in the last example we have two two D frontiers.

(Refer Slide Time: 17:12)
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Definition 2: D-frontier

The D-frontier comprises gates whose output value is X and at least
one of ts input (50 o . This implies that, any gate in D-frontier can
b used for fault propagation.

| o

Like this this one if you gone for the general case that is if you have just gone for the non
modified case ten what is the idea. So, if | gone for non modified case then you have this
two gates in the D frontier this gate and this gate in the D frontier.

Now, it is up to you, whether you see that this gate as the D frontier or this gate as the D
frontier to propagate the value of the fault. Now, once you have selected this gate for all

propagation then this is related but, there is option one and option two.
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Definition 3: Unique D-Drive

If there is only one gate in D-frontier, then fault effect has to be
propagated through that gate; This situation is called unigue D-
drive,

()
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So, sometimes one or the option give you correct result correct result means
inconsistence that is you know inconsistency, you can find the propagate default related
to the output or you can also justify this. But, for some of the selection of default or there
is a multiple choice available like in this case of two gates. So, you may land into a
problem, because the propagation in one of the gate you may land to a inconsistence
situation that is fault can be propagated but, it cannot be justify. So, in a unique D drive
there is no option to think about the uses only one drive.

(Refer Slide Time: 18:03)

DvAI}ﬂ{I!thm: Definitions and procedures

Definition 4. J-fronti
The J-frontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, a in J-
frontier can be used for justification.




So, you have to just drive the value using the AND gate, so unique means there is no
choice at that point. So, now let us look at the next definition that is definition four is
about J frontier, so that J frontier that is mainly used in D algorithm one called the D
frontier and one is J frontier. So, basically you remember this way, so D frontier means
what that is you have propagating the value of the effect that is D effect from input to

output, so that is what is basically you are doing.

(Refer Slide Time: 18:44)
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Definition 4. J-frontier”
The J-frontier comprises gates whose cutput value is known {0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-
frontier can be used for justification
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So, if you are using a D frontier algorithm, so D algorithm may D frontier definition if
you think. So, it is breaking the value of some D or D prime that is fault effect an you
trying to propagate it to the output by gates having the output is X, so that is input to
output. Now, this actually the propagation, so the D frontier is basically related to

propagation, then something we know that to justification.
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Definition 44 )-front

The Jfrontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-fronther is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. o

So, once you are say for example, propagated the value up to here, now this line this later
and this later properly justify. So, that the propagation and sensitization and successful.
So, J D algorithm and sorry J frontier as we see now is basically related to the
justification procedure and it works backward it works for primary output input, so
backward direction. Now, let us first read the definition and then we look the meaning
and implication, so the J frontier what we saying. So, j frontier what we are saying, J
frontier comprise gates whose output value is known either 0 or 1 but, it is input or not

yet compute or not yet implied by it is inputs.

(Refer Slide Time: 19:24)
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Definition 4. J-fronti

The J-frontier comprises gates whose cutput value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. =




So, in other words the output of a gate in the J frontier is known but, inputs are not yet
compute that is it implies that any gate in J frontier can be used for justification. That
means, what say for some reason you know the value of this 1 is to be 1 or 0 1 whatever
you know that | have to get at this 1, so you should not write 0 oblique 1.

(Refer Slide Time: 19:41)
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Definition 41 )-frontier”
The J-frontier comprises gates whose cutput value is known (0 or 1)
but its inputs are not yet computed [or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-
frontier can be used for justification

So, you know that I must get the value of 0 in this | must get the value of 1 in this as
something like this but, now this is node but, that this is already known but, this inputs
are say X this is x and this is also x the inputs are not yet computed. But, not it implied by
those that is the inputs are what you know or at least one of it input is not yet known, at
least we know they say 0. So, this we know that 0 for some but, this is x; that means, to

justify the value of x here.

We know that x is to be completed to O that is, in these gate what happens the output is
known either one or both of the inputs are still x. That means, this gates still as the scope
that is O can be justified over here. So, let us will take this bigger example later we just

derive the simple gate and sustain the concept.
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Definition 4: J-front

The J-frontier comprises gates whose output value is known [0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-fronther is known,
but inputs are not yet computed. This implies l:hal. any g;ate in J-
frontier can be used hr]usul‘munn

So, let us take this case, so we say that the output is here is 1 and with for that | mean let
us assume that inputs are X. So, we know this gate can be in J frontier because you know
the output is the 1 now for make this successful we require this 1 to be 1 and this 1 to be
r 1, so because this may be for requirement.
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Definition Ikel_-fr_mt__
The J-frontier comprises gates whose output value is known [0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any g;al:e in J-
rrnn:m can be used hr]usul‘mmn

This may be requirement because see it may be drive in some sachet 0 fault. So, it is
massed at just that it fault can be sensitized. So, this x equal to 1 and this x equal to 1 you
can make that it can be successful.
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Definition 4: J-

The J-frontier comprises gates whose output value is known [0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. p
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Now, let us see for some for reason both these inputs are 0 and 0 1 for some reason you
can think because of some other integration some other set, so it is 0. Now, this is 1 and
this is not x and this is also these things are not x, then this cannot may be J frontier.
What is called as J frontier because this is sachet 0 and this inputs are not x so; that
means, there is no scope that you can control this gate. So, get the value of a 1 over here.
So, this for this gate we justification procedure is stopped.
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Definition lu_-frﬂb

The lfrontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-
frontier can be used for justification.
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In other words say for example, they can have a gate like this, this is a sachet 1 and this
is 0, you have to apply see you know this is x and this is 1. So, this gates still get J,
frontiers because we know that still this x is with you, you can control this x and you can
apply 0. So, that you can successfully control the gates justifies this value. So, there is
one 1 x; that means, sometimes it can be possible to justify and sometimes it may not be
like.

(Refer Slide Time: 21:57)
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Definition 41 J-frontier”

The J-frontier comprises gates whose output value is known (0 or 1)

but its inputs are not yet computed [or not yet implied by its

inputs). In other words, output of a gate in the J-frontier is known,

but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification.
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For example where in again in the J frontier always does not mean that it will be
successfully justification but, it may be like in last it was not but know in this case sachet
0, so you have to apply a 1. So, this is 0 and this is x for some reason this is 0, because of
some other reason like fault sensitization and some other case because of some other |
mean in this some other inputs are there some reason this is 0, so this is x. So, thisis inJ

frontier because this is the x.

So, you may think there is a scope that is the x can be control, so that the output is 1. So,
you try to apply this as 1 but, because this may be input is 0. So, you can never get a 0
over here. So, this gate is in the J frontier but, it is not successfully allow you to
propagate the, I mean justify the value of the output of the AND gate.

So, gate is in the J frontier, so at least one input is 0, 1 input is x of the gate but, it does
not just imply always to be successful in you called justifying the output of the gate. But,

at least over inputs are not known the output is known that is output is known means that



is the requirement. And inputs are not known that we have to compute that inputs from
where from where the requirements of this justification algorithm you have to find out
that 1 also.

So, if you have again to the output is known but, inputs are not yet known and they have
to be computed. So, you can think that gate can be used for justification, so that gate falls

is in J frontier.
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Definition 4. )-frontier”
The J-frontier comprises gates whose output value is known (0 .or 1)
but its inputs are not yet computed (or not yet implied by its
imputs), In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification

}

In this case say what do you say just take again example this case if you see, what do
you want to over here. So, output of the gates are known say for example, in this case let
us think that this is 0 D, because this gate D has to propagated over here correct. So, also
this gate has to be propagated over here. Now, if you look at this gate, so what do you
know we know that in this case say for example, because of the D frontier. So, this
usually both of these were in d frontier somebody has selected that this should be D
frontier and not this, so let us keep it has an x, so we are not yet selecting. So, let us the
things that is we have been selected has the D frontier this is not in selected. So, once it

is selected for the D frontier.
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The Ffrontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-fronther is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. 5

So, what going to happen, so this 1 will be x will be converted to D and because it non
inverting gate and sorry this is not D this is x because this may be not selected over d
frontier for the fault propagation this one. Now, what happens, so in this last just look at
this gate. So, output is known to be D 1 of the inputs we know is to be D other input is x.
So, this gate will lie in the J frontier, because now this is D this is D and we need that we
need to find out what is d x.
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Definition lu-fr_nﬂt;_

The Ffrontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. .




That means, this were going backward and still these gate has a scope or justifying the
output of D over here. So, obviously, you know that x equal to 1. So, see that x equal to 1
then this input actually justifies the propagation of this one, so this gate falls in the J
frontier. So, what we have done initially we know that if just look at this case this is also
x let us think, this is wrong for the type of is x actually. So, initially everything is x so
you apply sachet 0 1, so D and D over here. So, see that this for the D frontier this one
also D frontier this one is also D frontier because because in these two gates you can
propagate this value of this D through this suppose both of them are D frontier. So, let us

that this one is the d frontier.
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Definition 42 )-frontier”
The J-frontier comprises gates whose cutput value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet camputed. This implies that, any gate in J-
frontier can be used for justification
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So, what just you see that the value of D coming over here, now this X is gone these two
remains in the x because this is not selected as a the D frontier now once you selected the
d from the output is known, so once the output is known this input is x. So, you can basic
idea for frontier you can select this appropriately this will be 1 or 0 whatever the case, so
that this output is justified over here. So, this actually this gate as the input is 1. So, it is
actually you can used for justification of your approach. So, this actually faults in the J
frontier, if actually this is actually gate is taken as the D frontier.
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Definition lk}_-fr_m'rt__

The J-frontier compeises gates whose output value is known [0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-fronther is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. B

So, the output s 1 and the input you can compute for sometimes they mean all should not
thinking that way, that this gate is in the J frontier. So, it can be used for propagation that
is high or sometimes again not also taking in the J frontier can do your job, because of
some other reasons of some other inputs say that these are automatically D comes out.
So, in this case what happens this in J this gate may not in the J frontier but, still you

have actually it is justify your outputs.
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Definition &' J-front

The lfrontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-

frontier can be used for justification. %




So, this is also be in d case, also for some times it may also happen that this x is 0 for
some reason then this case J cannot be propagated over here in that case, this does not
remain in a J frontier and it does not sorry get the purpose. So, again being in D frontier
you can say many things. So, this gates in D frontier; that means, you can say that | can
use sorry this gate is the D frontier; that means, you can use this for justification but,
again in not D frontier does not imply much. So, again not in D frontier say a equal to 1
then it will help you to justify automatically this is O, the gate is not in the D frontier
because as it exist 0 or 1 already pre defined then both inputs are known and output is

also known.

So, you got result in the J frontier, so sometimes it may help you if it is 0 that will not
help you because they cannot be propagate and if it is 1 it can help you because D can be
propagated. Then it does not remain in a J frontier, so again not in J frontier may or may

not help you that depends on the situation.
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sAssume that it was decided that fault effect D be propagated wia j.
*S0, f=0 by forward implication — =
sAlsg, f=0 for propagating D to g.

*Mow, the encircled gate is in the J-frontier, because the output is
known as 0 and s inputs are X, which can be decided in
justification step

*The basic idea ks, X at the inputs can be appropriately selected so
that output is justified. In other words, during justification gates in
J-frentier can only be considered. Once the inputs are justified, the
gate is deleted from the J-frontier list

(%)

But, if gate is in d frontier because this is known and this is X, then if the gate is in sorry |
frontier most probably j frontier. So, if gate is in j frontier then it can be used to find out
that whether it can be used for justification or not. So, the gate not in J frontier it may
help or may not help again the gate is in J frontier; that means, you can study that it can

be used for justifying your approach. So, sometimes it may be successful, sometimes it



may not be successful but, whatever gates are in J frontier hat can be used for justifying

your inputs.

So, what do you do basically we propagate the fault, so j D frontiers and then it reach the
primary output and then once you reach the primary output default then you have to find
out which are the gate which are in J frontier. And then we have try to justify using the J
frontier, so will take some complete examples in next lectures, so which will allow you
to understand the concept better. So, whatever which we are saying this D | mean, this
last example which we see that assume that this was decided at the fault effectively

propagate via J.

So, that is we are actually affecting the in this same example actually we are may not say
same idea is there we may not | mean go for this one this same except the you have
discussed about the J frontier and the d frontier. So, this thing is this | mean elaborated
the in a detail manner over here, so this example is detailed over in this slide, so you can

See.
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Procedure 1: Implication
The implication procedure comprises 3 steps
1. Compute all the values of the signals that can be determined
uniquely from already given signal values (of some nets). If
many cholces are available, for @ample as in singular cover,
any one of them can be considered,
4. Maintain -frontier and D-frontiers
3. Check for consistency and step in case of inconsistency (i.e.,
contradiciory signal svalues are implhed by the implication
procedure).

Basically, implication procedure is similar to a simulation process
fg values of all nets (and finally primary outputs] are
ditérghined starting from primary inputs
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Now, we go to the D algorithm that is another some definition, now we see and some
procedure that is some algorithm or some sub states of this one. So, first sub state will be
implication. So, implication actually procedure or for module after D algorithm it

comprises three steps compute all the values of this signals that can be detect uniquely



from the given signal below some values if many choices are available for example, as

singular cover any one of them can be considered.

So, what it is then that is residing in next step then we come back maintain J and D
frontiers and check for consistency and stop in case of inconsistency that is
contradiction, basically the implication procedure is in is similar simulation process,
where values of all nets are determined starting from the primary inputs. So, what
basically implication does, so we try to find out compute the all values of the signals that

can be determined uniquely from the given signal in your some case.

(Refer Slide Time: 29:26)

DvAlgu_r'rthmHi Definitions and procedures
*

i §
Definition 4} J-frontier”
The J-frontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed (or not yet implied by its
inputs). In other words, output of a gate in the J-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-
frontier can be used for justification

That is for one example we take this one so; that means, what, so initially everything is x

initially we you start your design or start your implication procedure and you think this x
over there. Then what we do say for example, we apply a D 1 D over here this sachet we
know that here 1 is must to be apply; now once D is 1 is apply till what we know that

immediately this two are D and (()).

But, we do not know the value of ¢ d and a because they have to be determine by using D
frontier and J frontier but, immediately, we know that this is D and D. So for example,
also if you think that there was another say also let us take the other way, so let us not

take the fault over here.
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Definition 41 J-frontier”
The J-frontier comprises gates whose output value is known (0 or 1)
but its inputs are not yet computed [or not yet implied by its
inputs). In other words, output of a gate in the Jl-frontier is known,
but inputs are not yet computed. This implies that, any gate in J-
frontier can be used for justification
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Let us take default ¢ here sachet O like this, so what happens we know that d 1 has to be
apply. So immediately, 1 d as apply we know that this is d, so this is the implication
procedure. And also if to sensitize this we apply a 1 similarly, we know that this is. So,
that is but, other are cannot compute because others we have to know the D frontier and
the J frontier. So, suppose some of the values by the sensitization process some other

mechanism.

What happens that once you set the values for some reason like in this case say the value
of 1, then automatically this is sachet 0, so it will be 0 and this net does not have any
fault because we know that in case of (()) out circuits. So, this net and this nets are,
actually independent of each other. So, if the ne number I is independent of net number e
then actually this value can be directly incorporate from here. Now, white can be
incorporated because we know that d equal to 1 then this | will be equal to 1 because the
fault is in the other branch of the other (()) output.

So, this actually comprises your what do you called this this form in this is implication
procedure that is circuit initially we have some all the nets will be set as x. Now, next
what you have to do you have to just find out that, what do you have to find out that
some of the net values either than directly compute. Like in this case one can be directly
computed over here, this was the implication but, the value of f value of g for the value

of a this cannot be computed directly.



Because for that what do, you have to do you have to first find out whether you will use
because if you having a sachet 0 fault at e, then what happens then your f this gate
actually this is the only gate this will only become your D frontier then you have to
actually propagate the value d through f. So, once you propagate the value of the d
through f, then you know that this is this then your this gate will become your J frontier

and then you have to find out that with the what is the value of x.

So, x you cannot it is difficult to directly get it by implication, because by implication
what will do is that, what we do is that by implication you just find out the values which
can be known directly. That was the first step we discussed that compute the values of all
this signals and can be determined uniquely from the given signal values of some nets if
any choices are available. For example, you can get the singular cover many choices are
like for example, like for example, you have AND gate this output is actually O for some

other net. So, we know that the inputs can be or these implication can be x 0 or O x.
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Procedure 1: implication P '“""'6
The implication procedure comprises 3steps 8~ 7
1. Compute all the values of the signals that can be determined
uniquely from already given signal \'dlupsr'[bf some nets). if
many cholces are available, for example as in singular cover,
any one of them can be considenad;
2. Maintain J-frontier and D-frontiers
3. Check for consistency and stop in case of inconsistency [i.e.,
contradictory signal values are implied by the implication
procedure)

Basically, implication procedure is similar to a simulation process
WT; values of all nets (and finally primary outputs) are
deit _;ll'u:d starting from primary inputs
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So, you can take any one of them that is what you say that is the multiple choices
available you can take any one of them and this is may be considered. So, then for once
you have done this implication then you can also find out that what are the J frontier and
what are the D frontiers. Basically you will find out what is D frontiers that is how you

will propagate the value then you can get the J frontier sort of it.



So, say some inconsistency, inconsistency means that you want the value to be one for
some net and because of this, what is the implication and all you get the value to be 0
then actually say inconsistently you have to stop. So, basically implication procedure, so
this is your procedure with the values of nets or determines it from the primary inputs.
So, it just like a simulation, simulation what we do know the inputs and we try to
compute the outputs. So, we are seeing in last few in last 2, 3 lectures back even your

simulation you have seen compile good simulation we have seen.

So, in that case what we do we start the, we give some input to the circuit and we try to
find out what is he output of the circuit that is the basically the idea. So, in this case also
what happens we try to, because they fault in this circuits. So, what we do is that, we first
find out the sensitize for sensitize fault, then initially all this circuit nets having x then
you sensitize default then we try to find out which gates of the circuit can be determined

0 or 1 or D or D prime by this value.

So, once some of the nets are been determined this is step one, then if this multiple
choice you can take any choice f them like x 0, 1 x, 0 1 0 0 whatever if some multiple
choice are there like 0 x, x 0 1 x, x 1. So, like this for AND gate and not gate getting that

is primary input cover we have seen.

So, any once of the choices you can take and then we try to find get the D frontier and
the J frontier all this things you can find out then you can go for justification and all. So,

we try to find out as many values of net uniquely as possible.
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Procedure 1: Implication =
The implication procedure comprises 3 steps
1. Compute all the values of the signals that can be determined
uniquely from already given signal values|of some nets). If
many choices are available, for mmpk as in 5-naular mr.
any one of them can be considered.”
2. Maintain ) frr.:n't]er and D—frﬂnﬂeﬂ
contradictory signal values are implied by the -mpluutlnrt
procedure).

Basically, implication procedure is similar to a simulation process
values of all nets [and finally primary outputs) are
ined starting from primary inputs.
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But, having step in maintain the J frontier and the D frontier that is very important and

also there is some inconsistency like say you have applied two values.
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Then | mean once you say that if it is to be 0 and by | mean what we called implication
the value 1 and vice versa. So, you have to stop at the same (()). So, this implication is
actually this you can called as a very important module of the D algorithm. So, when we
will get the d algorithm in detail, so will in more formal we see how it feeds to. So,
basically this is the heart of the D algorithm that is first uniquely determined what the



value of this signals maintains J frontier and D frontier and then in case of D algorithm

we apply two more points that is there is n number D frontiers.

We have to take if the n gates in D frontier then you have to take any one of them and
then you have to go for the J frontier justification and if you keep on doing it the D
frontier is the primary output. So, basically will see that this implication is basically is
the heart of D algorithm. So, but this slides difference between the simulation and
implication let us see, so in each case all this in case of simulation, all the values are

determined uniquely.

Because these some primary inputs; obviously, circuit will have some primary output
there is no choice for and gate if your input is 0 0 you will get the answer is 0, if your
input is 1 1 you get the answer 1. So, there nothing called x 0, x 1 all these things are not
in simulation, simulation you have simple inputs you get simple output. But, in case of
the implication some signal may not be determined uniquely, why because already we
have seen that for a AND gate if the output is 0 so you take x 0 or 0 x. So, we can also
take 0 O but, we generate this 0 0, because there is a problem which we will see later, that
we will see later why we will not taking. So, that is one thing, so in case of implication

some of the values may be x we are not determined uniquely.
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So, the value of assignments used for inputs and output for simulation. So, simulation
primary inputs you give 1011 in the circuit and then you compute the output, so that is

very simple.
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So, in case of implication what we will do it is not a unidirectional flow that will not
flow from straight this 1 to input and output. But, there what we will do we first find out
the some points we find out some some fault, fault is there then sensitize it then we find
out the D frontier. So, D frontier will propagate the value then once d frontier propagate
the values some J frontiers may be created, for in J frontier you have to justify the value

of I mean justify the inputs.

And then again and use a D frontier is stated as similarly, we take the d value the output
and in every step one, one step which we are propagating the d value at the same time we
are trying to justify also that the D frontier take the values and propagated. So, it tries to
justifies the values of the input of gates in the J frontier. So, it is actually it propagate
both ways primary inputs and outputs. For example, take as sachet 1 on net a, you have
two implications backward to make the primary inputs is 0 and for output is the primary

output to D.
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That is what actually that is say if you have AND gates, so this one. So, this is actually
sachet 1, so you apply a O over here. So, this is a forward direction you can say, so
because we can considered these to be D frontier. So, it will be actually D prime in this
case because normal case O fault case from case sachet 1. Now, again once this is O this
is d what will be the output it is d in normal case 0, fault case 1 sorry D prime normal

case 0 and fault case 1.
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So, I mean | am just sorry, so in, so we are talking about the AND gate. So, in the AND
gate this is sachet 1. So, you apply a 0, you need a 0 over here. So, this normal case it is
0, fault case it is 1, so this is D prime. So, we know the value of the output of d prime
and both the inputs are x. So, it has to be output should be 0. So, you can have x 0 or 0 x

anyone one of them is fine.

So, that is what saying that in case of simulation we if you have 0 0 the input of the AND
gate we get the output as 0. So, the unidirectional flow but, in case of implication this is
both way, first we have sensitize this faults then this actually becomes D frontier kind of
a thing, so you will get the d again we justify this 1. So, because it becomes J frontier, so
it is actual moving backward and forward. So, backward is may be primary input 0, for
what we propagate the primary outputs this d prime has to be propagate to some primary

outputs.

So, in case of implication sometimes we have to sensitize the default and then move the
default where is the output is forward direction and backward direction because for D
frontiers are done to get J frontiers. So, you have to take the value backward and this is
and that is up to for justification.

(Refer Slide Time: 38:33)

D-Algorithm: Simulation and Implication

sErn Lalksn Implkation
AT the wgmal vales ore detormeel - AN cipmabh ey ned be detprmomsed) prpocks

e
- —

Ve scugnmenl Eowes (PO Sinal | sduimments - oqagale (5 ., Tl

=i oy ceprehval o cagaf prensy Eged . prunary iy For :Iﬁ.l:.;-r
i st & a1 (ol of e [ ey, we need o hove
enplcation = wo directioss (i) Tk wgids, s
prmary mputs b make 0 snd i) fofeard. o
FETAR GUfpEss b profagale 1)
—" .
4 s e -
There i pal Ecombsoncy | Incogafitency nay arbe, when for & iven fnet |
- ! g |
r i & I-:u*.:n.l; b ol e Toull locatsod) |'4:'||.'||.Tﬂ‘,-‘|:.:|u|
| = 1 . { -~
= i valkges (0 or 1) neod o be assigned_—

So, what is the difference between simulation and implication another difference is in

case of simulation there is no inconsistency, because you give a input and the output you



can determined uniquely right. And there is no question of inconsistency but, in case of a

implication then the lot of inconsistency can be there.
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Because if the same net you have to assign a 0 and you have to assign a 1. So, say net
involved in propagate your default value and you say that you have to assign a 1 and but,
for justification case it says that you apply 0 such cases we have already seen in the last
lecture also be seeing in details in next lecture. So, that is your inconsistency but, in case
of simulation, there is no questions of any kind of inconsistency, because some inputs are

there you get the output a unique output.

So, now let us see some example of definitions and the procedure you have seen because
some of bit complex. So, we just try to illustrate that with in some examples. So, in this
case say this is the AND gate, so this output is 1. So, when the output is known then the
inputs are x and X. So, the output is known then we say that this is actually here J frontier
J frontiers means, | already told you that output is known but, both the inputs or single

input may be Xx.
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Karnaugh map of the logic gate, both for the case 0 and case 1.

Table shows singular cover for 2 input AND and 2 input OR gate.

AND | Inputs | Output OR  [lnputs | gyepur
A B A B
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So, we know that the output is 1 both of them must be 1 1 that can be covered from the
first in what do you called this first. I mean this slide we have shown this second slide

that is on singular cover that is 11 in case of an AND gate this is the singular cover.
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So, that is actually we have to know this table when you are doing this J frontier and D
frontier this nets. So, 1 1 for this one to defeat this gate from the J frontier because |
mean we have we got this 1 and we have justified this 1 and 1. So, this gate cannot be

used anymore for justification.



Now, if you see that this and gate output is 0, so this two values of this singular cover.
So, you can take any one of them for justification in a backward direction because we
already seen that in case of J frontier that is by implication is backward traversal and
forward traversal, J frontier corresponds to backwards traversal. So, you can use any one

of them and then you have to delete these list from the J frontier, because this already
been used.
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Similar you can take for the OR gate, so OR gate 1; that means, there are two choices, so
you can take any one of them. So, OR gate 0 there is only one choice, so after that is on
the case and this is for fan out is very simple, so if this is 1. So, then this implications, so

this one both of them has to be a 1 1, so this from this fan out is very simple, because
may this one is to be 1.
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Then you know that actually says that one of this output is known then you have to

determined this 1. So, if this output is known; obviously, this 1 will be 1 because this J

frontier definitions say the output is 1 and the input 1 input or many inputs can be X. So,

in this case in this case you can see that this is the only one input because the fan output.
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So, this can be set like this and one more thing you have to know that this a, so wherever

this justification has been done, so this has to be deleted. So, this gate has to be deleted

from the j frontier because this gate already has been used for justification.
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So, sometimes here both the value of X, so it can be justify sometime it may not be
possible like for some reason as | told you it may be one then what happens it says the
this x this is not x this is 1. Still it will be for J, frontier because here sill this co 1 x co
because to justify the values of this 0 then what we will do this x try to make it 0 but,
then it is actually inconsistence below making this x 0 will not help because this also
leads to be 0 but, scope is not there and then this actually net will become in going to
inconsistency. So, already we discussed that always J frontier I mean J frontier have a

scope to actually justify the output but, always it may not be helpful.
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But if in the case this x is 0, then this same gate still is in the J frontier with the outputs is
0 and input is the case. So, this input you make it to 0 and it should be solving your

purpose.
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But always a gate in a J frontier may not solve your purpose that may be inconsistency
but, still a gate in the J frontier means some scope that it can be used for backward
propagations or something backward propagation and can be may be used for

justification which may give you successful but, also may lead to inconsistency.
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Now, so, this is what is been seeing this second gate has like this saying that this second
gate sorry what is does say. So, the second gate has output of 0, so by singular cover we
have two options for assigning values to the inputs, two options are shown in the right
side. So, it is sorry we are talking about this gate actually this two gates, so you see that
the output is one kind of a thing over here.
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So, here one is also the case here, so that we are talking about this general case that is
second gate over here it is second AND gate, so it is saying that the output is O over here,
so there we are having two choices. So, which one to use or you can also take this third
choice it is 0 and 0, so why not used. So, this is either used this or this it is not saying

that you do not use 0 0 now why in this case, so that this is one portion definite in our
mind.
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Similarly, in this case 1 1 is 1 choice which is left which you are not using. So, why we
are not using that is very important we will see.
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So, we could have another option to keep the input has 1 but however, this is avoided if
both the inputs are fixed then the flexibility is lost and cases of inconsistency increase.
That is what they are saying that if this is 0 output of an and gate is 0 you take x 0 or 0 x
if is for an OR gate sorry if is an OR gate like this, if the output is O sorry output is 1
sorry output is 1 of an your OR gate.



So, you take x 1 or 1 x the y they do not try to avoid 1 1 and 0 O here in this case. Now,
why it is said it says that if you heart chord if it is covered by J frontier for back

propagation | mean in backward track | mean you justifying using the J frontier gates.

(Refer Slide Time: 44:08)

D-Algorithm: Simulation and Implication

ED@D—

Sorp | (waipee [F o)

TR

[PTETY P —— segp 5 1 Frepmges Dobrssgh D Frssises

¥

-~ m

I- M & dl
Lo ™
WET

b B g B i i |

So, they say that if you put the value 0 O if you put the value 1 1 then actually you are
trying to make some of the things hard chorded. Some of the nature you are keeping hard
chorded and then what happens hard chord the nets to much then the flexibility is lost

and the chances of inconsistency are higher.

So, we will see that by an example, so what is the example over here, so is show that this
is a AND gate, so small sorry circuit, so this sachet 1. So, initially all the nets will be 0
this steps 0, so in step in one we have sachet 1. So, just sachet 1; obviously, have to
apply a 0 over here. So, 0 means normal case 0 fault case 1, so it is it will be a sorry
sachet 1, so normal case 0 fault case 1. So, in this case sorry it will be a your D prime.
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So, is a D prime over here, now this is there, now what is, so the is only unique say D
frontier. So, this is the only only gate where d affected and it propagated, so the unique d
cover, so it called unique d drive so; obviously, this is to be taken, so sachet 1. Now, this
X, so this only this gate is only D frontier, so you will have you have to propagate, now

in this case let us see, so this is the propagation.

Now, in this case if you look at, so this is the only D drive. So, this is the only D frontier
now this gate for this gate you know the output and both the inputs are, so it is d and the
both the inputs were x if you look at this this output is re prime we know and both the

inputs are 0 sorry both the inputs are X, so both the inputs are X, so for x.



(Refer Slide Time: 35:34)

D-Algorithm: Simulation and Implication

-

S | pweapmn [P v

ED—
B
L} un-1

]

dapp 1y Pk m e i prea i aspp 3 Frepsges Dobrssgh D Frossose ®
-~ .
m = 0

HFTEL giap i i mad Dom pliwiiom

i
) B

So, this what and you have to get the output this is say the gate 1, say this is gate two. So,
output of the gate 1 should be 0, now there are three choices basically x 0 0 x. So, these
are the two choices allowed by definition, so we have also asking the question that if you
take both of them 0 what is the problem. So, let us go for the choice x 0 will see the
problem later if you use this. So, x 0 may be there, so here usually the choice x 0 because
the output is.
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So, just a minute, so yeah, so let this be the case, so x 0. So, let us first look at this two
choices and the other choice problems and all will see later that is heart chording of this

signals will see later.
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So, now in this case this is d prime, so x 0 the choice they have taken, now that is this is
in the J frontier this gate is in J frontier. So, the output is d prime, so and we require a 0
over here, so this inputs are not known that is the x and x, so you can take x 0 or 0 x. So,
they have taken x 0, so now this is done now this is x and this is the case now this is the
gate, so now this is D prime correct. So, this is a d prime over here, so now this this
affect have been propagated from this 1, so this gate 1, so gate two gate two was the j

frontier.

So, immediately this affect d prime has been propagated to this 1. So, this gate is deleted
from the D frontier, so now we have to this net this this part is now will become your j
frontier because we know that that this values has to be a 0 because for an or gate this
value will propagate area. So, this value has to be 0 now this net this fan out net will
become a J frontier. So, we know that by this j frontier rule of the fan nets, so this will
has to be a 0 this is to be a 0.

So, now if this in backward implication and it is done, so this way it solves a problem of

your implication that is that is already we have seen. So, this is simple D algorithm basic



idea of the D algorithm we have shown here now we see that they were not inconsistency

in this case.
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Now, so this was one example, so will see later that what is the problem or what may be
the problem if you try to hard chord you said of this x 0 if you put this case or if you put
the case 1 0 this also possible also you can have take you could have taken the case has
because we require anywhere this d prime. So, only we require 0 over here. So, 0 x is the
case 0 0 is 1 case 1 0 you can take or also you can take 0 1. So, anyone of this hard

chording sorry, so this is one.

So, any one of the choice like the choice is x 0 0 x 0 0 you can also take 0 1 and 1 0. So,
any of these choices like 1, 2, 3, 4, 5 is apply over here you can get the value of 0 over

here correct.
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That is the output of this gate you can get this same that mean this is this, this, this, this,
this (Refer Slide Time: 48:23) any of the choices you apply in this case you get a O over
here. So, you will get a d prime over here, now this will become your D frontier. So, you
have to propagate the values, so it will become d frontier, so it will propagate the value
here. So, once this | mean d d D prime is propagated here this will no longer remains in
the d frontier then you require a 0 over here and then this will become your J frontier and

x will gets some value kind of a thing.

So, in this this example we have seen that there is no inconsistency because we have use
the case of x 0 or 0 x whatever that was been allowed. So, later we see what may be the
problems if you try to use the strict cases like 0 0 1 0 0 1 instead of keeping the x that is

will see later.
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But it was just scheme just example the elastic or the implication procedure words and
also miniature version of mini of a very broad version of D algorithm some more
definitions are actually example of the definitions or procedure we have used. So, say for
example, in this case same like it is a example of D frontier. So, | mean if it is a d and
this is a 1. So, this is the unique, so you can drive this 1 from here. So, the output is x and
you know the input is input is d. So, you can easily value the drive this value of this 1
from here, so again the D frontier has to be is lost, so this we are propagating the value
then this is the lost.

So, other things are very straight forward this is just a value computation this another
example we can also very simply says that say 0 1 and the d. So, the output will be say
for example, the output is actually in this case output is the d frontier is this 1. So, either
D frontier because this d is over there this output is X. So, you can easily propagate the
value as 1 but, in this case again this is very this very important point you have to note

that this a d frontier like J frontier.

Something always all gates in D frontier always all gates in the J frontier may not help
because you have seen many examples of J frontiers. In which case this gates were in J
frontier but, is not helping similarly this also happen in case of d frontier like in this case
is the OR gate.
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So, this is the d, so d the values can be propagated the output is X, so the value of d can
be propagated. So, it can be assume then another input is 1 because of some reason, so
this gate is in D frontier to the output is 1. So, the value of this 1 is not propagated and
again this gate will be lost from the D frontier. So, you you considered these gate to be in
d frontier because by definition the output is x the input is this. So, there is a scope of

propagating he value but, because this input is 1, so nothing could have been done.

So, as this gate was just to that this gate was in D frontier or it could not do much. So,
why could not do much because the value of d was not propagated, because of this one
but, still we have by definition such case will be in D frontier but, when you are be trying
to propagate the value the output will find already the output is not propagating. So, such
type of gate are examples of gates in D frontier which is not of much, similarly, also by
definition we have also seen that some cases of gates in the J frontier which we thought

that some of the value affect | mean the value could be justify but, it could not be.
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Because of this for example, like already many times we discuss in lectures that it is we
require a O over here sorry we require a 1 over here. So, this is was x and this was 0, so
this was x. So, and one input is O the output required is 1. So, we also considered this
gate is in D frontier because these some scope that we may say to get the values 1 or in
fact it is not be successful, because this one input is 0 which will make the output of the
gate as 1. So, this was one example, which a gate is in J frontier but, not helping it as

similar this is an example of gate in D frontier but, not helping in the propagation.
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So, this is request to be, so if it is 0 then the d affect will be propagated and this 1 will

help in this 1 correct.
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Procedure 5: X-path

An X-path is 3 path of consecutive nets in a circuit all of whose
values are X. Let A be a gate in a D-frontier. The faults on the inputs
of A can be propagated to a primary output O only if there is an X-
path from A to ©. In Figure below there is only one X-path from o to
output—a-¢-d
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So, | mean sometimes the lots of gates were be in, so in other words the lots of gates in J

SJI
Lﬁl

frontier and D frontier but, they always not be successful or always not be | mean lead to
fault propagation in case of D frontier and always they ay not lead to some successful
justification in case of J frontier. So, there will be lots of gates in J and D frontiers but,
some may be successful some may not be successful that is what is the shown were the
elastration and this example.

So, before I mean with the help of this definition, so this one more definition that is
actually called the x path. So, as we already discuss that on the inputs of your nets
circuit. So, initial we mark it as x then by by some if you know the values of some of the
nets and that is the implication we try to find the values. So, for example, let us have this
circuit, so let us know that this some for some reason we know that let us assume that we

know the values 1 1, so by implication this 1 will be 1.

So, let be this x and d, so the output will be X, so this is the case for and by some reason
let us assume that we know the value of this 1 to be a 0. So, the output is O to be in
known by implication. So, this value let us assume for by some means we assume that

they are not primary input may be by some either combination and logic as input or



because of some other reasons we know the value to be 0 by implication also we know

the value to be O directly.

Now, in this case you see that this only 1 value as x. So, in this case you can considered
that his is the D frontier because this because this is output is X you can propagate you
can propagate the value of this 1 can be d. So, once it is d then this gate will become J
frontier then you have to get the value as x as 1 and so forth. In our implication

procedure goes forward but, for time being, so what is say that.
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Procedure 5: X-path
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of A can be propagated to a primary output O only if there is an X-
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In this case if you look at it quickly, so this 1 x over here, so if it is X, so then 1 more x
over here and this is invertors, so this is one more x over here and we considered that
these are the primary output. So, there is a path from this d frontier there is a path from
here to the primary output where everybody is on X, s, his at least one path, so if there is

no path like this.
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Procedure 5: X-path

An X-path is a path of consecutive nets in a dreuit all of whose
values are X Let A be a gate in a D-frontier. The faults on the inputs
of A can be propagated to a primary output O only if there is an X-
path from A to 0. In Figure below there is only one X-path from o to
output—a-c-d.
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Say for example have this this gate not been there, so have this gate not been there then
what will happen there is no path from this D frontier which is all come arrange to the x
gate that is output of the gates. So, if it will come here some other this 1 is also 1 and this
1is also 1. So, after this fault propagation will definite the (()) here. So, that is in other
words what we have saying that there is a D frontier or in this example we are getting a
single D frontier.
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Procedure 5: X-path

An X-path is a path of consecutive nets in a creuit all of whose
values are X Let A be a gate in a D-frontier. The faults on the inputs
of A can be propagated to a primary output O only if there is an X-
path from A to O. In Figure below there is only one X-path from o to
output—a-c-d.




You say that from this D frontier this at least one path where all the outputs of the gates
are x; that means, this is the only path which can be used for propagating fault definition
because either this x can be D or D prime this x can be x or D prime this x can be
converted into D and D prime. So, this for this will propagate for only to this path but,
this path and this path the outputs are not x so; that means, if it cannot be anything and
this x path is not there. So, fault propagation will be terminated at this path or this path.
So, it says that x path is an path of consecutive nets in this circuit to all good values are

X.

So, let a be in D frontier because this is the gate a staying in D frontier the outputs or the
inputs can be propagated to the primary output o, only this is x path from a to o that is
saying that this is the input and this is the output. So, from the gate with the D frontier
that is fault effect is there. So, that effect can be propagate to the primary output if and
only if all these path of gates were outputs all are x, because this x can be converted into

d or d prime and default effect can be propagated.
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But, if there is no gates no path like this, then we know that the output then the idea is
that you cannot propagate the value to the output and actually in fact your lost by this
one. So, that is that is all the definition we require for knowing the D algorithm and next

what we will study actually the D algorithm in detail that is your circuit net list and



primary output values and expected values at the primary outputs. That is circuit net list

and one stock at fault and the output.

And the primary input values require test the defaults and what is the expected the
primary output that is your Automatic Test Pattern you call this ATP. So, in next lectures
using all the definitions we have studied today will try to elaborate and look formally

into this D algorithm using this definition and the procedure which are discussed to be.

So, using that will try to formally adequilate D algorithm and then you have to be do
then in very | mean what you call in details we take an examples. And try to find out
how D algorithm basically works on that algorithm using implication J frontier and D
frontier propagation. So, that is what we have for today in next lecture we go in elaborate

D algorithm D algorithm with example,

Thank you.



