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Introduction and Survey.1: Experience with the Standard Approach

Hello welcome back again.  In the last  segment I  talked about  the standard approach. By

standard approach we mean the approach in which you use a language like C maybe Java or

Pascal or maybe Python or C++ and essentially teach in a standard what might be called an

imperative style program, a programming model. So we discussed the standard approach and

we looked at some learning objectives at various universities.

Now I want to talk about the experience with this approach and this is based on worth at

researchers have done and reported in the educational literature. So one of the most famous

pieces of works considers this so called rainfall problem. This problem has been studied for

quite some time.

(Refer Slide Time: 01:24) 

Soloway and his colleagues devised this problem as long ago as 1982 and I have seen the

references and studies using the same problem in 2009 as well. So what is the problem, read

rainfall measurements specified as a sequence of integers terminated by 99999. Output the

average of the numbers encountered before 99999. Seems like a really simple problem, seems

like there is just a loop with the loop termination condition being slightly tricky.



Actually it is not too tricky because this is what is called a sentinel. The 99999 is what is

called a sentinel in many books and in the literature. The experience with it is fascinating and

so it has been studied by many groups over this long period. So typically in all the studies

that have been done with this problem it is really shocking that only 15-20% of the students

successfully write the program. 

Look it is just a single loop and it is a simple sentinel and maybe the students are confused

because it is described in terms of rainfall measurements, but whatever it is, it seems really

strange and noteworthy that our students are not able to write this program. I will encourage

you to give this program to your students and see how many of them complete. Actually, I

want to make one more slide point.

So I think the problem over here is related probably just to simple loops. How do loops work

on a machine? When is that condition tested, how does control flow through a loop those are

the issues which it seems that students are not really getting and being able to use. Next, I

want to come to a study done by a group of people led by McCracken and this was done

around the turn of the century.
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So there were many people some 7-8 co-authors were there. So the basic problem they gave

to students was to evaluate a multi-term arithmetic expression. So an expression was given to

you say 1 + 2 + 3 times 5 raise to 7 - 8 whatever and you were supposed to evaluate it. In the

first  version  the  expression  is  given  in  a  post  fix  notation.  So  this  post  fix  notation  is



explained or this problem is given to students who have done the first course or maybe who

have done one extra course.

So  they  may  have  had  some  familiarity  with  post  fix.  The  second  version  is  that  the

expression is given infix notation, okay so the (()) (04:40) normally right; however, there is

no operator  precedence.  Operators  are  evaluated  in  left  to  right  order. So this  is  a  much

simpler form of the problem. So you just read left to right and keep on doing the operation

that is given to you by the last operator. 

The third version uses infix notation but there is no operator precedence. So students do not

have  to  worry  about  operator  precedence,  we  have  to  use  infix  notation,  but  there  are

parentheses. So if there are parentheses then they must be respected. So whatever is inside the

parenthesis has to be evaluated first and only then the result of the parenthesis can be used to

be operated upon with the adjacent numbers and operators.

So this was done after 1 year of college or maybe so could be 2 programming courses but

maybe a slightly more mature student than just the introductory programming course. It was

reasonably last study involving 216 students, 4 universities and the average score was 23/110.

So this problem is harder than the rainfall problem surely, but for somebody who has done 1

to 2 course in programing, it would seem that this should not be that difficult.

(Refer Slide Time: 06:21)

McCartney and co-authors studied something like this and it was actually a simplification. So

they only used infix evaluation without precedence and without parentheses. So this was the



easiest  problem  from  amongst  the  3  problems  that  were  used  in  the  previous  study.

Furthermore, they supplied code for tokenization. So the code contains, the code was given

which would say okay now extract the next token and check whether the next token is an

operator or a number.

In addition,  a skeleton main program was also give.  This was however, given during the

second programming course. So this was given to students who had taken one programming

course.  So  the  students  were  slightly  less  mature  than  possibly  the  students  that  were

involved in the previous study. This was a smaller study, but they found that on the average

the marks were better. So 68/110 and instead of 23/110 and the scoring in the 2 cases is

slightly different, they gave marks for getting the structure right.

They may give some marks for style, so those were the differences, but here in any case there

is some improvement. So instead of the marks which were something like 23/110, now the

average is about 68. So much better than the previous, but in spite of all simplifications it is

only 60%. You would think that after all these simplifications maybe more maybe students

would obtain more.
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Another study was done by Utting et al, another group and this was of a different kind. Their

problem was as follows. Complete the implementation of a 24-hour clock by implementing

methods for advancing time, adding and subtracting time and comparing time, 418 students

were surveyed and all of them had done at least one programing course. Some students were

given a test harness. 



What is this? Well, this is code that you can use to check whether your answer is right. So

you came up with a program and then the code would give it some input and check whether

your  program  works  correctly  on  the  input.  So  in  other  words  you  get  the  benefit  of

somebody telling you that okay on this input, your output is right. On this input your output is

wrong and now you can go back and change your program.

So students with test harness completed on the average more than 3 out of the 4 methods that

were  to  be  done.  So  that  is  good  news  okay.  Students  without  test  harness;  however,

completed less than 1. So this is not really very encouraging. So it presumably means that the

students have difficulty in understanding the statement of the problem. Once they are given a

few examples and once somebody looks over there back and looks at their work and say this

is right, this is wrong then they can go ahead and finish whatever is given to them.

Note that this problem is much easier than the previous studies. It is much easier in the sense

that you are asked to write 4 small pieces of code and the code is doing something very, very

specific. There is hardly any possibility of looping even. So it is doing a minimal testing. It is

actually, the test is more about whether you see that these methods that you are asked are part

of global of a bigger picture. 

You are not supposed to be able to solve a complete problem, but you are supposed to sort of

fit, see what fits in a large problem and I am inclined to think that even though this is much

easier than the previous study, somehow the performance is not that great and of course the

harness, okay, so it is better than the previous study, so it means that if we ask for small

pieces of code performance improves and of course with the harness it improves even more,

okay.

So that indicates perhaps some lack of comprehension which the harness is correcting. So

some observations. What do students find hard?
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So summary perhaps is  that  syntax  is  relatively  easy. Semantics  that  is  how a loop will

execute  is  harder  and  designing  a  complete  program  or  an  algorithm  is  hardest.  Many

students  are  not  really  getting this  or  having great  difficulty  with this.  This sentiment  is

echoed by Winslow in somewhat old paper and Winslow says almost any undergraduate can

add a set of numbers or compute an average of a set of numbers; why cannot over half of

them write a loop to do the same operation?

(Refer Slide Time: 12:26)

Okay, so  with  that  we  will  conclude  this  part  and  again  here  are  the  references.  I  will

encourage you to look at the references and again as I said if you cannot get to the references

let me know and I will try to put them up. We will stop here.


