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Hello and welcome to today's session on the computational chemistry course. We had 1 practical

session a few weeks back. Today, we will have the second practical session. Wherein we will

execute a few programs and I urge you that as I am executing the programs here, you also put on

your computer, get your Linux operating system on and execute the same programs because

unless you practice, all this theoretical knowledge will not be very useful, okay. So now I am

setting up this program.

(Refer Slide Time: 00:54)

So you will see on your screen, I am in my working directory. I am in my working directory. So

how do I know which directory I am in. I just type in PWD. PWD tells me which is the working

directory, where in I am working. So this is bltembe@bltembe inspiron 3521/prog. So I am in the

program subdirectory. So I want to know what are all the programs in my subdirectory. So I type

ls. Ls gives me a list of all the programs. So what I have here is a list of all the programs in this

subdirectory. So this gives me a short list.
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If I want a long list, I will do ls -l, so it will give me a long list which gives all the details of the

files.  For example,  the file  size.  Where it  was created,  okay. File name and so on.  And the

extreme left, there are several characters you will see. You will see the first character will be

dash, then rw rw-r--. So these are all the permissions for your Linux file, okay. So this is not so

crucial for us.

(Refer Slide Time: 02:12)

But you will just see that for some files, like this a.out. You see this file a.out. For that file, there

is an x in the last column, rwxrwxr-x. So this x means it is an executable file. So a.out we have

done in the past. It is an executable file. There are 2 more executable files. So whenever you

compile  a  Fortran  program,  the  compiled  program will  be  an executable  file.  So  a.out  is  1



example. So we will now consider other examples as well today. 

So if you remember last time we were executing a program to calculate the exponential of a

function. The number we got was not quite what was obtained from the Fortran functions.

(Refer Slide Time: 02:58)

So now let us execute that program again. So I have called that program, expte, vi expte.f. The

name of the program is expte. Why I have called it expte? Because it is a program to calculate

the exponential of a function and how do I calculate it? I calculate it using a Taylor expansion.

So it is always good to give names of files which will remind you of what the things are going to

be done in that program because otherwise there will be so many programs, so many names.

So suppose you call it program1, program2, program3; you will have 100 programs. All names

are alike. You will not know the difference between 1 and the other. Whereas if the name itself

tells you something like this name is exp, exp may tell you that it is something to do with an

exponential. And te is a Taylor expansion. So this program is to calculate the exponential of a

function using a Taylor expansion. So vi is an editor.
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So when I type this vi and hit my enter button, I see the entire program on my screen. So let us

recapitulate what all the statements in this program are. So the first line is a comment card. It

says  that  it  calculates  functions  by  Taylor  expansion.  So  that  is  my  goal  of  this  program.

Calculate the function using a Taylor expansion. So now the next line is an executable line, right

*,* input value of x whose exponential will be calculated.

So the moment this line is executed,  on your screen will  appear input the value of x whose

exponential will be calculated. So now you know that you will have to input something. So then

the next line is read *,*x. What is the meaning of this read *,*? That means it will read from the

screen the first * refers to the screen, the second * refers to the format. Format we have discussed

last time.

So usually it is best to give an unformatted statement so that you do not have to bother. * means

it will read in whichever format you will input the line. So the next line says it will read this

value of x. So then the next one, now you want to calculate the exponential of that x using a

Taylor expansion. What is the Taylor expansion of the exponential? It is 1+x, 1+x+x square/2

factorial + x cube/3 factorial and so on and so on.

It  is an infinite  series.  So each term, each of the new term will be 1 power higher than the

preceding term and the denominator will be 1 factorial higher than the previous term. So each



term is x to the n/n factorial. So how do I go about this? I will say that sum=1+x. Now why do I

say sum=1+x? I know that the first term is x and sorry, the first term is 1, the second term is x,

okay.

Then  I  have  called  term=x,  okay. So  now and  denominator=1.  So  this  is  my  initial  set  of

definitions. Now I started do loop. Do 10 i going from 1 to 250. So what this means. I have a do

loop which extends from the present line of the do loop up to this 10 continue. So this is my

entire do loop and this goes from i=1 to i=250. That means it will calculate 250 terms, okay.

Now the next question is, how do I know 250 is enough?

So that is something which we will consider later. If 250 is not enough, you will go to 300. So

that option you have. But I have given 250 because I know that it is a large enough number so

which will be expected to give me reasonable number as far as the function is concerned. So do

10 i going from 1 to 250. Next line is denominator is denominator+1. So you see that the earlier

denominator was 1.

So inside the loop, the denominator will be 2 now. Because I have incremented it by 1 and the

next, now I want to calculate the next term. The first 2 terms are already known, 1 and x. The

next term will be term*x/denominator, okay. So this term was already x earlier. Now this new

value of term=x*x, that is x square,/denominator. Now this denom is, the earlier value was 1.

Now it is 1+1.

So the new value of the term will be x square/2. You know that 2 factorial is a same as 2. So I

have my new value for the term. So now what is my new value of the sum? Sum=sum + term.

The first value of sum was 1+x. The new value of sum is the old value of sum, which is 1+x+x

square/2 factorial. Now 10 continue. 10 continue means I will go back to this line which is the do

statement.

So remember that in Fortran whenever you have an = sign, what that = sign does is to calculate

whatever is on the right side and replace the value of term with the value what is calculated on

the right  side. So second time when I  execute this,  now i will  be 2.  When i  will  be 2, this



denominator is denom+1. The earlier value of denom was 2. Now this denom is 3 because 2+1 is

3.

So the next value of the term will be old value of the term which was already x square/2 and it

multiplies by x. Now the numerator becomes x cube and you are dividing by 3. So already there

was 2 in the denominator. Now the denominator is multiplied by 3. So the new value of the term

will be x cube/3 factorial. Now what do I to do the sum? The sum will be again incremented, old

value of the sum + this new value.

So what will  be the sum at the second stage? It will be 1+x+x square/2 factorial  +x cube/3

factorial. Then I continue again. It goes back. Now i will be 3. When i is 3, denominator becomes

4. The new term becomes, there is already x cube earlier. x cube*x is x to the 4. I divide by 4. So

it is x4/4 factorial. So fourth term is added here. x4/4 factorial. I go on and on, until I do up to

250, i=250.

When i=250, I will be dividing by 251 factorial. So as the number of terms increases, each value

of the term becomes smaller and smaller. So the last term will be so small that you will not

change the sum anymore. So I calculate all this. Now what I want to do? I want to write on the

screen whatever I have done. So what my program has done? My program has calculated the

value of sum.

So on the screen I will write, write *,* the first quotation and the last quotation,  these are 2

quotations which are such that whatever is written in between those 2 quotation marks, it will be

printed on the screen. So this line will write to you xtex, what is the meaning of xtex? It is the

exponential calculated using Taylor expansion. It will write xtex then expx. What is this expx?

This expx is the exponential calculated by your Fortran function.

Remember your Fortran compiler has functions like cos, sine, all these are already built into the

Fortran  compiler.  So  what  I  want  to  do  with  this  program is  to  compare  the  value  of  the

exponential calculated by Taylor expansion that is the sum and the value which is calculated by

the Fortran compiler. So both these will be written on the screen and then the program ends. So



since I have done vi here, this is my edit mode. 

If I want to insert something, I have to type i. So if I type i, it allows me to insert things. So I

have typed i now.

(Refer Slide Time: 11:25)

See whenever I type i, it inserts. So whenever I want to come out of the insert mode, I type

escape. Escape allows me to come out of the insert mode. Once I have an escape, I can use the

arrows to go wherever I want in the program. So remember whenever I am using a vi editor,

there are 2 modes, one is an insert mode and one is an edit mode. Edit mode you go from insert

mode, type escape, you will go to edit mode. 

Now if I want to type something, I am at the character m. Instead of typing i, I can type a. When

I type a, my cursor goes to 1 space after m and I can insert whatever I want. See I have typed a, I

have written all this.
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Now if I want to remove all those extra things, I type escape again, then type 1x, that 1s is gone.

Next x, the second s is gone. Type once more x, x means it is deleting that character. Delete once

more, so all the wrong things that I have written are gone. So there are 2 ways of inserting, one is

just typing i. When you type i, it will insert wherever your character is. Now suppose I type i

now and I start inserting. So it has inserted to the left side of m. 

Now again I want to delete them. Type escape again, then again x, x, x, x. Now I have just deno

remaining.
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Now I want to insert m after o. So in that case I will type a. When I type a, I go to the right of o



and I type m. I type escape again. So this is how you will use the editor to add or subtract things

on the screen. So now my program is okay. So I want to come out of this editor. To come out of

this editor, first you are in the edit mode, you shift :.

(Refer Slide Time: 13:22)

When I type shift : simultaneously, you see this colon coming at the bottom, so I am now ready

to enter. So when I type x here, that means I can exit from my program. So I have typed x there,

then enter. So what it has done, I went into this program xte.f, did whatever corrections I wanted,

then came out. Now I am in a position to execute my program. To execute, what I have to do? I

have to compile this. So earlier what did we do?
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To compile, we wrote gfortran, so I have made a mistake here. So gfortr, gfortran, xte.f, expte.f.

So it will come, and I hit enter. So when I say enter, it says gfortran found. Now it is giving some

error,  okay. gfortran  command not  found.  Now can you identify  what  was  the  mistake?  So

instead of gfortran, I wrote gfortan. So it does not recognize this line. So I have to write I have to

do it again gfortran exte.f.

So this time it has compiled. So I hope you have also put your computers on. Type all these

things and you practice as I execute things here. Because that is the best way so that if there are

any errors, you will be able to detect. And remember that in this program even a single comma

here and there, single character in the wrong place, it will not compile properly. So you should

always remember that everything should be in the right place.

So I have already compiled it. Now I execute it by saying ./a.out. Any execution in our programs

is done by typing ./a.out. What does this do now? I have already compiled using gfortran, the

compiled file is saved as a.out. So now when I say ./a.out, it will execute the program. I enter

now.

(Refer Slide Time: 15:47)

When I exit,  when I enter, now it  is asking me input value of x whose exponential  will  be

calculated. So now all I have to do is to give some value. So let me give you like a value 2.0.

This is the value I am giving and I enter. So when I enter it, it writes, remember in our program,



we asked it to write x, xtex as well as x specs. So it writes x which was 2, it calculated xtex. See

what is the value now?

7.38905668,  this  is  the  value  of  the  sum which  our  program calculated  but  the  computer's

function that is the gfortran function gives me 7.38905621, okay. So the only difference is our

last 2 digits are 68 and the computer's last 2 digits are 21. So then the next question would be,

how do I know which one is better? Because we took the gfortran compiler, it gave us some

numbers.

We do not  know how the program calculates  it.  Because we do not  know the algorithm of

gfortran. Our algorithm we know. So now next what I want to do, I want to use an algorithm

which uses more digits than these 8 digits. Remember in this particular calculation, there were 8

digits after the decimal points. Count them again. 38905668, there are 8 digits after the decimal

point.

So this is called single precision in Fortran. Single precision or it uses 32 bits of memory for

these 8 digits. Now double precision is the next higher level of precision. It uses 16 digits after

the decimal point. So 16 digits is certainly much more accurate than 8 digits. So how do I do

with  16  digits  that  is  called  a  double  precision  calculation.  So  for  this  double  precision

calculation, you have to make certain alternatives or changes in the main program that you will, I

will illustrate by edit in the next program. So what is my next program?
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I have called it vi expte, that is Taylor expansion exponential calculation. I will say dp, that is my

other file. So what is this file? Similar to the old one, I have called it exptedp, that dp is for

double precision. So let us see what this program is, okay.

(Refer Slide Time: 18:19)

Now look at this, the program is mostly the same but the differences are, look at the 1, 2, 3, 4.

Look at the fifth line. It says implicit real*8 (a-h, o-z). So what this means is that all the variables

that begin with a up to h and o up to z, remember all are the real variables, they begin with a to h

and o to z. So implicit real *8 means, all the variables that I use in this program will be in double

precision.



What is double precision. 16 places after the decimal point or it is 64 bit calculation. So before I

gave this implicit real*8 a-h o-z, the first time I just wrote real*8 a-h o-z, this is what I had typed

before. So when I execute it using real*8, it gave me an error, okay. Then next time I realized

that real*8 may not be the correct way to do this particular a-h and o.z. Next time I did double

precision x sum term denom y.

Remember this x sum term denom y, these are all the variables in my program. So if I declare all

of them as double precision, then the program works properly. So double precision and real*8,

they mean the same thing. The double precision x sum term denom y, what this line does? It

makes all those 5 variables as double precision variables. Whereas if I give implicit real*8 (a-h,

o-z), when I give implicit real*8, all variables beginning with a to h and o to z will be double

precision.

So whenever you do very accurate calculations in chemistry, something like ab initio calculations

or molecular dynamics calculations, the programs will do multiplications and additions millions

of times. So when millions of times you are doing calculations, the errors can accumulate to very

large numbers. So if you have double precision, it makes your calculation accurate at least up to

9 or 10 digits.

Because you may ignore digits starting from say 11, 12, 13, 14. So double precision is a very

good  method  to  use  whenever  you  want  very  accurate  calculations  and  when  the  program

involves a large number of operations. So then what are the other differences, let us note here. So

most of the programming lines are the similar except you will see that the rest are the program

denominator do program everything is the same except when I say y=dxx.

Remember when you normally calculate in single precision, it is just expx. So whenever you do

a double precision calculation,  dxx is  the Fortran compilers  version of exponential  which is

calculated to double precision.  So our calculations  are done up to 250 terms each in double

precision.  The Fortran compiler  I  have also used double precision.  Now I want to see what

results I get when I execute this, okay.
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So how will I come out of this? Escape shift :, when I type shift :, see that colon appears at the

bottom of the screen. Then I type W, W or X is better. X means you exit and save.

(Refer Slide Time: 22:00)

So I have entered, okay. So now I will compile the double precision program. How do I compile?

Gfortran exptedp, so this is double precision program, .f, so I want to compile this program. Now

when I, if I enter now, it will compile and save my compiled version in a file called a.out. But

now you know every time I compile, I am getting a.out. So suppose I want to give the name for

this executable file not a.out, but let us say execdp, this is a double precision program.

So I want to give the name for that executable file as expdp. So what do I do for that? After I



type gfortran exptedp.f, then -o. -o allows me to give a different name for my executable file. -o

space execdp. So I want to call the executable program execdp. I want this new name now. Not

a.out but execdp. So I enter, so now it has executed. So whenever you get the next line without

any comments or errors, so that means it has executed. So what did I call my new name? Execdp.

Now let us see my directory. So how do I see my directory? ls -l.
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When I enter, so I got this directory. So now let us see what has happened. You see that there is

an execdp, this file has been created. Now this has been created just at this time, it is 2:41 now,

so it is calculating, it has compiled this at this time. So when you do that, it gives the time in

which it got this file created and you see that x here on the left side, so that means it is an

executable file. So you have created a new file execdp. So now I want to execute it.
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How do I execute? Now I will not type a.out but I will type ./execdp. What this is doing? It will

execute my program in double precision. So I enter. Now again I had a similar line, input the

value of x whose exponential will be calculated, that is what I want to do. So let me give this

number 2.0. So I have given 2.0 whose exponential I want to calculate in double precision. So I

enter.

Now you see that I have this 2.000, this is my initial value. Now there are 16 places after the

decimal  point.  Your  exponential  is  also  calculated.  Now  what  are  the  values?

7.38905609989306486. You will see that on the other side, this one is the sum that we calculated

and the second one is what we calculated using the Fortran compiler, okay. So where do they

differ now?

Last 4 digits are 6486 whereas for the Fortran compiler, it is 6504. The first few are the same,

3890, look at this 3890, 5609, 5609, 8930, 8930, 6504, I have 504 here and 486 here. So the

difference between the 2 calculations is about 18 digits different in the 15th and the 16th place.

Now how do I know which is right? So one way to find out would be, you go back to your

program and instead of 250 terms, let me use 300 terms, okay. So I will edit,  vi exp Taylor

expansion, dp.f, okay.
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So now what I want to do? I will change that calculation. I was doing 250 terms. Now I will do,

so let us be, so instead of 250, let me do 350 terms, okay. So how do I change this 2 to 3? Type, I

am in the edit mode, type r and just type 3. So it had changed 2 to 3, okay. So I have made 250

into 350. It is already in the escape mode. Shift :x, okay.
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So what I did? Now I changed 250 to 350, compiled it, sorry saved it. Now I will again compile,

gfortran,  okay expted.f,  okay. I  will  compile  it  again,  okay. Now I  will  execute.  How do I

execute? ./execdp enter. So now I have to input the value. I will put 2.0, enter. Now see what

values we got? So I again got 486 in the last digits and the Fortran compiler is 504. So what do

you conclude using this?



That my value has not changed which means whether I calculate up to 250 terms or 350 terms, I

am getting the same result.  So I know that  this has converged. So I  would like to trust  my

calculations much more then the Fortran compiler's calculations because I know that no matter

whether I take 250 terms in the sum or 350 terms, I am getting the same result.

So therefore, this is another example which illustrates that when you want to know whether a

result is converged, you calculate for more and more terms and if your value does not change,

you know that it is a converged result. So what we have done today? We have compiled the

program which calculates an exponential function using a Taylor series and we got the results.

And to know whether my result is accurate or not, I used double precision, double precision

means I take 16 digits after the decimal point. Then I calculated using 250 terms, I got a result.

Then I used 350 terms, I got the same result. So now I know that it is a converged result. So this

is how you can know how to get a converged result by taking more and more terms in your sum.

So we will conclude this particular lecture today.

And  in  the  next  lecture,  I  will  tell  you  how to  use  these  same  programs  in  functions  and

subroutines.  Remember, last  time we have used functions and subroutines.  So I want to use

several functions and several subroutines and execute in my next session. So I will conclude

here. Thank you.


